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I

Working with object-oriented software and a relational database can be cumbersome and
time consuming in today's enterprise environments. Hibernate is an Object/Relational
Mapping tool for Java environments. The term Object/Relational Mapping (ORM) refers to
the technique of mapping a data representation from an object model to a relational

data model with a SQL-based schema.

Hibernate not only takes care of the mapping from Java classes to database tables (and
from Java data types to SQL data types)., but also provides data query and retrieval
facilities. It can also significantly reduce development time otherwise spent with

manual data handling in SQL and JDBC.

Hibernate's goal is to relieve the developer from 95 percent of common data persistence
related programming tasks. Hibernate may not be the best solution for data-centric
applications that only use stored-procedures to implement the business logic in the
database, it is most useful with object-oriented domain models and business logic in
the Java-based middle-tier. However, Hibernate can certainly help you to remove or
encapsulate vendor-specific SQL code and will help with the common task of result set

translation from a tabular representation to a graph of obJjects.

HIRARHibernate AT 5 /34 REURBEBSHT RN H T, BEREWIavatl RIGE, L T E
SRR S]

LS 1 & Tutorial, XE—RESFMIZESIEFHTERE - AamrRABRESELITE
1, {RA] LAfEdoc/reference/tutorial/ H 3¢ Nk E] o

2. S 2 B RALEN (Architecture) SEFHf#EHibernaten] LUF FHHOEAE

3.View the eg/ directory in the Hibernate distribution. It contains a simple
standalone application. Copy your JDBC driver to the 1ib/ directory and edit etc/
hibernate.properties, specifying correct values for your database. From a command
prompt in the distribution directory, type ant eg (using Ant), or under Windows,

type build eg.

4. Use this reference documentation as your primary source of information. Consider
reading [JPwH] if you need more help with application design, or if you prefer a
step-by-step tutorial. Also visit http://caveatemptor.hibernate.org and download the

example application from [JPwH].

5. fEHibernate HYRAuG AT DIFREIZEH AR M BRI S R E (FAQ) -

6. Links to third party demos, examples, and tutorials are maintained on the Hibernate

website.

7.Hibernateﬁﬂﬁ£ﬁ@ “%t[:(Community Area)” {%iﬁf@;%ﬂ:ﬁ%ifiﬁitELZQ?Eégggé?jfgé(Tomcatg
JBoss AS, Struts, EJB,ZEE5) 0Ty o

xi


http://caveatemptor.hibernate.org

If you have questions, use the user forum linked on the Hibernate website. We also
provide a JIRA issue tracking system for bug reports and feature requests. If you are
interested in the development of Hibernate, join the developer mailing list. If you
are interested in translating this documentation into your language, contact us on

the developer mailing list.

B & ~ 7= i S A bernated I AT LT JBoss Inc.3k15  (FEEM: http://
www.hibernate.org/SupportIraining/) e Hibernate & — & A F ARSI H

(Professional Open Source project), 2 JBoss Enterprise Middleware System(JEMS) ,JBoss

Ak 2 R B R G — M DR A
1. Feedback

Use Hibernate JIRA [http://opensource.atlassian.com/projects/hibernate] to report

errors or request enhacements to this documentation.
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Ho

Tutorial

Intended for new users, this chapter provides an step-by-step introduction to Hibernate,
starting with a simple application using an in—memory database. The tutorial is based on
an earlier tutorial developed by Michael Gloegl. All code is contained in the tutorials/

web directory of the project source.

HE

This tutorial expects the user have knowledge of both Java and SQL. If
you have a limited knowledge of JAVA or SQL, it is advised that you
start with a good introduction to that technology prior to attempting

to learn Hibernate.

)

The distribution contains another example application under the tutorial/

eg project source directory.

1.1. B—E45 — FB—"PHibernate HIRF

For this example, we will set up a small database application that can store events we

want to attend and information about the host(s) of these events.

oF

Although you can use whatever database you feel comfortable using, we will
use [http://hsqldb.org/] (an in-memory, Java database) to avoid

describing installation/setup of any particular database servers.

1.1.1. Setup

The first thing we need to do dis to set up the development environment.
We will be wusing the ‘"standard 1layout" advocated by alot of ©build tools
such as Maven [http://maven.org|. Maven, in particular, has a good resource
describing this layout [http://maven.apache.org/guides/introduction/introduction—to-
the-standard-directory-layout.html]. As this tutorial is to be a web application, we
will be creating and making use of src/main/java, src/main/resources and src/main/webapp

directories.
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1 ZE Tutorial

We will be using Maven in this tutorial, taking advantage of its transitive dependency
management capabilities as well as the ability of many IDEs to automatically set up

a project for us based on the maven descriptor.

<project xmlns="http://maven.apache.org/POM/4.0.0"
xmlins:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemal.ocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/
maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupld>org.hibernate.tutorials</groupld>
<artifactld>hibernate-tutorial</artifactld>
<version>1.0.0-SNAPSHOT</version>
<name>First Hibernate Tutorial</name>

<build>
<!l-- we dont want the version to be part of the generated war file name -->
<finaIName>${artifactld}</finalName>

</build>

<dependencies>
<dependency>
<groupld>org.hibernate</groupld>
<artifactld>hibernate-core</artifactld>
</dependency>

<!-- Because this is a web app, we also have a dependency on the servlet api. -->
<dependency>

<groupld>javax.servlet</groupld>

<artifactld>servlet-api</artifactld>
</dependency>

<!-- Hibernate uses slf4j for logging, for our purposes here use the simple backend -->
<dependency>

<groupld>org.slfdj</groupld>

<artifactld>slf4j-simple</artifactld>
</dependency>

<!-- Hibernate gives you a choice of bytecode providers between cglib and javassist -->
<dependency>

<groupld>javassist</groupld>

<artifactld>javassist</artifactld>
</dependency>
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</dependencies>

</project>

It is not a requirement to use Maven. If you wish to use something
else to build this tutoial (such as Ant), the layout will remain the

same. The only change is that you will need to manually account for

all the needed dependencies. If you use something like Ivy [http://

ant.apache.org/ivy/]| providing transitive dependency management you would
still use the dependencies mentioned below. Otherwise, you'd need to
grab all dependencies, both explicit and transitive, and add them to the
project's classpath. If working from the Hibernate distribution bundle,
this would mean hibernate3.jar, all artifacts in the lib/required directory
and all files from either the 1lib/bytecode/cglib or 1lib/bytecode/javassist
directory; additionally you will need both the servlet-api jar and one

of the slf4j logging backends.

Save this file as pom.xml in the project root directory.

1.1.2. B8—"class

Next, we create a class that represents the event we want to store in the database:

it is a simple JavaBean class with some properties:

package org.hibernate.tutorial.domain;
import java.util.Date;

public class Event {
private Long id;

private String title;
private Date date;

public Event() {}

public Long getld() {
return id;
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private void setld(Long id) {
this.id = id;

public Date getDate() {
return date;

public void setDate(Date date) {
this.date = date;

public String getTitle() {
return title;

public void setTitle(String title) {
this.title = title;

This class uses standard JavaBean naming conventions for property getter and setter
methods, as well as private visibility for the fields. Although this is the recommended
design, it is not required. Hibernate can also access fields directly, the benefit of

accessor methods is robustness for refactoring.

The id property holds a unique identifier value for a particular event. All persistent
entity classes (there are less important dependent classes as well) will need such an
identifier property if we want to use the full feature set of Hibernate. In fact, most
applications, especially web applications, need to distinguish objects by identifier,
so you should consider this a feature rather than a limitation. However, we usually do
not manipulate the identity of an object, hence the setter method should be private. Only
Hibernate will assign identifiers when an object is saved. Hibernate can access public,
private, and protected accessor methods, as well as public, private and protected fields

directly. The choice is up to you and you can match it to fit your application design.

The no-argument constructor is a requirement for all persistent classes; Hibernate
has to create objects for you, using Java Reflection. The constructor can be private,
however package or public visibility is required for runtime proxy generation and

efficient data retrieval without bytecode instrumentation.

Save this file to the src/main/java/org/hibernate/tutorial/domain directory.
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<?xml version="1.0"?>

<IDOCTYPE hibernate-mapping PUBLIC
"-//Hibernate/Hibernate Mapping DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">

<hibernate-mapping package="org.hibernate.tutorial.domain">

]

</hibernate-mapping>

Hibernate DITD is sophisticated. You can use it for auto-completion of XML mapping
elements and attributes in your editor or IDE. Opening up the DID file in your text
editor is the easiest way to get an overview of all elements and attributes, and to
view the defaults, as well as some comments. Hibernate will not load the DID file from
the web, but first look it up from the classpath of the application. The DID file
is included in hibernate-core.jar (it is also included in the hibernate3.jar, if using

the distribution bundle).

[/ HE

We will omit the DID declaration in future examples to shorten the code.

It is, of course, not optional.

Between the two hibernate-mapping tags, include a class element. All persistent entity
classes (again, there might be dependent classes later on, which are not first-class

entities) need a mapping to a table in the SQL database:

<hibernate-mapping package="org.hibernate.tutorial.domain">

<class name="Event" table="EVENTS">

</class>

</hibernate-mapping>




1 E Tutorial

So far we have told Hibernate how to persist and load object of class Event to the table
EVENTS. Each instance is now represented by a row in that table. Now we can continue
by mapping the unique identifier property to the tables primary key. As we do not want
to care about handling this identifier, we configure Hibernate's identifier generation

strategy for a surrogate primary key column:

<hibernate-mapping package="org.hibernate.tutorial.domain">

<class name="Event" table="EVENTS">
<id name="id" column="EVENT _ID">
<generator class="native"/>
</id>
</class>

</hibernate-mapping>

The id element is the declaration of the identifier property. The name="id" mapping
attribute declares the name of the JavaBean property and tells Hibernate to use the
getld() and setld() methods to access the property. The column attribute tells Hibernate
which column of the EVENTS table holds the primary key value.

The nested generator element specifies the identifier generation strategy (aka how are
identifier values generated?). In this case we choose native, which offers a level of
portability depending on the configured database dialect. Hibernate supports database
generated, globally unique, as well as application assigned, identifiers. Identifier
value generation is also one of Hibernate's many extension points and you can plugin

in your own strategy.

native is no longer consider the best strategy in terms of portability.

for further discussion, see % 25.4 7 “Identifier generation”

Lastly, we need to tell Hibernate about the remaining entity class properties. By

default, no properties of the class are considered persistent:

<hibernate-mapping package="org.hibernate.tutorial.domain">

<class name="Event" table="EVENTS">
<id name="id" column="EVENT _ID">
<generator class="native"/>
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</id>
<property name="date" type="timestamp" column="EVENT_DATE"/>
<property name="title"/>

</class>

</hibernate-mapping>

Similar to the id element, the name attribute of the property element tells Hibernate

which getter and setter methods to use. In this case, Hibernate will search for getDate(),

setDate(), getTitle() and setTitle() methods.

(3

The title mapping also lacks a type attribute. The types declared and used in the mapping
files are not Java data types:; they are not SQL database types either. These types are
called Hibernate mapping types, converters which can translate from Java to SQL data
types and vice versa. Again, Hibernate will try to determine the correct conversion
and mapping type itself if the type attribute is not present in the mapping. In some
cases this automatic detection using Reflection on the Java class might not have the
default you expect or need. This is the case with the date property. Hibernate cannot
know if the property, which is of java.util.Date, should map to a SQL date, timestamp,
or time column. Full date and time information is preserved by mapping the property

with a timestamp converter.

/RN

Hibernate makes this mapping type determination using reflection when the

mapping files are processed. This can take time and resources, so if

startup performance is important you should consider explicitly defining

the type to use.

Save this mapping file as src/main/resources/org/hibernate/tutorial/domain/Event.hbm.xml.

1.1.4. Hibernatefii &

At this point, you should have the persistent class and its mapping file in place. It

is now time to configure Hibernate. First let's set up HSQLDB to run in "server mode"
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(3

We will utilize the Maven exec plugin to launch the HSQLDB server by running:
mvn exec:Jjava -Dexec.mainClass="org.hsqldb.Server" -Dexec.args="-database.0 file:target/data/
tutorial” You will see it start up and bind to a TCP/IP socket; this is where our
application will connect later. If you want to start with a fresh database during this
tutorial, shutdown HSQLDB, delete all files in the target/data directory, and start
HSQLDB again.

Hibernate will be connecting to the database on behalf of your application, so it needs
to know how to obtain connections. For this tutorial we will be using a standalone
connection pool (as opposed to a Jjavax.sql.DataSource). Hibernate comes with support
for two third-party open source JDBC connection pools: c3p0 [https://sourceforge.net/
projects/c3p0] and proxool [http://proxool.sourceforge.net/]. However, we will be using

the Hibernate built-in connection pool for this tutorial.

¥

For Hibernate's configuration, we can use a simple hibernate.properties file, a more
sophisticated hibernate.cfg.xml file, or even complete programmatic setup. Most users

prefer the XML configuration file:

<?xml version="1.0' encoding="utf-8'?>

<IDOCTYPE hibernate-configuration PUBLIC
"-//[Hibernate/Hibernate Configuration DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<l-- Database connection settings -->

<property name="connection.driver_class">org.hsqldb.jdbcDriver</property>
<property name="connection.url">jdbc:hsqldb:hsql://localhost</property>
<property name="connection.username">sa</property>

<property nhame="connection.password"></property>

(0]
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<l-- JDBC connection pool (use the built-in) -->
<property nhame="connection.pool_size">1</property>

<!-- SQL dialect -->
<property name="dialect">org.hibernate.dialect. HSQLDialect</property>

<l-- Enable Hibernate's automatic session context management -->
<property name="current_session_context_class">thread</property>

<l-- Disable the second-level cache -->
<property name="cache.provider_class">org.hibernate.cache.NoCacheProvider</property>

<l-- Echo all executed SQL to stdout -->
<property name="show_sql">true</property>

<!-- Drop and re-create the database schema on startup -->
<property name="hbm2ddl|.auto">update</property>

<mapping resource="org/hibernate/tutorial/domain/Event.nbm.xml"/>

</session-factory>

</hibernate-configuration>

(3

You configure Hibernate's SessionFactory. SessionFactory is a global factory responsible
for a particular database. If you have several databases, for easier startup you should

use several <session-factory> configurations in several configuration files.

The first four property elements contain the necessary configuration for the JDBC
connection. The dialect property element specifies the particular SQL variant Hibernate

generates.

Q /5

In most cases, Hibernate is able to properly determine which dialect to

P ) . .
use. See =z 25.3 Dialect resolution for more information.
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Hibernate's automatic session management for persistence contexts is particularly useful
in this context. The hbm2ddl.auto option turns on automatic generation of database schemas
directly into the database. This can also be turned off by removing the configuration
option, or redirected to a file with the help of the SchemaExport Ant task. Finally,

add the mapping file(s) for persistent classes to the configuration.

Save this file as hibernate.cfg.xml into the src/main/resources directory.

1.1.5. Building with Maven

We will now build the tutorial with Maven. You will need to have Maven installed; it is
available from the Maven download page [http://maven.apache.org/download.html]. Maven
will read the /pom.xml file we created earlier and know how to perform some basic project

tasks. First, lets run the compile goal to make sure we can compile everything so far:

[hibernateTutorial]$ mvn compile
[INFO] Scanning for projects...
[INFO]
[INFO] Building First Hibernate Tutorial
[INFO] task-segment: [compile]
[INFO]
[INFQ] [resources:resources]

[INFO] Using default encoding to copy filtered resources.

[INFQO] [compiler:compile]

[INFO] Compiling 1 source file to /home/steve/projects/sandbox/hibernateTutorial/target/classes
[INFO]
[INFO] BUILD SUCCESSFUL
[INFO]
[INFO] Total time: 2 seconds

[INFQ] Finished at: Tue Jun 09 12:25:25 CDT 2009
[INFO] Final Memory: 5M/547M

[INFO]

1.1.6. BohAnEEEnk

It is time to load and store some Event objects, but first you have to complete the
setup with some infrastructure code. You have to startup Hibernate by building a
global org.hibernate.SessionFactory object and storing it somewhere for easy access in
application code. A org.hibernate.SessionFactory is used to obtain org.hibernate.Session
instances. A org.hibernate.Session represents a single-threaded unit of work. The

org.hibernate.SessionFactory is a thread-safe global object that is instantiated once.

We will create a HibernateUtil helper class that takes care of startup and makes accessing

the org.hibernate.SessionFactory more convenient.

10
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package org.hibernate.tutorial.util;

import org.hibernate.SessionFactory;
import org.hibernate.cfg.Configuration;

public class HibernateUtil {

private static final SessionFactory sessionFactory = buildSessionFactory();

private static SessionFactory buildSessionFactory() {

try {
/I Create the SessionFactory from hibernate.cfg.xml
return new Configuration().configure().buildSessionFactory();

}

catch (Throwable ex) {
/l Make sure you log the exception, as it might be swallowed
System.err.printin("Initial SessionFactory creation failed." + ex);
throw new ExceptioninlinitializerError(ex);

public static SessionFactory getSessionFactory() {
return sessionFactory;

Save this code as src/main/Jjava/org/hibernate/tutorial/util/HibernateUtil.java

This class not only produces the global org.hibernate.SessionFactory reference in its
static initializer; it also hides the fact that it uses a static singleton. We might
Jjust as well have looked up the org.hibernate.SessionFactory reference from JNDI in an

application server or any other location for that matter.

If you give the org.hibernate.SessionFactory a name in your configuration, Hibernate will
try to bind it to JNDI under that name after it has been built. Another, better option
is to use a JMX deployment and let the JMX-capable container instantiate and bind a

HibernateService to JNDI. Such advanced options are discussed later.

You now need to configure a logging system. Hibernate uses commons logging and
provides two choices: Log4j and JDK 1.4 logging. Most developers prefer Logdj: copy
logdj.properties from the Hibernate distribution in the etc/ directory to your src

directory, next to hibernate.cfg.xml. If you prefer to have more verbose output than

11
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that provided in the example configuration, you can change the settings. By default,

only the Hibernate startup message is shown on stdout.

The tutorial infrastructure is complete and you are now ready to do some real work

with Hibernate.

11,7, B R

We are now ready to start doing some real worjk with Hibernate. Let's start by writing

an EventManager class with a main() method:

package org.hibernate.tutorial;
import org.hibernate.Session;
import java.util.*;

import org.hibernate.tutorial. domain.Event;
import org.hibernate.tutorial.util. HibernateUtil,

public class EventManager {

public static void main(String[] args) {
EventManager mgr = new EventManager();

if (args[0].equals("store™)) {
mgr.createAndStoreEvent("My Event", new Date());

HibernateUrtil.getSessionFactory().close();

private void createAndStoreEvent(String title, Date theDate) {
Session session = HibernateUtil.getSessionFactory().getCurrentSession();
session.beginTransaction();

Event theEvent = new Event();
theEvent.setTitle(title);
theEvent.setDate(theDate);
session.save(theEvent);

session.getTransaction().commit();

12
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In createAndStoreEvent() we created a new Event object and handed it over to Hibernate.

At that point, Hibernate takes care of the SQL and executes an INSERT on the database.

A org.hibernate.Session is designed to represent a single unit of work (a single
atmoic piece of work to be performed). For now we will keep things simple and assume
a one-to-one granularity between a Hibernate org.hibernate.Session and a database
transaction. To shield our code from the actual underlying transaction system we use
the Hibernate org.hibernate.Transaction API. In this particular case we are using JDBC-

based transactional semantics, but it could also run with JTA.

What does sessionFactory.getCurrentSession() do? First, you can call it as many times
and anywhere you 1like once you get hold of your org.hibernate.SessionFactory. The
getCurrentSession() method always returns the "current" unit of work. Remember that
we switched the configuration option for this mechanism to "thread" in our src/main/
resources/hibernate.cfg.xm1? Due to that setting. the context of a current unit of work

is bound to the current Java thread that executes the application.

BE

Hibernate offers three methods of current session tracking. The "thread"
based method is not intended for production use; it is merely useful for
prototyping and tutorials such as this one. Current session tracking is

discussed in more detail later on.

A org.hibernate.Session begins when the first call to getCurrentSession() is made
for the current thread. It is then bound by Hibernate to the current thread. When
the transaction ends, either through commit or rollback, Hibernate automatically
unbinds the org.hibernate.Session from the thread and closes it for you. If you call
getCurrentSession() again, you get a new org.hibernate.Session and can start a new unit

of work.

Related to the unit of work scope, should the Hibernate org.hibernate.Session be
used to execute one or several database operations? The above example uses one
org.hibernate.Session for one operation. However this is pure coincidence; the example
is Jjust not complex enough to show any other approach. The scope of a Hibernate
org.hibernate.Session is flexible but you should never design your application to use
a new Hibernate org.hibernate.Session for every database operation. Even though it is
used in the following examples, consider session-per-operation an anti-pattern. A real

web application is shown later in the tutorial which will help illustrate this.

See % 11 % Transactions and Concurrency for more information about transaction handling

and demarcation. The previous example also skipped any error handling and rollback.

13
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To run this, we will make use of the Maven exec plugin to call our class with the necessary
classpath setup: mvn exec:java -Dexec.mainClass="org.hibernate.tutorial.EventManager" -

Dexec.args="store"

You may need to perform mvn compile first.

You should see Hibernate starting up and, depending on your configuration, lots of log

output. Towards the end, the following line will be displayed:

[lava] Hibernate: insert into EVENTS (EVENT_DATE, title, EVENT_ID) values (?, ?, ?)

This is the INSERT executed by Hibernate.

To 1list stored events an option is added to the main method:

if (args[0].equals("store™)) {
mgr.createAndStoreEvent("My Event", new Date());
}
else if (args[0].equals("list")) {
List events = mgr.listEvents();
for (inti=0; i < events.size(); i++) {
Event theEvent = (Event) events.get(i);
System.out.println(
"Event: " + theEvent.getTitle() + " Time: " + theEvent.getDate()

A new listEvents() method is also added:

private List listEvents() {
Session session = HibernateUtil.getSessionFactory().getCurrentSession();
session.beginTransaction();
List result = session.createQuery("from Event").list();
session.getTransaction().commit();
return result;

14
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Here, we are using a Hibernate Query Language (HQL) query to load all existing Event
objects from the database. Hibernate will generate the appropriate SQL, send it to the
database and populate Event objects with the data. You can create more complex queries

with HQL. See % 14 # HQL: Hibernate®if)iE = for more information.

Now we can call our new functionality, again using the Maven exec plugin: mvn exec:java

-Dexec.mainClass="org.hibernate.tutorial.EventManager" -Dexec.args="1ist"

1.2, Ay — RERBRGY

So far we have mapped a single persistent entity class to a table in isolation. Let's
expand on that a bit and add some class associations. We will add people to the

application and store a list of events in which they participate.

1.2.1. H&tPersonZs

The first cut of the Person class looks like this:

package org.hibernate.tutorial.domain;
public class Person {

private Long id;
private int age;
private String firsthame;
private String lastname;

public Person() {}

I/l Accessor methods for all properties, private setter for 'id'

Save this to a file named src/main/java/org/hibernate/tutorial/domain/Person.java

Next, create the new mapping file as src/main/resources/org/hibernate/tutorial/domain/

Person.hbm.xml

<hibernate-mapping package="org.hibernate.tutorial. domain">

<class name="Person" table="PERSON">
<id name="id" column="PERSON_ID">
<generator class="native"/>
</id>

15



1 ZE Tutorial

<property name="age"/>

<property name="firstname"/>

<property name="lastname"/>
</class>

</hibernate-mapping>

o, EHHIBS A S bernate L E A

<mapping resource="events/Event.hbm.xml"/>
<mapping resource="events/Person.hbm.xml"/>

Create an association between these two entities. Persons can participate in events, and
events have participants. The design questions you have to deal with are: directionality,

multiplicity, and collection behavior.

1.2.2. $ [ﬂSet—basedE/\jﬂ‘éﬁﬁé

By adding a collection of events to the Person class, you can easily navigate to
the events for a particular person, without executing an explicit query - by calling
PersonfgetEvents. Multi-valued associations are represented in Hibernate by one of the
Java Collection Framework contracts; here we choose a java.util.Set because the collection

will not contain duplicate elements and the ordering is not relevant to our examples:

public class Person {
private Set events = new HashSet();

public Set getEvents() {
return events;

public void setEvents(Set events) {
this.events = events;

Before mapping this association, let's consider the other side. We could just keep this
unidirectional or create another collection on the Event, if we wanted to be able to
navigate it from both directions. This is not necessary, from a functional perspective.
You can always execute an explicit query to retrieve the participants for a particular

event. This is a design choice left to you, but what is clear from this discussion is

16
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the multiplicity of the association: "many" valued on both sides is called a many-to-—

many association. Hence, we use Hibernate's many-to—many mapping:

<class name="Person" table="PERSON">
<id name="id" column="PERSON_ID">
<generator class="native"/>
</id>
<property name="age"/>
<property name="firsthame"/>
<property name="lastname"/>

<set name="events" table="PERSON_EVENT">

<key column="PERSON_ID"/>

<many-to-many column="EVENT_ID" class="Event"/>
</set>

</class>

Hibernate supports a broad range of collection mappings, a set being most common. For a
many-to—-many association, or n:m entity relationship, an association table is required.
Each row in this table represents a link between a person and an event. The table name
is decalred using the table attribute of the set element. The identifier column name
in the association, for the person side, is defined with the key element, the column
name for the event's side with the column attribute of the many-to-many. You also have
to tell Hibernate the class of the objects in your collection (the class on the other

side of the collection of references).

IR 7 1 BRSO % schemasi:«

| | |

| EVENTS | | PERSON_EVENT | | |
I

|

|| | | PERSON |
| | I
| *EVENT_ID |<-->|*EVENT_ID | | |
| EVENT_DATE| |*PERSON_ID  |<-->|*PERSON_ID |
| TITLE | | | | AGE |
| | | FIRSTNAME |
| LASTNAME |
I I

17
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1.2.3. fERERTAIE

Now we will bring some people and events together in a new method in EventManager:

private void addPersonToEvent(Long personld, Long eventld) {
Session session = HibernateUtil.getSessionFactory().getCurrentSession();
session.beginTransaction();

Person aPerson = (Person) session.load(Person.class, personld);
Event anEvent = (Event) session.load(Event.class, eventld);
aPerson.getEvents().add(anEvent);

session.getTransaction().commit();

After loading a Person and an Event, simply modify the collection using the normal
collection methods. There is no explicit call to update() or save(); Hibernate
automatically detects that the collection has been modified and needs to be updated.
This is called automatic dirty checking. You can also try it by modifying the name or the
date property of any of your objects. As long as they are in persistent state, that is,
bound to a particular Hibernate org.hibernate.Session, Hibernate monitors any changes and
executes SQL in a write-behind fashion. The process of synchronizing the memory state
with the database, usually only at the end of a unit of work, is called flushing. In our

code, the unit of work ends with a commit, or rollback, of the database transaction.

You can load person and event in different units of work. Or you can modify an
object outside of a org.hibernate.Session, when it is not in persistent state (if it was
persistent before, this state is called detached). You can even modify a collection

when it is detached:

private void addPersonToEvent(Long personld, Long eventld) {
Session session = HibernateUtil.getSessionFactory().getCurrentSession();
session.beginTransaction();

Person aPerson = (Person) session
.createQuery("select p from Person p left join fetch p.events where p.id = :pid")
.setParameter("pid", personid)
.uniqueResult(); // Eager fetch the collection so we can use it detached

Event anEvent = (Event) session.load(Event.class, eventld);

session.getTransaction().commit();

/I End of first unit of work
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aPerson.getEvents().add(anEvent); // aPerson (and its collection) is detached

/I Begin second unit of work

Session session2 = HibernateUtil.getSessionFactory().getCurrentSession();
session2.beginTransaction();
session2.update(aPerson); // Reattachment of aPerson

session2.getTransaction().commit();

The call to update makes a detached object persistent again by binding it to a new
unit of work, so any modifications you made to it while detached can be saved to
the database. This includes any modifications (additions/deletions) you made to a

collection of that entity object.

This is not much use in our example, but it is an important concept you can incorporate
into your own application. Complete this exercise by adding a new action to the main
method of the EventManager and call it from the command line. If you need the identifiers
of a person and an event - the save() method returns it (you might have to modify some

of the previous methods to return that identifier):

else if (args[0].equals("addpersontoevent™)) {
Long eventld = mgr.createAndStoreEvent("My Event", new Date());
Long personld = mgr.createAndStorePerson("Foo", "Bar");
mgr.addPersonToEvent(personld, eventld);
System.out.printin("Added person " + personld + " to event " + eventld);

This is an example of an association between two equally important classes : two
entities. As mentioned earlier, there are other classes and types in a typical model,
usually "less important". Some you have already seen, like an int or a Jjava.lang.String.
We call these classes value types, and their instances depend on a particular entity.
Instances of these types do not have their own identity, nor are they shared between
entities. Two persons do not reference the same firstname object, even if they have
the same first name. Value types cannot only be found in the JDK , but you can also
write dependent classes yourself such as an Address or MonetaryAmount class. In fact, in

a Hibernate application all JDK classes are considered value types.

You can also design a collection of value types. This is conceptually different from

a collection of references to other entities, but looks almost the same in Java.
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1.2.4. [ERMMES

Let's add a collection of email addresses to the Person entity. This will be represented

as a Jjava.util.Set of Jjava.lang.String instances:

private Set emailAddresses = new HashSet();

public Set getEmailAddresses() {
return emailAddresses;

public void setEmailAddresses(Set emailAddresses) {
this.emailAddresses = emailAddresses;

The mapping of this Set is as follows:

<set name="emailAddresses" table="PERSON_EMAIL_ADDR">
<key column="PERSON_ID"/>
<element type="string" column="EMAIL_ADDR"/>

</set>

The difference compared with the earlier mapping is the use of the element part which
tells Hibernate that the collection does not contain references to another entity,
but is rather a collection whose elements are values types, here specifically of type
string. The lowercase name tells you it is a Hibernate mapping type/converter. Again
the table attribute of the set element determines the table name for the collection.
The key element defines the foreign-key column name in the collection table. The column
attribute in the element element defines the column name where the email address values

will actually be stored.

Here is the updated schema:

| (I |

| EVENTS | | PERSON_EVENT | | |
I

|

| | | PERSON | | |
(I | | | PERSON_EMAIL_ADDR |
| *EVENT_ID | <--> | *EVENT_ID | | |
| EVENT_DATE| |*PERSON_ID  |<-->|*PERSON_ID |<-->| *PERSON_ID |
| TITLE | | | | AGE | | *EMAIL_ADDR |
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| FIRSTNAME | |
| LASTNAME |
I I

You can see that the primary key of the collection table is in fact a composite key that
uses both columns. This also implies that there cannot be duplicate email addresses

per person, which is exactly the semantics we need for a set in Java.

You can now try to add elements to this collection, Jjust like we did before by linking

persons and events. It is the same code in Java:

private void addEmailToPerson(Long personld, String emailAddress) {
Session session = HibernateUtil.getSessionFactory().getCurrentSession();
session.beginTransaction();

Person aPerson = (Person) session.load(Person.class, personld);
// adding to the emailAddress collection might trigger a lazy load of the collection

aPerson.getEmailAddresses().add(emailAddress);

session.getTransaction().commit();

This time we did not use a fetch query to initialize the collection. Monitor the SQL

log and try to optimize this with an eager fetch.

1.2.5. MW [aj5REx

Next you will map a bi-directional association. You will make the association between

person and event work from both sides in Java. The database schema does not change,

so you will still have many-to-many multiplicity.

(3

First, add a collection of participants to the Event class:

private Set participants = new HashSet();
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public Set getParticipants() {
return participants;

public void setParticipants(Set participants) {
this.participants = participants;

Now map this side of the association in Event.hbm.xml.

<set name="participants"” table="PERSON_EVENT" inverse="true">
<key column="EVENT_ID"/>
<many-to-many column="PERSON_ID" class="events.Person"/>
</set>

These are normal set mappings in both mapping documents. Notice that the column names
in key and many-to-many swap in both mapping documents. The most important addition here

is the inverse="true" attribute in the set element of the Event's collection mapping.

What this means is that Hibernate should take the other side, the Person class, when
it needs to find out information about the 1link between the two. This will be a lot
easier to understand once you see how the bi-directional link between our two entities

is created.

1.2.6. (XN AEFER

First, keep in mind that Hibernate does not affect normal Java semantics. How did we
create a link between a Person and an Event in the unidirectional example? You add an
instance of Event to the collection of event references, of an instance of Person. If
you want to make this link bi-directional, you have to do the same on the other side
by adding a Person reference to the collection in an Event. This process of "setting

the 1link on both sides" is absolutely necessary with bi-directional links.

Many developers program defensively and create link management methods to correctly

set both sides (for example, in Person) :

protected Set getEvents() {
return events;

protected void setEvents(Set events) {
this.events = events;
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public void addToEvent(Event event) {
this.getEvents().add(event);
event.getParticipants().add(this);

public void removeFromEvent(Event event) {
this.getEvents().remove(event);
event.getParticipants().remove(this);

The get and set methods for the collection are now protected. This allows classes in
the same package and subclasses to still access the methods, but prevents everybody
else from altering the collections directly. Repeat the steps for the collection on

the other side.

What about the inverse mapping attribute? For you, and for Java, a bi-directional link is
simply a matter of setting the references on both sides correctly. Hibernate, however,
does not have enough information to correctly arrange SQL INSERT and UPDATE statements
(to avoid constraint violations). Making one side of the association inverse tells
Hibernate to consider it a mirror of the other side. That is all that is necessary for
Hibernate to resolve any issues that arise when transforming a directional navigation
model to a SQL database schema. The rules are straightforward: all bi-directional
associations need one side as inverse. In a one-to—many association it has to be the

many-side, and in many-to-many association you can select either side.

1.3. B =4 - EventManager webh HFEF

A Hibernate web application uses Session and Transaction almost like a standalone
application. However, some common patterns are useful. You can now write an
EventManagerServlet. This servlet can list all events stored in the database, and it

provides an HIML form to enter new events.

1.3.1. JmEE A serviet

First we need create our basic processing servlet. Since our servlet only handles HTTP

GET requests, we will only implement the doGet() method:

package org.hibernate.tutorial.web;
/I Imports

public class EventManagerServlet extends HttpServlet {
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protected void doGet(
HttpServletRequest request,
HttpServletResponse response) throws ServletException, IOException {

SimpleDateFormat dateFormatter = new SimpleDateFormat( "dd.MM.yyyy" );

try {
// Begin unit of work

HibernateUtil.getSessionFactory().getCurrentSession().beginTransaction();

/I Process request and render page...

/I End unit of work
HibernateUtil.getSessionFactory().getCurrentSession().getTransaction().commit();
}
catch (Exception ex) {
HibernateUtil.getSessionFactory().getCurrentSession().getTransaction().rollback();
if ( ServletException.class.isInstance( ex) ) {
throw ( ServletException ) ex;
}
else {
throw new ServletException( ex );

Save this servlet as src/main/java/org/hibernate/tutorial/web/EventManagerServlet.java

The pattern applied here is called session—per-request. When a request hits the servlet,
a new Hibernate Session is opened through the first call to getCurrentSession() on the
SessionFactory. A database transaction is then started. All data access occurs inside a
transaction irrespective of whether the data is read or written. Do not use the auto-

commit mode in applications.

FATPRIX BN A IR B IRE K —T-session (session-per-request) o HHHRKEIEX
servietfI &, X SessionFactoryl B —IRH, FTH— " #HfHibernate Session ° AJ5/H
P MR EES-ITEEER A REES THT, MERELALRE (BNENAREF AL
FHauto-commitiEz) o

Next, the possible actions of the request are processed and the response HTIML is

rendered. We will get to that part soon.
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Finally, the unit of work ends when processing and rendering are complete. If any
problems occurred during processing or rendering, an exception will be thrown and the
database transaction rolled back. This completes the session-per-request pattern. Instead
of the transaction demarcation code in every servlet, you could also write a servlet
filter. See the Hibernate website and Wiki for more information about this pattern
called Open Session in View. You will need it as soon as you consider rendering your

view in JSP, not in a servlet.

1.8.2. fJm, HHESEYHEGRIIRE, XD TIERITHLSE K

T o REAEAEBIELRIRHEE MR A A, SH—1FE, [H
REIREESS o IXFE, scssion-per-request BECHLTEAL T © N T WERAERN
servlietP IR E HH5 DA FENRES, AUZEEE —serviet i
JEas (filter) REFHMR - XTX—RKANFELZELR, 1HSH
Hibernate My FIWiki, iX—HEz=CAUMOpen Session in View- H AR
ZIRHISPRIEIARIIIE (view) | A ZTEservietd, RELER
HRHEIE -

Now you can implement the processing of the request and the rendering of the page.

/I Write HTML header
PrintWriter out = response.getWriter();
out.printin("<html><head><title>Event Manager</title></head><body>");

/l Handle actions
if ("store".equals(request.getParameter("action")) ) {

String eventTitle = request.getParameter("eventTitle");

String eventDate = request.getParameter("eventDate");
if ("".equals(eventTitle) || "".equals(eventDate) ) {
out.printin("<b><i>Please enter event title and date.</i></b>");

}

else {
createAndStoreEvent(eventTitle, dateFormatter.parse(eventDate));
out.printin("<b><i>Added event.</i></b>");

/I Print page
printEventForm(out);
listEvents(out, dateFormatter);
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/I Write HTML footer
out.printin("</body></htm[>");
out.flush();

out.close();

This coding style, with a mix of Java and HTML, would not scale in a more complex
application-keep in mind that we are only illustrating basic Hibernate concepts in
this tutorial. The code prints an HTML header and a footer. Inside this page, an HTML
form for event entry and a list of all events in the database are printed. The first

method is trivial and only outputs HTML:

private void printEventForm(PrintWriter out) {
out.printin("<h2>Add new event:</h2>");
out.printin("<form>");
out.printin("Title: <input name='eventTitle' length="50"/><br/>");
out.printin("Date (e.g. 24.12.2009): <input name='eventDate' length="10"/><br/>");
out.printin("<input type="'submit' name="action' value='store'/>");
out.printin("</form>");

listEvents ) JF{Eff FI40 E 2| Y B2 fEAYHibernate SessionEHATE1H:

private void listEvents(PrintWriter out, SimpleDateFormat dateFormatter) {

List result = HibernateUtil.getSessionFactory()
.getCurrentSession().createCriteria(Event.class).list();
if (result.size() > 0) {
out.printin("<h2>Events in database:</h2>");
out.printin("<table border="1">");
out.printin("<tr>");
out.printin("<th>Event title</th>");
out.printin("<th>Event date</th>");
out.printin("</tr>");
Iterator it = result.iterator();
while (it.hasNext()) {
Event event = (Event) it.next();
out.printin("<tr>");
out.printin("<td>" + event.getTitle() + "</td>");
out.printin("<td>" + dateFormatter.format(event.getDate()) + "</td>");
out.printin("</tr>");
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out.printin("</table>");

EEjE , storeiﬂ{?/ﬁ;\%ﬂzgj‘— W%UcreateAndStoreEvent 0 ﬁ/f, Em{fﬁﬁ %’l _H\TJ.?%*%E/\]Session :

protected void createAndStoreEvent(String title, Date theDate) {
Event theEvent = new Event();
theEvent.setTitle(title);
theEvent.setDate(theDate);

HibernateUtil.getSessionFactory()
.getCurrentSession().save(theEvent);

The servlet is now complete. A request to the servlet will be processed in a single Session
and Transaction. As earlier in the standalone application, Hibernate can automatically
bind these objects to the current thread of execution. This gives you the freedom to
layer your code and access the SessionFactory in any way you like. Usually you would
use a more sophisticated design and move the data access code into data access obJjects

(the DAO pattern). See the Hibernate Wiki for more examples.

1.3.3. #RE S5

To deploy this application for testing we must create a Web ARchive (WAR). First we
must define the WAR descriptor as src/main/webapp/WEB-INF/web.xml

<?xml version="1.0" encoding="UTF-8"?>
<web-app version="2.4"
xmlins="http://java.sun.com/xml/ns/j2ee"
xmins:xsi="http://www.w3.0rg/2001/XMLSchema-instance”
xsi:schemal.ocation="http://java.sun.com/xml/ns/j2ee http://java.sun.com/xml/ns/j2ee/web-
app_2_4.xsd">

<servlet>
<servlet-name>Event Manager</servlet-name>
<servlet-class>org.hibernate.tutorial.web.EventManagerServlet</servlet-class>
</servlet>

<servlet-mapping>
<servlet-name>Event Manager</servlet-name>
<url-pattern>/eventmanager</url-pattern>
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</servlet-mapping>
</web-app>

To build and deploy call mvn package in your project directory and copy the hibernate-

tutorial.war file into your Tomcat webapps directory.

(3

tomcat.apache.org

E%B%%, E}ﬁj}TomcatZ}ﬁ, ﬁﬁhttp://localhost:8080/hiberr1ate—tutorial/eventmanageri&ﬁ“ijj
FREIRL A, FES—Rserviet HRAER, EfETomcat logTHHIAIRE FHibernateEHIIAIL T
(HibernateUti 1 FUFRSHNIBILAHOAA) |, REBFEMFEEML, Wl IEIEMRH T o

+
1.4. J45
This tutorial covered the basics of writing a simple standalone Hibernate application

and a small web application. More tutorials are available from the Hibernate website

[http://hibernate.org].
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R A ZEN) (Architecture)

2.1. #ESHL (Overview)

The diagram below provides a high-level view of the Hibernate architecture:

We do not have the scope in this document to provide a more detailed view of
all the runtime architectures available; Hibernate is flexible and supports several
different approaches. We will, however, show the two extremes: "minimal" architecture

and "comprehensive" architecture.

This next diagram illustrates how Hibernate utilizes database and configuration data

to provide persistence services, and persistent objects, to the application.

The "minimal" architecture has the application provide its own JDBC connections and

manage its own transactions. This approach uses a minimal subset of Hibernate's APIs:

The "comprehensive" architecture abstracts the application away from the underlying

JDBC/JTA APIs and allows Hibernate to manage the details.

Here are some definitions of the objects depicted in the diagrams:

SessionFactory (org.hibernate.SessionFactory)
A threadsafe, immutable cache of compiled mappings for a single database. A factory
for Session and a client of ConnectionProvider, SessionFactory can hold an optional
(second-level) cache of data that is reusable between transactions at a process,

or cluster, level.

Session (org.hibernate.Session)
A single-threaded, short-lived object representing a conversation between the
application and the persistent store. It wraps a JDBC connection and is a factory
for Transaction. Session holds a mandatory first-level cache of persistent obJjects

that are used when navigating the object graph or looking up objects by identifier.

FFARIN R L HEE
Short-1lived, single threaded objects containing persistent state and business
function. These can be ordinary JavaBeans/P0JOs. They are associated with exactly
one Session. Once the Session is closed, they will be detached and free to use
in any application layer (for example, directly as data transfer objects to and

from presentation) .
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WS (transient) FIIE (detached) BT R N HEL
Instances of persistent classes that are not currently associated with a Session.
They may have been instantiated by the application and not yet persisted, or they

may have been instantiated by a closed Session.

45 Transaction (org.hibernate.Transaction)
(Optional) A single-threaded, short-lived object used by the application to specify
atomic units of work. It abstracts the application from the underlying JDBC, JTA or
CORBA transaction. A Session might span several Transactions in some cases. However,
transaction demarcation, either using the underlying API or Transaction, is never

optional.

ConnectionProvider (org.hibernate.connection.ConnectionProvider)
(Optional) A factory for, and pool of, JDBC connections. It abstracts the application
from underlying Datasource or DriverManager. It is not exposed to application, but

it can be extended and/or implemented by the developer.

TransactionFactory (org.hibernate.TransactionFactory)
(Optional) A factory for Transaction instances. It is not exposed to the application,

but it can be extended and/or implemented by the developer.

IR

Hibernate offers a range of optional extension interfaces you can implement to
customize the behavior of your persistence layer. See the API documentation for

details.

Given a "minimal" architecture, the application bypasses the Transaction/

TransactionFactory and/or ConnectionProvider APIs to communicate with JTA or JDBC directly.

2.2. LHHRE

An instance of a persistent class can be in one of three different states. These states
are defined in relation to a persistence context. The Hibernate Session object is the

persistence context. The three different states are as follows:

%S (transient)
The instance is not associated with any persistence context. It has no persistent

identity or primary key value.

A (persistent)
The instance is currently associated with a persistence context. It has a persistent
identity (primary key value) and can have a corresponding row in the database. For
a particular persistence context, Hibernate guarantees that persistent identity is

equivalent to Java identity in relation to the in—-memory location of the object.

/& (detached)
The instance was once associated with a persistence context, but that context was

closed, or the instance was serialized to another process. It has a persistent
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identity and can have a corresponding row in the database. For detached instances,
Hibernate does not guarantee the relationship between persistent identity and Java

identity.

2.3. IMXEE L

JMX is the J2EE standard for the management of Java components. Hibernate can be managed
via a JMX standard service. AN MBean implementation is provided in the distribution:

org.hibernate. jmx.HibernateService.

For an example of how to deploy Hibernate as a JMX service on the JBoss Application
Server, please see the JBoss User Guide. JBoss AS also provides these benefits if

you deploy using JMX:

+ Session Management: the Hibernate Session's life cycle can be automatically bound to
the scope of a JTA transaction. This means that you no longer have to manually open
and close the Session; this becomes the job of a JBoss EJB interceptor. You also
do not have to worry about transaction demarcation in your code (if you would like
to write a portable persistence layer use the optional Hibernate Transaction API for

this). You call the HibernateContext to access a Session.

- HAR deployment: the Hibernate JMX service is deployed using a JBoss service deployment
descriptor in an EAR and/or SAR file, as it supports all the usual configuration
options of a Hibernate SessionFactory. However, you still need to name all your mapping
files in the deployment descriptor. If you use the optional HAR deployment, JBoss
will automatically detect all mapping files in your HAR file.

X ERITE Z Bk, 1§25 JBoss MR HFER

Another feature available as a JMX service is runtime Hibernate statistics. See

e

B 03.4.6 77 “Hibernatef4iit (statistics)##H]” for more information.

2.4. FTICARYSL £

Hibernate can also be configured as a JCA connector. Please see the website for more
information. Please note, however, that at this stage Hibernate JCA support is under

development.

2.5. Contextual sessions

Most applications using Hibernate need some form of "contextual" session, where a
given session is in effect throughout the scope of a given context. However, across
applications the definition of what constitutes a context is typically different:
different contexts define different scopes to the notion of current. Applications
using Hibernate prior to version 3.0 tended to utilize either home-grown ThreadLocal-

based contextual sessions, helper classes such as HibernateUtil, or utilized third-party
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frameworks, such as Spring or Pico, which provided proxy/interception-based contextual

sessions.

Starting with version 3.0.1, Hibernate added the SessionFactory.getCurrentSession() method.
Initially, this assumed usage of JTA transactions, where the JTA transaction defined
both the scope and context of a current session. Given the maturity of the numerous
stand-alone JTA TransactionManager implementations, most, if not all, applications should
be using JTA transaction management, whether or not they are deployed into a J2EE

container. Based on that, the JTA-based contextual sessions are all you need to use.

However, as of version 3.1, the processing behind SessionFactory.getCurrentSession ()
is now pluggable. To that end, a new extension interface,
org.hibernate.context.CurrentSessionContext, and a new configuration parameter,
hibernate.current_session_context class, have been added to allow pluggability of the scope

and context of defining current sessions.

See the Javadocs for the org.hibernate.context.CurrentSessionContext interface for a
detailed discussion of its contract. It defines a single method, currentSession(), by
which the implementation is responsible for tracking the current contextual session.

Out-of-the-box, Hibernate comes with three implementations of this interface:

- org.hibernate.context.JTASessionContext: current sessions are tracked and scoped by a
JTA transaction. The processing here is exactly the same as in the older JTA-only

approach. See the Javadocs for details.

» org.hibernate.context.ThreadLocalSessionContext:current sessions are tracked by thread of

execution. See the Javadocs for details.

org.hibernate.context.ManagedSessionContext: current sessions are tracked by thread of
execution. However, you are responsible to bind and unbind a Session instance with

static methods on this class: it does not open, flush, or close a Session.

The first two implementations provide a "one session - one database transaction”
programming model. This is also also known and used as session—-per-request. The beginning
and end of a Hibernate session is defined by the duration of a database transaction. If
you use programmatic transaction demarcation in plain JSE without JTA, you are advised
to use the Hibernate Transaction API to hide the underlying transaction system from your
code. If you use JTA, you can utilize the JTA interfaces to demarcate transactions. If
you execute in an EJB container that supports CMT, transaction boundaries are defined
declaratively and you do not need any transaction or session demarcation operations
in your code. Refer to % 11 % Transactions and Concurrency for more information

and code examples.

The hibernate.current_session_context_class configuration parameter defines which
org.hibernate.context.CurrentSessionContext implementation should be used. For
backwards compatibility, if this configuration parameter 1is not set but a

org.hibernate.transaction.TransactionManagerLookup is configured, Hibernate will use the
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org.hibernate.context.JTASessionContext. Typically, the value of this parameter would just
name the implementation class to use. For the three out-of-the-box implementations,

however, there are three corresponding short names: "jta", "thread", and "managed".
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Hibernate is designed to operate in many different environments and, as such, there
is a broad range of configuration parameters. Fortunately, most have sensible default
values and Hibernate is distributed with an example hibernate.properties file in etc/
that displays the various options. Simply put the example file in your classpath and

customize it to suit your needs.

3.1. AJgRIRERIECE J7 2\

An instance of org.hibernate.cfg.Configuration represents an entire set of mappings of
an application's Java types to an SQL database. The org.hibernate.cfg.Configuration is
used to build an immutable org.hibernate.SessionFactory. The mappings are compiled from

various XML mapping files.

You can obtain a org.hibernate.cfg.Configuration instance by instantiating it directly
and specifying XML mapping documents. If the mapping files are in the classpath, use

addResource (). For example:

Configuration cfg = new Configuration()
.addResource("ltem.hbm.xml")
.addResource("Bid.hbm.xml");

An alternative way is to specify the mapped class and allow Hibernate to find the

mapping document for you:

Configuration cfg = new Configuration()
.addClass(org.hibernate.auction.ltem.class)
.addClass(org.hibernate.auction.Bid.class);

Hibernate will then search for mapping files named /org/hibernate/auction/Item.hbm.xml
and /org/hibernate/auction/Bid.hbm.xm1 in the classpath. This approach eliminates any

hardcoded filenames.

A org.hibernate.cfg.Configuration also allows you to specify configuration properties.

For example:

Configuration cfg = new Configuration()
.addClass(org.hibernate.auction.ltem.class)
.addClass(org.hibernate.auction.Bid.class)

.setProperty("hibernate.dialect”, "org.hibernate.dialect. MySQLInnoDBDialect")
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.setProperty("hibernate.connection.datasource", "java:comp/env/jdbc/test")

.setProperty("hibernate.order_updates", "true");

This is not the only way to pass configuration properties to Hibernate. Some alternative

options include:

. Pass an instance of Jjava.util.Properties to Configuration.setProperties().
. Place a file named hibernate.properties in a root directory of the classpath.
. ﬁﬁfijava —Dproperty:valueﬂﬁﬁiigﬁééﬁ (System)ﬁ%ﬁi.

. Include <property> elements in hibernate.cfg.xml (this is discussed later).

N

If you want to get started quicklyhibernate.properties is the easiest approach.

The org.hibernate.cfg.Configuration is intended as a startup-time object that will be

discarded once a SessionFactory is created.

3.2. jk1f5SessionFactory

When all mappings have been parsed by the org.hibernate.cfg.Configuration, the application
must obtain a factory for org.hibernate.Session instances. This factory is intended to

be shared by all application threads:
SessionFactory sessions = cfg.buildSessionFactory();

Hibernate does allow your application to instantiate more than one

org.hibernate.SessionFactory. This is useful if you are using more than one database.

3.3. JDBCYERE

It is advisable to have the org.hibernate.SessionFactory create and pool JDBC connections

for you. If you take this approach, opening a org.hibernate.Session is as simple as:
Session session = sessions.openSession(); // open a new Session

Once you start a task that requires access to the database, a JDBC connection will

be obtained from the pool.

Before you can do this, you first need to pass some JDBC connection properties
to Hibernate. All Hibernate property names and semantics are defined on the
class org.hibernate.cfg.Environment. The most important settings for JDBC connection

configuration are outlined below.

Hibernate will obtain and pool connections using java.sql.DriverManager if you set the

following properties:
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7% 3.1. Hibernate JDBCJEM:

B4 Fiig
hibernate.connection.driver class JdbcHX B2k
hibernate.connection.url Jjdbc URL
hibernate.connection.username %ﬁﬁ%ﬁ?ﬁﬁfﬁ
hibernate.connection.password i&ﬁ%ﬁ?ﬁﬁfh%§ﬁ%
hibernate.connection.pool size EEMAE FREE

Hibernate's own connection pooling algorithm is, however, quite rudimentary. It is
intended to help you get started and is not intended for use in a production system, or
even for performance testing. You should use a third party pool for best performance and
stability. Just replace the hibernate.connection.pool size property with connection
pool specific settings. This will turn off Hibernate's internal pool. For example,

you might like to use c3p0.

C3P0 is an open source JDBC connection pool distributed along with Hibernate in the
1lib directory. Hibernate will use its org.hibernate.connection.C3P0OConnectionProvider for
connection pooling if you set hibernate.c3p0.* properties. If you would like to use
Proxool, refer to the packaged hibernate.properties and the Hibernate web site for more

information.

The following is an example hibernate.properties file for c3p0:

hibernate.connection.driver_class = org.postgresql.Driver
hibernate.connection.url = jdbc:postgresql://localhost/mydatabase
hibernate.connection.username = myuser
hibernate.connection.password = secret
hibernate.c3p0.min_size=5

hibernate.c3p0.max_size=20

hibernate.c3p0.timeout=1800
hibernate.c3p0.max_statements=50

hibernate.dialect = org.hibernate.dialect.PostgreSQLDialect

For use inside an application server, you should almost always configure Hibernate to
obtain connections from an application server Jjavax.sql.Datasource registered in JNDI.

You will need to set at least one of the following properties:

7% 3.2. HibernateZIEIFE M4

B FiE
hibernate.connection.datasource FIRJRINDI 4 F
hibernate. jndi.url URL of the JNDI provider (optional)
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== iibes

hibernate.jndi.class class of the JNDI InitialContextFactory
(optional)

hibernate.connection.username database user (optional)

hibernate.connection.password database user password (optional)

Here is an example hibernate.properties file for an application server provided JNDI

datasource:

hibernate.connection.datasource = java:/comp/env/jdbc/test
hibernate.transaction.factory class =\
org.hibernate.transaction.JTATransactionFactory
hibernate.transaction.manager_lookup_class =\
org.hibernate.transaction.JBossTransactionManagerLookup
hibernate.dialect = org.hibernate.dialect.PostgreSQLDialect

MINDIEHEIRIR 1S A IDBCE K H 815 5 3| N BT IR S a8 F AP E AU E % (container-

managed transactions) £,

Arbitrary connection properties can be given by prepending "hibernate.connection" to the
connection property name. For example, you can specify a charSet connection property

using hibernate.connection.charSet.

You can define your own plugin strategy for obtaining JDBC connections by implementing
the interface org.hibernate.connection.ConnectionProvider, and specifying your custom

implementation via the hibernate.connection.provider class property.

3.4. niEHIECE R

There are a number of other properties that control the behavior of Hibernate at

runtime. All are optional and have reasonable default values.

152
=

Some of these properties are "system—level" only. System-level properties

can be set only via java -Dproperty=value or hibernate.properties. They cannot

be set by the other techniques described above.

# 3.3. Hibernatefii BEM:
B4 ik

hibernate.dialect The classname of a Hibernate

org.hibernate.dialect.Dialect which allows

38



FERIECEJE 1T

JB 14

Fi&

hibernate.show_sql

hibernate.format sql

Hibernate to generate SQL optimized for a

particular relational database.
e.g. full.classname.of.Dialect

In most cases Hibernate will actually
be able to choose the correct
org.hibernate.dialect.Dialect implementation
based on the JDBC metadata returned by the
JDBC driver.

Write all SQL statements to console. This
is an alternative to setting the log

category org.hibernate.SQL to debug.

e.g. true \ false

Pretty print the SQL in the 1log and

console.

e.g. true \ false

hibernate.default schema

hibernate.default catalog

Qualify unqualified table names with the

given schema/tablespace in generated SQL.

e.g. SCHEMA NAME

Qualifies unqualified table names with the

given catalog in generated SQL.

e.g. CATALOG_NAME

hibernate.session factory name

The org.hibernate.SessionFactory will be
automatically bound to this name in JNDI

after it has been created.

e.g. Jjndi/composite/name

hibernate.max_fetch depth

Sets a maximum "depth" for the outer join
fetch tree for single-ended associations
(one-to-one, many-to-one). A 0 disables

default outer join fetching.

e.g. recommended values between 0 and 3

hibernate.default batch fetch size

Sets a default size for Hibernate batch

fetching of associations.

e.g. recommended values 4, 8, 16
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Fi&

hibernate.default entity mode

Sets a default mode for entity
representation for all sessions opened

from this SessionFactory

EyﬂadynamiC*map, domdj, pogjo

hibernate.order updates

Forces Hibernate to order SQL updates
by the primary key value of the items
being updated. This will result in fewer
transaction deadlocks in highly concurrent

systems.

e.g. true \ false

hibernate.generate statistics

hibernate.use_identifer rollback

hibernate.use sql comments

If enabled, Hibernate will collect

statistics useful for performance tuning.

e.g. true \ false

If enabled, generated identifier
properties will be reset to default values

when objects are deleted.

e.g. true \ false

If turned on, Hibernate will generate
comments 1inside the SQL, for easier

debugging, defaults to false.

e.g. true \ false

7 3.4. Hibernate JDBCANIE#E (connection) @

B

Fi&

hibernate.jdbc.fetch _size

hibernate. jdbc.batch size

A non-zero value determines the JDBC fetch

size (calls Statement.setFetchSize()) .

A non-zero value enables use of JDBCZ2 batch

updates by Hibernate.

e.g. recommended values between 5 and 30

hibernate. jdbc.batch versioned data

Set this property to true if your JDBC
driver returns correct row counts from
executeBatch(). Iit is usually safe to turn
this option on. Hibernate will then use
batched DML for automatically versioned

data. Defaults to false.

e.g. true \ false
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hibernate.jdbc.factory class

Select a custom org.hibernate.jdbc.Batcher.
Most applications will not need this

configuration property.

e.g. classname.of .BatcherFactory

hibernate.jdbc.use scrollable resultset

Enables use of JDBCZ scrollable resultsets
by Hibernate. This property 1is only
necessary when using user-supplied JDBC
connections. Hibernate uses connection

metadata otherwise.

e.g. true \ false

hibernate.jdbc.use_streams for binary

Use streams when writing/reading binary or
serializable types to/from JDBC. *system-

level property™

e.g. true \ false

hibernate.jdbc.use_get generated keys

Enables use of JDBC3
PreparedStatement.getGeneratedKeys () to
retrieve natively generated keys after
insert. Requires JDBC3+ driver and
JRE1 .4+, set to false if your driver has
problems with the Hibernate identifier
generators. By default, it tries to
determine the driver capabilities using

connection metadata.

e.g. truel|false

hibernate.connection.provider class

hibernate.connection.isolation

The classname of a custom
org.hibernate.connection.ConnectionProvider
which provides JDBC connections to

Hibernate.

e.g. classname.of.ConnectionProvider

Sets the JDBC transaction isolation level.
Check java.sql.Connection for meaningful
values, but note that most databases
do not support all idisolation levels
and some define additional, non-standard

isolations.

e.g. 1, 2, 4, 8
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Fi&

hibernate.connection.autocommit

hibernate.connection.release mode

Enables autocommit for JDBC pooled

connections (it is not recommended) .

e.g. true \ false

Specifies when Hibernate should release
JDBC connections. By default, a JDBC
connection is held until the session is
explicitly closed or disconnected. For
an application server JTA datasource,
use after statement to aggressively release
connections after every JDBC call.
For a non-JTA connection, it often
makes sense to release the connection
at the end of each transaction,
by using after transaction. auto will
choose after_statement for the JTA
and CMT transaction strategies and
after_transaction for the JDBC transaction

strategy.

e.g. auto (default) | on_close

after_transaction | after_statement

This setting only affects Sessions

returned from SessionFactory.openSession.

For Sessions obtained through
SessionFactory.getCurrentSession, the
CurrentSessionContext implementation

configured for use controls the connection

release mode for those Sessions. See

—_ —+ g . ”
B 2.5 79 “Contextual sessions

hibernate.connection.<propertyName>

Pass the JDBC property <propertyName> to

DriverManager.getConnection() .

hibernate. jndi.<propertyName>

Pass the property <propertyName> to the
JNDI InitialContextFactory.

Z 3.5. HibernateZB{Z/@ I

JB 4

Fii&

hibernate.cache.provider_class

The classname of a custom CacheProvider.

e.g. classname.of.CacheProvider
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Fi&

hibernate.cache.use_minimal puts

hibernate.cache.use_query_cache

Optimizes second-level cache operation to
minimize writes, at the cost of more
frequent reads. This setting is most
useful for clustered caches and, in
Hibernate3, is enabled by default for

clustered cache implementations.

e.g. truelfalse

Enables the query cache. Individual

queries still have to be set cachable.

e.g. truel|false

hibernate.cache.use_second level cache

hibernate.cache.query_cache factory

hibernate.cache.region prefix

Can be used to completely disable the
second level cache, which is enabled by
default for classes which specify a <cache>

mapping.

e.g. truelfalse

The classname of a custom QueryCache
interface, defaults to the built-in

StandardQueryCache.

e.g. classname.of.QueryCache

A prefix to use for second-level cache

region names.

e.g. prefix

hibernate.cache.use_structured_entries

Forces Hibernate to store data in the
second-level cache in a more human-—

friendly format.

e.g. truel|false

%% 3.6. Hiber‘nate%%@‘ﬁ

JB 14

Fi&

hibernate.transaction.factory class

The classname of a TransactionFactory to use
with Hibernate Transaction API (defaults to

JDBCTransactionFactory).

e.g. classname.of.TransactionFactory

Jjta.UserTransaction

A JNDI name used by JTATransactionFactory
to obtain the JTA UserTransaction from the

application server.
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B Fi&

e.g. Jjndi/composite/name

hibernate.transaction.manager_lookup_class The classname of a TransactionManagerLookup.
It is required when JVM-level caching is
enabled or when using hilo generator in a

JTA environment.

e.g. classname.of.TransactionManagerLookup

hibernate.transaction.flush before completion If  enabled, the session  will be
automatically flushed during the before

completion phase of the transaction.

Built-in and automatic session context

-

management is preferred, see £ 2.5 7TJ

““ . ”
Contextual sessions

e.g. true \ false

hibernate.transaction.auto_close_session If  enabled, the session will be
automatically closed during the after

completion phase of the transaction.

Built-in and automatic session context

-

management is preferred, see 2 2.5 T

““ . ”
Contextual sessions

e.g. true \ false

* 3.7. HAtEM

JE 4 g

hibernate.current_session_context class Supply a custom strategy for the
scoping of the 'current" Session. See
B 2.5 “Contextual sessions” for more

information about the built-in strategies.

e.g. Jjta | thread | managed \ custom.Class

hibernate.query.factory class Chooses the HQL parser implementation.

e.g.
org.hibernate.hql.ast.ASTQueryTranslatorFactory
or

org.hibernate.hql.classic.ClassicQueryTranslatorFactory

hibernate.query.substitutions Is used to map from tokens in Hibernate
queries to SQL tokens (tokens might be

function or literal names, for example).
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e.g.

hqlFunction=SQLFUNC

hqlliteral=SQL_LITERAL,

hibernate.hbm2ddl.auto

Automatically validates or exports schema
DDL to the database when the SessionFactory

is created. With create-drop, the database

schema

will be dropped when the

SessionFactory is closed explicitly.

e.g. validate | update | create | create—drop

hibernate.cglib.use reflection optimizer

3.4.1. SQLFE

Enables
of runtime
property) .
useful
always requires CGLIB even

off the optimizer.

the CGLIB

(System-level

use of instead
reflection
Reflection can sometimes be
when troubleshooting. Hibernate
if you turn

You cannot set this

property in hibernate.cfg.xml.

e.g. true \ false

Always set the hibernate.dialect property to the correct org.hibernate.dialect.Dialect

subclass for your database.

If you specify a dialect,

Hibernate will use sensible

defaults for some of the other properties listed above. This means that you will not

have to specify them manually.

%E 3.8. Hibernate SQLﬁ%— (hibernate . dialect)

RDBMS Dialect

DB2 org.hibernate.dialect.DB2Dialect

DB2 AS/400 org.hibernate.dialect.DB2400Dialect

DB2 0S390 org.hibernate.dialect.DB2390Dialect
PostgreSQL org.hibernate.dialect.PostgreSQLDialect
MySQL org.hibernate.dialect.MySQLDialect
MySQL with InnoDB org.hibernate.dialect.MySQLInnoDBDialect
MySQL with MyISAM org.hibernate.dialect.MySQLMyISAMDialect
Oracle (any version) org.hibernate.dialect.OracleDialect
Oracle 91 org.hibernate.dialect.Oracle9iDialect
Oracle 10g org.hibernate.dialect.OraclelOgDialect
Sybase org.hibernate.dialect.SybaseDialect
Sybase Anywhere org.hibernate.dialect.SybaseAnywhereDialect
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RDBMS Dialect

Microsoft SQL Server org.hibernate.dialect.SQLServerDialect
SAP DB org.hibernate.dialect.SAPDBDialect
Informix org.hibernate.dialect.InformixDialect
HypersonicSQL org.hibernate.dialect.HSQLDialect
Ingres org.hibernate.dialect.IngresDialect
Progress org.hibernate.dialect.ProgressDialect
Mckoi SQL org.hibernate.dialect.MckoiDialect
Interbase org.hibernate.dialect.InterbaseDialect
Pointbase org.hibernate.dialect.PointbaseDialect
FrontBase org.hibernate.dialect.FrontbaseDialect
Firebird org.hibernate.dialect.FirebirdDialect

3.4.2. AMEEIHL (Outer Join Fetching)

If your database supports ANSI, Oracle or Sybase style outer joins, outer join fetching
will often increase performance by limiting the number of round trips to and from
the database. This is, however, at the cost of possibly more work performed by the
database itself. Outer Jjoin fetching allows a whole graph of objects connected by
many-to-one, one-to-many, many-to-many and one-to-one associations to be retrieved in

a single SQL SELECT.

Outer Jjoin fetching can be disabled globally by setting the property
hibernate.max_fetch depth to 0. A setting of 1 or higher enables outer join fetching for

one-to-one and many-to-one associations that have been mapped with fetch="join".

W)

ZWE 19.1 7 “PHEURES (Fetching strategies)” FRIFELER.
3.4.3. —#H#EIR (Binary Streams)

Oracle limits the size of byte arrays that can be passed to and/or from its JDBC driver.
If you wish to use large instances of binary or serializable type, you should enable

hibernate.jdbc.use_streams_for_binary. This is a system-level setting only.

3.4.4. IR GFESBEWRF

The properties prefixed by hibernate.cache allow you to use a process or cluster scoped

e e [T

second-level cache system with Hibernate. See the %5 19.2 I Z 4B AF (The Second

Level Cache) ” for more information.

3.4.5. BIIEE A

You can define new Hibernate query tokens using hibernate.query.substitutions. For example:
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hibernate.query.substitutions true=1, false=0

This would cause the tokens true and false to be translated to integer literals in

the generated SQL.
hibernate.query.substitutions toLowercase=LOWER

This would allow you to rename the SQL LOWER function.

3.4.6. Hibernatef4iiT (statistics) HLH

If you enable hibernate.generate statistics, Hibernate exposes a number of metrics that
are useful when tuning a running system via SessionFactory.getStatistics(). Hibernate
can even be configured to expose these statistics via JMX. Read the Javadoc of the

interfaces in org.hibernate.stats for more information.

3.5. HE

Hibernate utilizes Simple Logging Facade for Java [http://www.slf4dj.org/] (SLF4J) in
order to log various system events. SLF4J can direct your logging output to several
logging frameworks (NOP, Simple, logdj version 1.2, JDK 1.4 logging, JCL or logback)
depending on your chosen binding. In order to setup logging you will need slf4j-api.jar
in your classpath together with the Jjar file for your preferred binding - sl1f4j-
log4jl2.jar in the case of LogdJ. See the SLF4J documentation [http://www.slf4dj.org/
manual.html] for more detail. To use Log4j you will also need to place a logdj.properties
file in your classpath. An example properties file is distributed with Hibernate in

the src/ directory.

It is recommended that you familiarize yourself with Hibernate's log messages. A lot
of work has been put into making the Hibernate log as detailed as possible, without
making it unreadable. It is an essential troubleshooting device. The most interesting

log categories are the following:

# 3.9. HibernateH £

&3l ife
org.hibernate.SQL TEFTASQL DMLIE R BT N ENERHE
org.hibernate.type jﬂﬁﬁﬁJDBC%ﬁlﬂ% HiE

org.hibernate.tool.hbm2dd1| 1£ A SQL DDLIEAJFATHI W ENTIERHEE

org.hibernate.pretty TEsessionjg Pt (Flush) B, NFTA 5 HRBRATSEMR (£ 201 ) BPIR
Stk HE
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=il e

org.hibernate.cache ﬁﬁﬁﬁ:%ﬁ%ﬁﬁ@/ﬁﬁhﬂ% El ﬁ]f\

org.hibernate.transaction ﬂﬂ%%ﬂ‘ﬁﬂ\éﬁ/\]{ﬁﬁjﬂa% E] ;:5

org.hibernate. jdbc A JOBCHHR AR B £ H 7%

org.hibernate.hql.AST TEFRAT 2RI , 10 SRHQLAISQLAYAST 24T H 75

org.hibernate.secure FIAASTAUEIE K H =&

org.hibernate Log everything. This is a lot of information but it is useful
for troubleshooting

FE(F FHibernate T & B FAFE . KRR 24 2 Morg.hibernate.SQL JT 5 debug 50 H AEIL 5% . B
%‘ﬁ}%} hibernate. show_sqlﬁ‘[ﬁ o

==
3 . 6 . ﬁk‘}mNamingSLraLe@

org.hibernate.cfg.NamingStrategyf#% [ SR IFAR A EIEZE FH AN S flschema  JTTEIEE—1 “Tifbs
.

You can provide rules for automatically generating database identifiers from Java
identifiers or for processing "logical" column and table names given in the mapping
file into "physical" table and column names. This feature helps reduce the verbosity
of the mapping document, eliminating repetitive noise (TBL_ prefixes, for example). The

default strategy used by Hibernate is quite minimal.

You can specify a different strategy by calling Configuration.setNamingStrategy() before

adding mappings:

SessionFactory sf = new Configuration()
.setNamingStrategy(ImprovedNamingStrategy.INSTANCE)
.addFile("ltem.hbm.xml")

.addFile("Bid.hbm.xml")
.buildSessionFactory();

org.hibernate.cfg. ImprovedNamingStrategy%—/[\Wﬁﬁ/ﬂﬁ% %fﬂﬁ, 5@ —%F_\?Fﬁﬁﬁﬁﬁ%‘ s ﬂﬁ%%
JEH B AR A

3.7. XMLED B

H—BCE T Ehibernate. cfg . xml XA HEE — B BAIACE . XSS R PA
ﬁhiber‘nate.propertiesﬁ/\]gf’% ° %ﬁ/l\j{ﬁ:mlﬁ_ﬁﬁ, E#gj‘%%ﬁﬁ%&ﬁ@%‘ﬁ

The XML configuration file is by default expected to be in the root of your CLASSPATH.

Here is an example:
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<?xml version="'1.0' encoding="utf-8'?>

<IDOCTYPE hibernate-configuration PUBLIC
"-//Hibernate/Hibernate Configuration DTD//EN"
"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<l-- a SessionFactory instance listed as /jndi/name -->
<session-factory
name="java:hibernate/SessionFactory">

<!-- properties -->

<property name="connection.datasource">java:/comp/env/jdbc/MyDB</property>

<property name="dialect">org.hibernate.dialect. MySQLDialect</property>

<property name="show_sql">false</property>

<property name="transaction.factory class">
org.hibernate.transaction.JTATransactionFactory

</property>

<property name="jta.UserTransaction">java:comp/UserTransaction</property>

<!l-- mapping files -->
<mapping resource="org/hibernate/auction/ltem.hbm.xml"/>
<mapping resource="org/hibernate/auction/Bid.hbm.xml"/>

<!-- cache settings -->

<class-cache class="org.hibernate.auction.ltem" usage="read-write"/>
<class-cache class="org.hibernate.auction.Bid" usage="read-only"/>
<collection-cache collection="org.hibernate.auction.ltem.bids" usage="read-write"/>

</session-factory>

</hibernate-configuration>

The advantage of this approach is the externalization of the mapping file names to
configuration. The hibernate.cfg.xml is also more convenient once you have to tune the
Hibernate cache. It is your choice to use either hibernate.properties or hibernate.cfg.xml.

Both are equivalent, except for the above mentioned benefits of using the XML syntax.

With the XML configuration, starting Hibernate is then as simple as:

SessionFactory sf = new Configuration().configure().buildSessionFactory();
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You can select a different XML configuration file using:

SessionFactory sf = new Configuration()
.configure("catdb.cfg.xml")
.buildSessionFactory();

3.8. J2EEN AFEF RS asHI AL
ETXFI2EEfR &  Hibernate B U JL N EERAY H H :

+ Container—managed datasources: Hibernate can use JDBC connections managed by the
container and provided through JNDI. Usually, a JTA compatible TransactionManager and
a ResourceManager take care of transaction management (CMT), especially distributed
transaction handling across several datasources. You can also demarcate transaction
boundaries programmatically (BMT), or you might want to use the optional Hibernate

Transaction API for this to keep your code portable.

- HEhINDIZFRE : Hibernaten] LIEE BN SessionFactoryZf5E 2| INDI .

+ JTA Session binding: the Hibernate Session can be automatically bound to the scope
of JTA transactions. Simply lookup the SessionFactory from JNDI and get the current
Session. Let Hibernate manage flushing and closing the Session when your JTA transaction
completes. Transaction demarcation is either declarative (CMT) or programmatic (BMT/

UserTransaction) .

« JMX deployment: if you have a JMX capable application server (e.g. JBoss AS), you can
choose to deploy Hibernate as a managed MBean. This saves you the one line startup
code to build your SessionFactory from a Configuration. The container will startup your
HibernateService and also take care of service dependencies (datasource has to be

available before Hibernate starts, etc).

RN AR T S5 Al "connection  containment"H . IRIEIRAVEAEE, WIFZFECERME

hibernate.connection.release_modefiﬂﬂafter_statement.

3.8.1. HL&IEIRILE

The Hibernate Session APl is independent of any transaction demarcation system in your
architecture. If you let Hibernate use JDBC directly through a connection pool, you
can begin and end your transactions by calling the JDBC API. If you run in a J2EE
application server, you might want to use bean-managed transactions and call the JTA

API and UserTransaction when needed.

R T AEARPIARDLE B Fh (B A A AT LIRS HE, Fe T F ATk Hibernate  Transaction
API, BRI T REZERS. YRAA 8T % EHibernate AL E 8
ﬁfhibernate.transaction.factory_classﬂ%fﬁfﬁ **4\TransactiongzﬁmE@:Er—gé.
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There are three standard, or built-in, choices:

org.hibernate.transaction.JDBCIransactionFactory

FTAHCABIREZE (JDBC) FSS (BN

org.hibernate.transaction.JTATransactionFactory
delegates to container—-managed transactions if an existing transaction is underway
in this context (for example, EJB session bean method). Otherwise, a new transaction

is started and bean—managed transactions are used.

org.hibernate.transaction.CMITransactionFactory

AR EEITARS

You can also define your own transaction strategies (for a CORBA transaction service,

for example) .

Some features in Hibernate (i.e., the second level cache, Contextual Sessions with
JTA, etc.) require access to the JTA TransactionManager in a managed environment. In an
application server, since J2EE does not standardize a single mechanism, you have to

specify how Hibernate should obtain a reference to the TransactionManager:

%% 3.10. JTA TransactionManagers

Transaction ] MR AR SS 7
org.hibernate.transaction.JBossTransactionManagerLookup JBoss
org.hibernate.transaction.WeblogicTransactionManagerLookup Weblogic
org.hibernate.transaction.WebSphereTransactionManagerLookup WebSphere
org.hibernate.transaction.WebSphereExtendedJTATransactionLookup WebSphere 6
org.hibernate.transaction.OrionTransactionManagerLookup Orion
org.hibernate.transaction.ResinTransactionManagerLookup Resin
org.hibernate.transaction.JOTMIransactionManagerLookup JOTM
org.hibernate.transaction.JOnASTransactionManagerLookup JOnAS
org.hibernate.transaction.JRun4TransactionManagerLookup JRun4
org.hibernate.transaction.BESTransactionManagerLookup Borland ES

3.8.2. JNDIéﬂgfﬁEE/‘jSessionFactory

A JNDI-bound Hibernate SessionFactory can simplify the lookup function of the factory
and create new Sessions. This is not, however, related to a JNDI bound Datasource; both

simply use the same registry.

If you wish to have the SessionFactory bound to a JNDI namespace, specify a name (e.g.
java:hibernate/SessionFactory) using the property hibernate.session factory name. If this

property is omitted, the SessionFactory will not be bound to JNDI. This is especially
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useful in environments with a read-only JNDI default implementation (in Tomcat, for

example) .

15 ¥ SessionFactory4B7E ZINDIHY, HibernateRf{# fihibernate. jndi.url,
Hhibernate. jndi .classHIEARSLFIHAIIAEAE (initial context) . ARENNTAPHEE. R
2RIAA InitialContext.

Hibernate will automatically place the SessionFactory in JNDI after vyou call
cfg.buildSessionFactory(). This means you will have this call in some startup code, or
utility class in your application, unless you use JMX deployment with the HibernateService

(this is discussed later in greater detail).

If you use a JNDI SessionFactory, an EJB or any other class, you can obtain the

SessionFactory using a JNDI lookup.

It is recommended that you bind the SessionFactory to JNDI in a managed environment and
use a static singleton otherwise. To shield your application code from these details,
we also recommend to hide the actual lookup code for a SessionFactory in a helper class,
such as HibernateUtil.getSessionFactory(). Note that such a class is also a convenient

way to startup Hibernatesee chapter 1.

3.8.3. [FJTARAIE N{f FHCurrent Session context (X Fjsession [
0 &

The easiest way to handle Sessions and transactions is Hibernate's automatic "current”
Session management. For a discussion of contextual sessions see i 2.5 77 “Contextual
sessions” . Using the "jta" session context, if there is no Hibernate Session associated
with the current JTA transaction, one will be started and associated with that
JTA transaction the first time you call sessionFactory.getCurrentSession(). The Sessions
retrieved via getCurrentSession() in the"jta" context are set to automatically flush before
the transaction completes, close after the transaction completes, and aggressively
release JDBC connections after each statement. This allows the Sessions to be managed by
the 1ife cycle of the JTA transaction to which it is associated, keeping user code clean
of such management concerns. Your code can either use JTA programmatically through
UserTransaction, or (recommended for portable code) use the Hibernate Transaction API to

set transaction boundaries. If you run in an EJB container, declarative transaction

demarcation with CMT is preferred.
PAVAYA 1=
3.8.4. JMXEpE

The 1line cfg.buildSessionFactory() still has to be executed somewhere to get a
SessionFactory into JNDI. You can do this either in a static initializer block, like the

one in HibernateUtil, or you can deploy Hibernate as a managed service.

Hibernate is distributed with org.hibernate.jmx.HibernateService for deployment on an
application server with JMX capabilities, such as JBoss AS. The actual deployment and

configuration is vendor-specific. Here is an example Jjboss-service.xml for JBoss 4.0.x:
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<?xml version="1.0"?>
<server>

<mbean code="org.hibernate.jmx.HibernateService"
name="jboss.jca:service=HibernateFactory,name=HibernateFactory">

<l-- Required services -->
<depends>jboss.jca:service=RARDeployer</depends>
<depends>jboss.jca:service=LocalTxCM,name=HsqgIDS</depends>

<!-- Bind the Hibernate service to JNDI -->
<attribute name="JndiName">java:/hibernate/SessionFactory</attribute>

<l-- Datasource settings -->
<attribute name="Datasource">java:HsqlDS</attribute>
<attribute name="Dialect">org.hibernate.dialect. HSQLDialect</attribute>

<l-- Transaction integration -->

<attribute name="TransactionStrategy">
org.hibernate.transaction.JTATransactionFactory</attribute>

<attribute name="TransactionManagerLookupStrategy">
org.hibernate.transaction.JBossTransactionManagerLookup</attribute>

<attribute name="FlushBeforeCompletionEnabled">true</attribute>

<attribute name="AutoCloseSessionEnabled">true</attribute>

<l-- Fetching options -->
<attribute name="MaximumFetchDepth">5</attribute>

<l-- Second-level caching -->

<attribute name="SecondLevelCacheEnabled">true</attribute>

<attribute name="CacheProviderClass">org.hibernate.cache.EhCacheProvider</attribute>
<attribute name="QueryCacheEnabled">true</attribute>

<l-- Logging -->
<attribute name="ShowSqlEnabled">true</attribute>

<l-- Mapping files -->
<attribute name="MapResources">auction/ltem.hbm.xml,auction/Category.hbm.xmil</
attribute>

</mbean>

</server>
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This file is deployed in a directory called META-INF and packaged in a JAR file with
the extension .sar (service archive). You also need to package Hibernate, its required
third-party libraries, your compiled persistent classes, as well as your mapping files
in the same archive. Your enterprise beans (usually session beans) can be kept in their
own JAR file, but you can include this EJB JAR file in the main service archive to get a
single (hot-)deployable unit. Consult the JBoss AS documentation for more information

about JMX service and EJB deployment.
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Persistent classes are classes in an application that implement the entities of the
business problem (e.g. Customer and Order in an E-commerce application). Not all
instances of a persistent class are considered to be in the persistent state. For

example, an instance can instead be transient or detached.

Hibernate works best if these classes follow some simple rules, also known as the
Plain 01d Java Object (POJO) programming model. However, none of these rules are
hard requirements. Indeed, Hibernate3 assumes very little about the nature of your
persistent objects. You can express a domain model in other ways (using trees of Map

instances, for example).

4.1. —al BEYPOJOf

Most Java applications require a persistent class representing felines. For example:

package eg;
import java.util.Set;
import java.util.Date;

public class Cat {
private Long id; // identifier

private Date birthdate;
private Color color;
private char sex;
private float weight;
private int litterld;

private Cat mother;
private Set kittens = new HashSet();

private void setld(Long id) {
this.id=id;

}

public Long getld() {
return id;

void setBirthdate(Date date) {
birthdate = date;
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public Date getBirthdate() {
return birthdate;

void setWeight(float weight) {
this.weight = weight;

}

public float getWeight() {
return weight;

public Color getColor() {
return color;

}

void setColor(Color color) {
this.color = color;

void setSex(char sex) {
this.sex=sex;

}

public char getSex() {
return sex;

void setLitterld(int id) {
this.litterld = id;

}

public int getLitterld() {
return litterld;

void setMother(Cat mother) {
this.mother = mother;

}

public Cat getMother() {
return mother;

}
void setKittens(Set kittens) {

this.kittens = kittens;

}
public Set getKittens() {

return kittens;
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/l addKitten not needed by Hibernate
public void addKitten(Cat kitten) {
kitten.setMother(this);
kitten.setLitterld( kittens.size() );
kittens.add(kitten);

The four main rules of persistent classes are explored in more detail in the following

sections.

4.1.1. SEI—E0ARY (RITEZ2E) F9iE 574 (constructor)

Cat has a no-argument constructor. All persistent classes must have a default
constructor (which can be non-public) so that Hibernate can instantiate them using
Constructor.newInstance(). It is recommended that you have a default constructor with at

least package visibility for runtime proxy generation in Hibernate.

4.1.2. #BHE—PWriREM (identifier property) (A[3%E)

Cat has a property called id. This property maps to the primary key column of a database
table. The property might have been called anything, and its type might have been
any primitive type, any primitive "wrapper" type, Jjava.lang.String or Jjava.util.Date.
If your legacy database table has composite keys, you can use a user—-defined class
with properties of these types (see the section on composite identifiers later in

the chapter.)

FRiRF B B R o Bl LIRS LHibernate NI BEIF SRR o (HERIHA S
IXHEARY

In fact, some functionality is available only to classes that declare an identifier

property:

- Transitive reattachment for detached objects (cascade update or cascade merge) - see
10,11 7 M 4L (transitive persistence)”
*+ Session.saveOrUpdate ()

+ Session.merge()

We recommend that you declare consistently-named identifier properties on persistent

classes and that you use a nullable (i.e., non-primitive) type.

4.1.3. {EfEfinalfy2R (R3%)

HH (proxies) ZHibernatel—NEEMIIEE, EMRMIHIAGR, A  HREERIE inal
), SERSEE T — DA RS B g public iU N o

57



W4 BE A (Persistent Classes)

You can persist final classes that do not implement an interface with Hibernate. You
will not, however, be able to use proxies for lazy association fetching which will

ultimately limit your options for performance tuning.

R %55%? JEfinal XHERR public finalf57E o WIRARABM A — NHpublic final HIEH]
kK ARITEEIT IR Blazy="false" FAFMHHIZE AT -

4.1.4. NFEFAMNFE BRI 28 (accessors) Fl@& & Al 2B AR E
(mutators) (A]35E)

Cat declares accessor methods for all its persistent fields. Many other ORM tools
directly persist instance variables. It is better to provide an indirection between
the relational schema and internal data structures of the class. By default, Hibernate
persists JavaBeans style properties and recognizes method names of the form getFoo, isFoo

and setFoo. If required, you can switch to direct field access for particular properties.

EBHEAEFEZEREI Spublichy ° Hibernate i] LI AL —"ME default ~ protectedBXprivatefiijget/
set J{ENS BB IEIATIFALL

4.2. SEERLPEA (Inheritance)

A subclass must also observe the first and second rules. It inherits its identifier

property from the superclass, Cat. For example:

package eg;

public class DomesticCat extends Cat {
private String name;

public String getName() {
return name;

}

protected void setName(String name) {
this.name=name;

4. 3 . ;Iﬂbequals 0O ;Fl:[hashCode 0

You have to override the equals() and hashCode() methods if you:

- intend to put instances of persistent classes in a Set (the recommended way to

represent many-valued associations); and
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Hibernate guarantees equivalence of persistent identity (database row) and Java identity
only inside a particular session scope. When you mix instances retrieved in different
sessions, you must implement equals() and hashCode() if you wish to have meaningful

semantics for Sets.

The most obvious way is to implement equals()/hashCode() by comparing the identifier
value of both objects. If the value is the same, both must be the same database row,
because they are equal. If both are added to a Set, you will only have one element
in the Set). Unfortunately, you cannot use that approach with generated identifiers.
Hibernate will only assign identifier values to objects that are persistent; a newly
created instance will not have any identifier value. Furthermore, if an instance is
unsaved and currently in a Set, saving it will assign an identifier value to the object.
If equals() and hashCode() are based on the identifier value, the hash code would change,
breaking the contract of the Set. See the Hibernate website for a full discussion
of this problem. This is not a Hibernate issue, but normal Java semantics of object

identity and equality.

It is recommended that you implement equals() and hashCode() using Business key equality.
Business key equality means that the equals() method compares only the properties that
form the business key. It is a key that would identify our instance in the real world

(a natural candidate key):

public class Cat {

public boolean equals(Object other) {
if (this == other) return true;
if (!(other instanceof Cat) ) return false;

final Cat cat = (Cat) other;

if (!cat.getLitterld().equals( getLitterld() ) ) return false;
if (!cat.getMother().equals( getMother() ) ) return false;

return true;

public int hashCode() {
int result;
result = getMother().hashCode();
result = 29 * result + getLitterld();
return result;
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A business key does not have to be as solid as a database primary key candidate
(see % 11.1.3 77 “FJENZFRiIA (Considering object identity)” ). Immutable or unique

properties are usually good candidates for a business key.

4.4. AR (Dynamic models)

(3

Persistent entities do not necessarily have to be represented as POJO classes or as
JavaBean objects at runtime. Hibernate also supports dynamic models (using Maps of Maps
at runtime) and the representation of entities as DOM4J trees. With this approach, you

do not write persistent classes, only mapping files.

By default, Hibernate works in normal POJO mode. You can set a default entity
representation mode for a particular SessionFactory using the default entity_mode
configuration option (see 3% 3.3 “Hibernatefii&BJEMH" ).

The following examples demonstrate the representation using Maps. First, in the mapping

file an entity-name has to be declared instead of, or in addition to, a class name:

<hibernate-mapping>

<class entity-name="Customer">

<id name="id"

type="long"

column="ID">

<generator class="sequence"/>
<fid>

<property name="name"
column="NAME"
type="string"/>

<property name="address"
column="ADDRESS"
type="string"/>
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<many-to-one name="organization
column="ORGANIZATION_ID"
class="Organization"/>

<bag name="orders"
inverse="true"
lazy="false"
cascade="all">
<key column="CUSTOMER_ID"/>
<one-to-many class="Order"/>
</bag>

</class>

</hibernate-mapping>

Even though associations are declared using target class names, the target type of

associations can also be a dynamic entity instead of a POJO.

After setting the default entity mode to dynamic-map for the SessionFactory, you can,

at runtime, work with Maps of Maps:

Session s = openSession();
Transaction tx = s.beginTransaction();
Session s = openSession();

/I Create a customer
Map david = new HashMap();
david.put("name”, "David");

/I Create an organization
Map foobar = new HashMap();
foobar.put("name”, "Foobar Inc.");

// Link both
david.put("organization”, foobar);

/I Save both
s.save("Customer", david);

s.save("Organization”, foobar);

tx.commit();
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s.close();

One of the main advantages of dynamic mapping is quick turnaround time for prototyping,
without the need for entity class implementation. However, you lose compile-time type
checking and will 1likely deal with many exceptions at runtime. As a result of the
Hibernate mapping, the database schema can easily be normalized and sound, allowing to

add a proper domain model implementation on top later on.

SEAR SRR BEFE R 1 SessionA EEAMl 1% &

Session dynamicSession = pojoSession.getSession(EntityMode.MAP);

/I Create a customer

Map david = new HashMap();
david.put("name", "David");
dynamicSession.save("Customer”, david);

dynamicSession.flush();
dynamicSession.close()

/I Continue on pojoSession

Please note that the call to getSession() using an EntityMode is on the Session API,
not the SessionFactory. That way, the new Session shares the underlying JDBC connection,
transaction, and other context information. This means you do not have to call flush()
and close() on the secondary Session, and also leave the transaction and connection

handling to the primary unit of work.

RTOLFREANEZERE A UAES 18 5 XML 2] -

4.5. JCH WG (Tuplizers)

org.hibernate.tuple.Tuplizer, and its sub-interfaces, are responsible for managing
a particular representation of a piece of data given that representation's
org.hibernate.EntityMode. If a given piece of data is thought of as a data structure,
then a tuplizer is the thing that knows how to create such a data structure and how
to extract values from and inject values into such a data structure. For example, for
the POJO entity mode, the corresponding tuplizer knows how create the POJO through
its constructor. It also knows how to access the POJO properties using the defined

property accessors.

There are two high-level types of Tuplizers, represented by the

org.hibernate.tuple.entity.EntityTuplizer and org.hibernate.tuple.component.ComponentTuplizer
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interfaces. EntityTuplizers are responsible for managing the above mentioned contracts

in regards to entities, while ComponentTuplizers do the same for components.

Users can also plug in their own tuplizers. Perhaps you require that a java.util.Map
implementation other than java.util.HashMap be used while in the dynamic-map entity-
mode. Or perhaps you need to define a different proxy generation strategy than the one
used by default. Both would be achieved by defining a custom tuplizer implementation.
Tuplizer definitions are attached to the entity or component mapping they are meant to

manage. Going back to the example of our customer entity:

<hibernate-mapping>
<class entity-name="Customer">

<I--
Override the dynamic-map entity-mode
tuplizer for the customer entity

-->

<tuplizer entity-mode="dynamic-map"

class="CustomMapTuplizerimpl"/>

<id name="id" type="long" column="ID">
<generator class="sequence"/>
</id>

<!-- other properties -->
</class>
</hibernate-mapping>

public class CustomMapTuplizerimpl
extends org.hibernate.tuple.entity.DynamicMapEntity Tuplizer {
/I override the buildInstantiator() method to plug in our custom map...
protected final Instantiator buildinstantiator(
org.hibernate.mapping.PersistentClass mappinginfo) {
return new CustomMaplnstantiator( mappinginfo );

private static final class CustomMaplnstantiator
extends org.hibernate.tuple.DynamicMaplinstantitor {
/I override the generateMap() method to return our custom map...
protected final Map generateMap() {
return new CustomMap();
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4.6. EntityNameResolvers

The org.hibernate.EntityNameResolver interface is a contract for resolving the entity name
of a given entity instance. The interface defines a single method resolveEntityName which
is passed the entity instance and is expected to return the appropriate entity name (null
is allowed and would indicate that the resolver does not know how to resolve the entity
name of the given entity instance). Generally speaking, an org.hibernate.EntityNameResolver
is going to be most useful in the case of dynamic models. One example might be using
proxied interfaces as your domain model. The hibernate test suite has an example of
this exact style of usage under the org.hibernate.test.dynamicentity.tuplizer2. Here

is some of the code from that package for illustration.

/**

* A very trivial JIDK Proxy InvocationHandler implementation where we proxy an interface as
* the domain model and simply store persistent state in an internal Map. This is an extremely
* trivial example meant only for illustration.
*/
public final class DataProxyHandler implements InvocationHandler {

private String entityName;

private HashMap data = new HashMap();

public DataProxyHandler(String entityName, Serializable id) {
this.entityName = entityName;
data.put( "1d", id );

public Object invoke(Object proxy, Method method, Object[] args) throws Throwable {

String methodName = method.getName();

if ( methodName.startsWith( "set" ) ) {
String propertyName = methodName.substring( 3 );
data.put( propertyName, args[0] );

}

else if ( methodName.startsWith( "get" ) ) {
String propertyName = methodName.substring( 3 );
return data.get( propertyName );

}

else if ( "toString".equals( methodName ) ) {
return entityName + "#" + data.get( "I1d" );

}

else if ("hashCode".equals( methodName ) ) {
return new Integer( this.hashCode() );
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}

return null;

public String getEntityName() {
return entityName;

public HashMap getData() {
return data;

/**
*/
public class ProxyHelper {

public static String extractEntityName(Object object) {
/I Our custom java.lang.reflect.Proxy instances actually bundle
/Il their appropriate entity name, so we simply extract it from there
/I if this represents one of our proxies; otherwise, we return null
if ( Proxy.isProxyClass( object.getClass() ) ) {
InvocationHandler handler = Proxy.getinvocationHandler( object );

if ( DataProxyHandler.class.isAssignableFrom( handler.getClass() ) ) {

DataProxyHandler myHandler = ( DataProxyHandler ) handler;
return myHandler.getEntityName();

}

return null;

// various other utility methods ....

/**

* The EntityNameResolver implementation.

* IMPL NOTE : An EntityNameResolver really defines a strategy for how entity names should be
* resolved. Since this particular impl can handle resolution for all of our entities we want to

* take advantage of the fact that SessionFactorylmpl keeps these in a Set so that we only ever
* have one instance registered. Why? Well, when it comes time to resolve an entity name,

* Hibernate must iterate over all the registered resolvers. So keeping that number down

* helps that process be as speedy as possible. Hence the equals and hashCode impls

*/
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public class MyEntityNameResolver implements EntityNameResolver {
public static final MyEntityNameResolver INSTANCE = new MyEntityNameResolver();

public String resolveEntityName(Object entity) {
return ProxyHelper.extractEntityName( entity );

public boolean equals(Object obj) {
return getClass().equals( obj.getClass() );

public int hashCode() {
return getClass().hashCode();

public class MyEntityTuplizer extends PojoEntityTuplizer {
public MyEntityTuplizer(EntityMetamodel entityMetamodel, PersistentClass mappedEntity) {
super( entityMetamodel, mappedEntity );

public EntityNameResolver[] getEntityNameResolvers() {
return new EntityNameResolver[] { MyEntityNameResolver.INSTANCE };

public String determineConcreteSubclassEntityName(Object  entitylnstance,
SessionFactorylmplementor factory) {
String entityName = ProxyHelper.extractEntityName( entitylnstance );
if ( entityName == null) {
entityName = super.determineConcreteSubclassEntityName( entitylnstance, factory );

}

return entityName;

In order to register an org.hibernate.EntityNameResolver users must either:

1. Implement a custom Tuplizer, implementing the getEntityNameResolvers method.

2. Register it with the org.hibernate.impl.SessionFactoryImpl (which is the implementation

class for org.hibernate.SessionFactory) using the registerEntityNameResolver method.
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Mapping)

5.1. PREFE Y. (Mapping declaration)

Object/relational mappings are usually defined in an XML document. The mapping document
is designed to be readable and hand-editable. The mapping language is Java-centric,
meaning that mappings are constructed around persistent class declarations and not

table declarations.

Please note that even though many Hibernate users choose to write the XML by hand,
a number of tools exist to generate the mapping document. These include XDoclet,
Middlegen and AndroMDA.

Here is an example mapping:

<?xml version="1.0"?>
<IDOCTYPE hibernate-mapping PUBLIC
"-//Hibernate/Hibernate Mapping DTD 3.0/EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">

<hibernate-mapping package="eg">

<class name="Cat"
table="cats"
discriminator-value="C">

<id name="id">
<generator class="native"/>
<fid>

<discriminator column="subclass"
type="character"/>

<property name="weight"/>

<property name="birthdate"
type="date"
not-null="true"

update="false"/>

<property nhame="color"
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type="eg.types.ColorUserType"
not-null="true"
update="false"/>

<property name="sex"
not-null="true"
update="false"/>

<property name="litterld"
column="litterld"
update="false"/>

<many-to-one name="mother"
column="mother_id"
update="false"/>

<set name="kittens"
inverse="true"
order-by="litter_id">
<key column="mother_id"/>
<one-to-many class="Cat"/>
</set>

<subclass name="DomesticCat"
discriminator-value="D">

<property name="name"
type="string"/>

</subclass>

</class>

<class name="Dog">
<!-- mapping for Dog could go here -->
</class>

</hibernate-mapping>

We will now discuss the content of the mapping document. We will only describe,
however, the document elements and attributes that are used by Hibernate at runtime.
The mapping document also contains some extra optional attributes and elements that
affect the database schemas exported by the schema export tool (for example, the not-

null attribute).
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5.1.1. Doctype

A1l XML mappings should declare the doctype shown. The actual DID can be found at
the URL above, in the directory hibernate-x.x.x/src/org/hibernate , or in hibernate3.jar.
Hibernate will always look for the DID in its classpath first. If you experience
lookups of the DTD using an Internet connection, check the DITD declaration against

the contents of your classpath.

5.1.1.1. EntityResolver

Hibernate will first attempt to resolve DIDs in its classpath. It does this is by
registering a custom org.xml.sax.EntityResolver implementation with the SAXReader it uses
to read in the xml files. This custom EntityResolver recognizes two different systemld

namespaces:

» a hibernate namespace is recognized whenever the resolver encounters a systemld starting
with http://hibernate.sourceforge.net/. The resolver attempts to resolve these entities

via the classloader which loaded the Hibernate classes.

+ a user namespace is recognized whenever the resolver encounters a systemld using a
classpath:// URL protocol. The resolver will attempt to resolve these entities via
(1) the current thread context classloader and (2) the classloader which loaded the

Hibernate classes.

The following is an example of utilizing user namespacing:

<?xml version="1.0"?>
<IDOCTYPE hibernate-mapping PUBLIC
"-//Hibernate/Hibernate Mapping DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd" [
<IENTITY types SYSTEM "classpath://your/domain/types.xml">
1>

<hibernate-mapping package="your.domain">
<class name="MyEntity">
<id name="id" type="my-custom-id-type">

</id>
<class>

&types;
</hibernate-mapping>

Where types.xml is a resource in the your.domain package and contains a custom typedef.
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5.1.2. Hibernate—-mapping

This element has several optional attributes. The schema and catalog attributes specify
that tables referred to in this mapping belong to the named schema and/or catalog.
If they are specified, tablenames will be qualified by the given schema and catalog
names. If they are missing, tablenames will be unqualified. The default-cascade attribute
specifies what cascade style should be assumed for properties and collections that do
not specify a cascade attribute. By default, the auto-import attribute allows you to use

unqualified class names in the query language.

<hibernate-mapping

schema="schemaName" ﬂ
catalog="catalogName" 9
default-cascade="cascade_style" ﬂ

default-access="field|property|ClassName" G

default-lazy="true|false" 9
auto-import="true|false" ﬂ
package="package.name" e

/>

€ schema (optional): the name of a database schema.

© catalog (optional): the name of a database catalog.

€ default-cascade (optional - defaults to none): a default cascade style.

) default-access (optional - defaults to property): the strategy Hibernate should use
for accessing all properties. It can be a custom implementation of PropertyAccessor.

© default-lazy (optional - defaults to true): the default value for unspecified lazy
attributes of class and collection mappings.

© auto-import (optional - defaults to true): specifies whether we can use unqualified
class names of classes in this mapping in the query language.

€ package (optional): specifies a package prefix to use for unqualified class names

in the mapping document.

If you have two persistent classes with the same unqualified name, you should set
auto-import="false". An exception will result if you attempt to assign two classes to

the same "imported" name.

The hibernate-mapping element allows you to nest several persistent <class> mappings, as
shown above. It is, however, good practice (and expected by some tools) to map only

a single persistent class, or a single class hierarchy, in one mapping file and name
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it after the persistent superclass. For example, Cat.hbm.xml, Dog.hbm.xml, or if using

inheritance, Animal.hbm.xml.

5.1.3. Class

You can declare a persistent class using the class element. For example:

<class

/>

name="ClassName"

©e

table="tableName"
discriminator-value="discriminator_value" ﬂ
mutable="true|false"
schema="owner"
catalog="catalog"
proxy="ProxylInterface"

dynamic-update="true|false"

@@9@@9

dynamic-insert="true|false"

select-before-update="true|false" m}
polymorphism="implicit|explicit" o
where="arbitrary sql where condition" @
persister="PersisterClass" EE}
batch-size="N" @
optimistic-lock="none|version|dirty|all" @
lazy="true|false" (16)
entity-name="EntityName" a7)
check="arbitrary sqgl check condition" (18)
rowid="rowid" (29)
subselect="SQL expression" (20)
abstract="true|false" (22)

node="element-name"
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name (optional): the fully qualified Java class name of the persistent class or
interface. If this attribute is missing, it is assumed that the mapping is for
a non—-P0OJO entity.

table (optional - defaults to the unqualified class name): the name of its database
table.

discriminator-value (optional - defaults to the class name): a value that
distinguishes individual subclasses that is wused for polymorphic behavior.
Acceptable values include null and not null.

mutable (optional - defaults to true): specifies that instances of the class are
(not) mutable.

schema (optional): overrides the schema name specified by the root <hibernate-
mapping> element.

catalog (optional): overrides the catalog name specified by the root <hibernate-
mapping> element.

proxy (optional): specifies an interface to use for lazy initializing proxies. You
can specify the name of the class itself.

dynamic-update (optional - defaults to false): specifies that UPDATE SQL should be
generated at runtime and can contain only those columns whose values have changed.
dynamic-insert (optional - defaults to false): specifies that INSERT SQL should be
generated at runtime and contain only the columns whose values are not null.
select-before-update (optional - defaults to false): specifies that Hibernate should
never perform an SQL UPDATE unless it is certain that an object is actually modified.
Only when a transient object has been associated with a new session using update(),
will Hibernate perform an extra SQL SELECT to determine if an UPDATE is actually
required.

polymorphism (optional - defaults to implicit): determines whether implicit or
explicit query polymorphism is used.

where (optional): specifies an arbitrary SQL WHERE condition to be used when
retrieving objects of this class.

persister (optional): specifies a custom ClassPersister.

batch-size (optional - defaults to 1): specifies a "batch size" for fetching
instances of this class by identifier.

optimistic-lock (optional - defaults to version): determines the optimistic locking
strategy.

lazy (optional): lazy fetching can be disabled by setting lazy="false".

entity-name (optional - defaults to the class name): Hibernate3 allows a class to
be mapped multiple times, potentially to different tables. It also allows entity
mappings that are represented by Maps or XML at the Java level. In these cases,
you should provide an explicit arbitrary name for the entity. See ﬁ@ 4.4 75 “@h
BAEAY (Dynamic models)” and 28 18 %= XML} for more information.

check (optional): an SQL expression used to generate a multi-row check constraint
for automatic schema generation.

rowid (optional): Hibernate can use ROWIDs on databases. On Oracle, for example,

Hibernate can use the rowid extra column for fast updates once this option has
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been set to rowid. A ROWID is an implementation detail and represents the physical
location of a stored tuple.

P subselect (optional): maps an immutable and read-only entity to a database subselect.
This is useful if you want to have a view instead of a base table. See below
for more information.

Il  abstract (optional): is used to mark abstract superclasses in <union-subclass>

hierarchies.

It is acceptable for the named persistent class to be an interface. You can declare
implementing classes of that interface using the <subclass> element. You can persist

any static inner class. Specify the class name using the standard form i.e. e.g.Foo$Bar.

Immutable classes, mutable="false", cannot be updated or deleted by the application.

This allows Hibernate to make some minor performance optimizations.

The optional proxy attribute enables lazy initialization of persistent instances of
the class. Hibernate will initially return CGLIB proxies that implement the named
interface. The persistent object will load when a method of the proxy is invoked. See

"Initializing collections and proxies" below.

Implicit polymorphism means that instances of the class will be returned by a query
that names any superclass or implemented interface or class, and that instances of
any subclass of the class will be returned by a query that names the class itself.
Explicit polymorphism means that class instances will be returned only by queries that
explicitly name that class. Queries that name the class will return only instances of
subclasses mapped inside this <class> declaration as a <subclass> or <joined-subclass>. For
most purposes, the default polymorphism="implicit" is appropriate. Explicit polymorphism
is useful when two different classes are mapped to the same table This allows a

"lightweight" class that contains a subset of the table columns.

The persister attribute 1lets you customize the persistence strategy used
for the class. You can, for example, specify your own subclass of
org.hibernate.persister.EntityPersister, or you can even provide a completely new
implementation of the interface org.hibernate.persister.ClassPersister that implements,
for example, persistence via stored procedure calls, serialization to flat files or
LDAP. See org.hibernate.test.CustomPersister for a simple example of "persistence" to a

Hashtable.

The dynamic-update and dynamic-insert settings are not inherited by subclasses, so they
can also be specified on the <subclass> or <joined-subclass> elements. Although these
settings can increase performance in some cases, they can actually decrease performance

in others.

Use of select-before-update will usually decrease performance. It is useful to prevent a
database update trigger being called unnecessarily if you reattach a graph of detached

instances to a Session.

AARARITIF T dynamic-update, {RATLAGERE LR AR LB RE O SRAE
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- version: check the version/timestamp columns

+all: check all columns

+ dirty: check the changed columns, allowing some concurrent updates
* none: do not use optimistic locking

It is strongly recommended that you use version/timestamp columns for optimistic locking
with Hibernate. This strategy optimizes performance and correctly handles modifications

made to detached instances (i.e. when Session.merge() is used).

There is no difference between a view and a base table for a Hibernate mapping. This is
transparent at the database level, although some DBMS do not support views properly,
especially with updates. Sometimes you want to use a view, but you cannot create one
in the database (i.e. with a legacy schema). In this case, you can map an immutable

and read-only entity to a given SQL subselect expression:

<class name="Summary">

<subselect>
select item.name, max(bid.amount), count(*)
from item
join bid on bid.item_id = item.id
group by item.name

</subselect>

<synchronize table="item"/>

<synchronize table="bid"/>

<id name="name"/>

</class>

Declare the tables to synchronize this entity with, ensuring that auto-flush happens
correctly and that queries against the derived entity do not return stale data. The

<subselect> is available both as an attribute and a nested mapping element.
5.1.4. id

PRGSO ATRE SO R R R E T B o REBERA —MJavaBeans NIgHIENE,  AEE—1
LRI EME—UPRIR o <ia> TTEE LT IXJE MR R B R T e 7 B ARG o
<id

name="propertyName" ﬂ

type="typename" 9
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column="column_name" ﬂ
unsaved-value="null|any|none|undefined|id_value" a

access="field|property|ClassName"> 6‘
node="element-name|@attribute-name|element/@attribute|."

<generator class="generatorClass"/>

</id>

€ name (optional): the name of the identifier property.

© type (A[%): —PHibernate RBIFIHF o

© column (optional - defaults to the property name): the name of the primary key
column.

@ unsaved-value (optional - defaults to a "sensible" value): an identifier property
value that indicates an instance is newly instantiated (unsaved), distinguishing
it from detached instances that were saved or loaded in a previous session.

© access (optional - defaults to property): the strategy Hibernate should use for

accessing the property value.
B nene BHRFHE, SN R IR -
unsaved-value [BE7EHibernate3d JLFANBHEHEE o

There is an alternative <composite-id> declaration that allows access to legacy data
with composite keys. Its use is strongly discouraged for anything else.

5.1.4.1. Generator

A <generator>TTL R A& — MavaRBZ T,  FIARNIZEF AMIEH LB L prfE—RIPRR o 4R
XMER ARG TR LA B EESE IR SE,  M<paran-TTHERLS -

<id name="id" type="long" column="cat_id">
<generator class="org.hibernate.id.TableHiLoGenerator">
<param name="table">uid_table</param>
<param name="column">next_hi_value_column</param>
</generator>
</id>

All generators implement the interface org.hibernate.id.IdentifierGenerator. This is a
very simple interface. Some applications can choose to provide their own specialized
implementations, however, Hibernate provides a range of built-in implementations. The

shortcut names for the built-in generators are as follows:
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increment
T Hlong, shortBFE intRAIA Al ME—FRIA o HUGTEIE HAMH LR —iK = i A SRR
AHEFEM o TEERRETAZEMEH o

identity
¥FDB2,MySQL, MS SQL Server, SybasefllHypersonicSQLANN BATIRFERIRM T 3 o REIFIFR
IRAFF & long, short BYE intZRAUMH o

sequence
fEDB2,PostgreSQL, Oracle, SAP DB, McKoi®ff H/F%! (sequence), [MA{EInterbase™d {#
A2 pl 2 (generator) o JR[EIFUFRIRAT & long, shortB(# intJEAYHY o

hilo
A — 1 E /R EE R A Al long, short BXE intREIFIFRIAST « LA — M RMFE (B
NG A2 hibernate_unique_key Fnext_hi) {ENENERINIR o @/ IRALEEEBAIRASRT
S — P8 T e vh M — 1Y

seghilo
B /RS R BB A i long, short BV intREVRUFRINGG, BE— N EUREERY
(sequence) {44 F o

uuid
uses a 128-bit UUID algorithm to generate identifiers of type string that are unique
within a network (the IP address is used). The UUID is encoded as a string of 32

hexadecimal digits in length.

guid

TEMS SQL Server A MySQL A/# F#UE 2 4= AL HUGUIDF AT &R

native
selects identity, sequence or hilo depending upon the capabilities of the underlying

database.

assigned
lets the application assign an identifier to the object before save() is called.

This is the default strategy if no <generator> element is specified.

select
retrieves a primary key, assigned by a database trigger, by selecting the row by

some unique key and retrieving the primary key value.

foreign
uses the identifier of another associated object. It is usually used in conjunction

with a <one-to-one> primary key association.

sequence-identity
a specialized sequence generation strategy that utilizes a database sequence for the
actual value generation, but combines this with JDBC3 getGeneratedKeys to return

the generated identifier value as part of the insert statement execution. This
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strategy is only supported on Oracle 10g drivers targeted for JDK 1.4. Comments on

these insert statements are disabled due to a bug in the Oracle drivers.

5.1.4.2. &/{&AEE (Hi/Lo Algorithm)

The hilo and seqhilo generators provide two alternate implementations of the hi/lo
algorithm. The first implementation requires a "special" database table to hold the

next available "hi" value. Where supported, the second uses an Oracle-style sequence.

<id name="id" type="long" column="cat_id">
<generator class="hilo">
<param name="table">hi_value</param>
<param name="column">next_value</param>
<param name="max_lo">100</param>
</generator>
</id>

<id name="id" type="long" column="cat_id">
<generator class="seghilo">
<param name="sequence">hi_value</param>
<param name="max_lo">100</param>
</generator>
</id>

Unfortunately, you cannot use hilo when supplying your own Connection to Hibernate. When
Hibernate uses an application server datasource to obtain connections enlisted with

JTA, you must configure the hibernate.transaction.manager lookup class.
5.1.4.3. UUIDEE (UUID Algorithm )

The UUID contains: IP address, startup time of the JVM that is accurate to a quarter
second, system time and a counter value that is unique within the JVM. It is not
possible to obtain a MAC address or memory address from Java code, so this is the

best option without using JNI.

5.1.4.4. PpRFERFS] (Identity columns and Sequences)

For databases that support identity columns (DB2, MySQL, Sybase., MS SQL). you can use
identity key generation. For databases that support sequences (DB2, Oracle, PostgreSQL,
Interbase, McKoi, SAP DB) you can use sequence style key generation. Both of these

strategies require two SQL queries to insert a new object. For example:

<id name="id" type="long" column="person_id">
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<generator class="sequence">
<param name="sequence">person_id_sequence</param>
</generator>
</id>

<id name="id" type="long" column="person_id" unsaved-value="0">
<generator class="identity"/>
</id>

For cross-platform development, the native strategy will, depending on the capabilities

of the underlying database, choose from the identity, sequence and hilo strategies.

5.1.4.5. BB ECAIFMASF (Assigned Identifiers)

If you want the application to assign identifiers, as opposed to having Hibernate
generate them, you can use the assigned generator. This special generator uses the
identifier value already assigned to the object's identifier property. The generator
is used when the primary key is a natural key instead of a surrogate key. This is the

default behavior if you do not specify a <generator> element.

The assigned generator makes Hibernate use unsaved-value="undefined". This forces Hibernate
to go to the database to determine if an instance is transient or detached, unless

there is a version or timestamp property, or you define Interceptor.isUnsaved().

5.1.4.6. filg#ssEE)E AR es (Primary keys assigned by

triggers)

Hibernate does not generate DDL with triggers. It is for legacy schemas only.

<id name="id" type="long" column="person_id">
<generator class="select">
<param name="key">socialSecurityNumber</param>
</generator>
</id>

In the above example, there is a unique valued property named socialSecurityNumber. It
is defined by the class, as a natural key and a surrogate key named person_id, whose

value is generated by a trigger.

5.1.5. Enhanced identifier generators

Starting with release 3.2.3, there are 2 new generators which represent a re-thinking of

2 different aspects of identifier generation. The first aspect is database portability;:
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the second is optimization Optimization means that you do not have to query the database
for every request for a new identifier value. These two new generators are intended
to take the place of some of the named generators described above, starting in 3.3.x.

However, they are included in the current releases and can be referenced by FQN.

The first of these new generators 1is org.hibernate.id.enhanced.SequenceStyleGenerator
which is dintended, firstly, as a replacement for the sequence generator and,
secondly, as a better portability generator than native. This is because native
generally chooses Dbetween identity and sequence which have largely different
semantics that can cause subtle idissues in applications eyeing portability.
org.hibernate.id.enhanced.SequenceStyleGenerator, however, achieves portability in a
different manner. It chooses between a table or a sequence in the database to store
its incrementing values, depending on the capabilities of the dialect being used.
The difference between this and native is that table-based and sequence-based storage
have the same exact semantic. In fact, sequences are exactly what Hibernate tries to
emulate with its table-based generators. This generator has a number of configuration

parameters:

sequence_name (optional, defaults to hibernate_sequence): the name of the sequence or
table to be used.

+ initial_value (optional, defaults to 1): the initial value to be retrieved from the
sequence/table. In sequence creation terms, this is analogous to the clause typically
named "STARTS WITH".

increment size (optional - defaults to 1): the value by which subsequent calls to the
sequence/table should differ. In sequence creation terms, this is analogous to the
clause typically named "INCREMENT BY".

force_table use (optional - defaults to false): should we force the use of a table as

the backing structure even though the dialect might support sequence?

value_column (optional - defaults to next _val): only relevant for table structures, it
is the name of the column on the table which is used to hold the value.
- optimizer (optional - defaults to none): See % 5.1.6 1 “ldentifier generator

optimization”

The second of these new generators is org.hibernate.id.enhanced.TableGenerator, which is
intended, firstly, as a replacement for the table generator, even though it actually
functions much more like org.hibernate.id.MultipleHiLoPerTableGenerator, and secondly, as
a re-implementation of org.hibernate.id.MultipleHiLoPerTableGenerator that utilizes the
notion of pluggable optimizers. Essentially this generator defines a table capable
of holding a number of different increment values simultaneously by using multiple

distinctly keyed rows. This generator has a number of configuration parameters:

- table name (optional - defaults to hibernate sequences): the name of the table to be used.
- value_column_name (optional - defaults to next val): the name of the column on the

table that is used to hold the value.
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- segment_column_name (optional - defaults to sequence name): the name of the column on
the table that is used to hold the "segment key". This is the value which identifies

which increment value to use.

segment_value (optional - defaults to default): The "segment key" value for the segment
from which we want to pull increment values for this generator.
- segment_value length (optional - defaults to 255): Used for schema generation; the

column size to create this segment key column.

- initial value (optional - defaults to 1): The initial value to be retrieved from
the table.
* increment_size (optional - defaults to 1): The value by which subsequent calls to

the table should differ.

P Ee

optimizer (optional - defaults to ): See  5.1.6 77 “Identifier generator

optimixation”
5.1.6. Identifier generator optimization

For identifier generators that store values in the database, it is inefficient for them
to hit the database on each and every call to generate a new identifier value. Instead,
you can group a bunch of them in memory and only hit the database when you have exhausted
your in-memory value group. This is the role of the pluggable optimizers. Currently only
the two enhanced generators (3 5.1.5 ﬁ% “Enhanced identifier generators” support

this operation.

- none (generally this is the default if no optimizer was specified): this will not

perform any optimizations and hit the database for each and every request.

hilo: applies a hi/lo algorithm around the database retrieved values. The values from
the database for this optimizer are expected to be sequential. The values retrieved
from the database structure for this optimizer indicates the "group number". The
increment size is multiplied by that value in memory to define a group "hi value".

* pooled: as with the case of hilo, this optimizer attempts to minimize the number of
hits to the database. Here, however, we simply store the starting value for the "next
group” into the database structure rather than a sequential value in combination
with an in-memory grouping algorithm. Here, increment size refers to the values coming

from the database.

5.1.7. composite—id

<composite-id
name="propertyName"
class="ClassName"
mapped="true|false"
access="field|property|ClassName">
node="element-name|."
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<key-property name="propertyName" type="typename" column="column_name"/>
<key-many-to-one name="propertyName class="ClassName" column="column_name"/>

</composite-id>

A table with a composite key can be mapped with multiple properties of the class as
identifier properties. The <composite-id> element accepts <key-property> property mappings

and <key-many-to-one> mappings as child elements.

<composite-id>
<key-property name="medicareNumber"/>
<key-property name="dependent"/>
</composite-id>

The persistent class must override equals() and hashCode() to implement composite

identifier equality. It must also implement Serializable.

Unfortunately, this approach means that a persistent object is its own identifier.
There is no convenient "handle" other than the object itself. You must instantiate an
instance of the persistent class itself and populate its identifier properties before
you can load() the persistent state associated with a composite key. We call this

approach an embedded composite identifier, and discourage it for serious applications.

BT EBATHR Amapped (MG 2C) 2H & FR1R4F  (mapped composite identifier),<composite-
i>TL R A HPRREEANEERE AR I, BT — DML AIARRAF S o

<composite-id class="Medicareld" mapped="true">
<key-property name="medicareNumber"/>
<key-property name="dependent"/>
</composite-id>

In this example, both the composite identifier class, Medicareld, and the entity class
itself have properties named medicareNumber and dependent. The identifier class must
override equals() and hashCode() and implement Serializable. The main disadvantage of

this approach is code duplication.

NS H R VR AR TERE — B S A PRRTT Y

- mapped (optional - defaults to false): indicates that a mapped composite identifier
is used, and that the contained property mappings refer to both the entity class

and the composite identifier class.
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- class (optional - but required for a mapped composite identifier): the class used

as a composite identifier.

We will describe a third, even more convenient approach, where the composite identifier
is implemented as a component class in 2 8.4 T “ZAHAVERNECETRAET (Components as
composite identifiers)” . The attributes described below apply only to this alternative

approach:

- name (optional - required for this approach): a property of component type that holds
the composite identifier. Please see chapter 9 for more information.

- access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

- class (optional - defaults to the property type determined by reflection): the
component class used as a composite identifier. Please see the next section for

more information.

The third approach, an identifier component, is recommended for almost all applications.
5.1.8. Discriminator

The <discriminator> element is required for polymorphic persistence using the table-
per—-class—hierarchy mapping strategy. It declares a discriminator column of the table.
The discriminator column contains marker values that tell the persistence layer what
subclass to instantiate for a particular row. A restricted set of types can be used:

string, character, integer, byte, short, boolean, yes no, true false.

<discriminator
column="discriminator_column" o
type="discriminator_type" 9
force="true|false" 9
insert="true|false" ﬂ

formula="arbitrary sql expression" 9
/>

column (optional - defaults to class): the name of the discriminator column.
type (optional - defaults to string): a name that indicates the Hibernate type

force (optional - defaults to false): "forces" Hibernate to specify the allowed

discriminator values, even when retrieving all instances of the root class.

© 0o00e°

insert (optional - defaults to true): set this to false if your discriminator column
is also part of a mapped composite identifier. It tells Hibernate not to include

the column in SQL INSERTs.
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© formula (optional): an arbitrary SQL expression that is executed when a type has

to be evaluated. It allows content-based discrimination.

L5075 7 B K PRME R R P <c1ass>F<subclass>TTH ' Hdiscriminator-valueBIEIFAM o

The force attribute is only useful if the table contains rows with "extra" discriminator

values that are not mapped to a persistent class. This will not usually be the case.

The formula attribute allows you to declare an arbitrary SQL expression that will be

used to evaluate the type of a row. For example:

<discriminator
formula="case when CLASS_TYPE in (‘a', 'b', 'c') then 0 else 1 end"
type="integer"/>

5.1.9. Version (optional)
The <version> element is optional and indicates that the table contains versioned data.

This is particularly useful if you plan to use long transactions. See below for more

information:

<version
column="version_column" °
name="propertyName" 9
type="typename" ﬂ
access="field|property|ClassName" G
unsaved-value="null|negative|undefined" 9
generated="never|always" ﬂ
insert="true|false" 9
node="element-name|@attribute-name|element/@attribute|."

/>

€® column (optional - defaults to the property name): the name of the column holding
the version number.

© name: the name of a property of the persistent class.

© type (optional - defaults to integer): the type of the version number.

) access (optional - defaults to property): the strategy Hibernate uses to access

the property value.
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© unsaved-value (optional - defaults to undefined): a version property value that
indicates that an instance is newly instantiated (unsaved), distinguishing it
from detached instances that were saved or loaded in a previous session. Undefined
specifies that the identifier property value should be used.

€ gcnerated (optional - defaults to never): specifies that this version property value
is generated by the database. See the discussion of generated properties for more
information.

€ insert (optional - defaults to true): specifies whether the version column should
be included in SQL insert statements. It can be set to false if the database column

is defined with a default value of 0.
Version numbers can be of Hibernate type long, integer, short, timestamp or calendar.

A version or timestamp property should never be null for a detached instance. Hibernate
will detect any instance with a null version or timestamp as transient, irrespective
of what other unsaved-value strategies are specified. Declaring a nullable version or
timestamp property is an easy way to avoid problems with transitive reattachment in
Hibernate. It is especially useful for people using assigned identifiers or composite

keys.

5.1.10. Timestamp (optional)

The optional <timestamp> element indicates that the table contains timestamped data.
This provides an alternative to versioning. Timestamps are a less safe implementation
of optimistic locking. However, sometimes the application might use the timestamps

in other ways.

<timestamp
column="timestamp_column" °
name="propertyName" 9
access="field|property|ClassName" ﬂ'
unsaved-value="nulllundefined" 3
source="vm|db" @
generated="never|always" 3

node="element-name|@attribute-name|element/@attribute|."
/>

€® column (optional - defaults to the property name): the name of a column holding
the timestamp.
© name: the name of a JavaBeans style property of Java type Date or Timestamp of

the persistent class.
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i’ access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

© unsaved-value (optional - defaults to null): a version property value that indicates
that an instance is newly instantiated (unsaved), distinguishing it from detached
instances that were saved or loaded in a previous session. Undefined specifies that
the identifier property value should be used.

‘B source (optional - defaults to vm): Where should Hibernate retrieve the timestamp
value from? From the database, or from the current JVM? Database-based timestamps
incur an overhead because Hibernate must hit the database in order to determine the
"next value". It is safer to use in clustered environments. Not all Dialects are
known to support the retrieval of the database's current timestamp. Others may also
be unsafe for usage in locking due to lack of precision (Oracle 8, for example).

13 generated (optional - defaults to never): specifies that this timestamp property

value is actually generated by the database. See the discussion of generated

properties for more information.

(3

5.1.11. Property

The <property> element declares a persistent JavaBean style property of the class.

<property
name="propertyName" “
column="column_name" 9

type="typename" 'B
update="true|false" 9

insert="true|false"

formula="arbitrary SQL expression" G
access="field|property|ClassName" @
lazy="true|false" o
unique="true|false" 9
not-null="true|false" @
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optimistic-lock="true|false" @
generated="never|insert|always" m
node="element-name|@attribute-name|element/@attribute|."
index="index_name"
unique_key="unique_key_id"
length="L"
precision="P"
scale="S"
/>
© nane: BEHMNEF, VNG FEHL o
® column (optional - defaults to the property name): the name of the mapped database
table column. This can also be specified by nested <column> element(s).
© type (A[%): —PHibernate RBIFJZF o
@ update, insert (optional - defaults to true): specifies that the mapped columns

®

should be included in SQL UPDATE and/or INSERT statements. Setting both to false
allows a pure "derived" property whose value is initialized from some other property
that maps to the same column(s), or by a trigger or other application.

formula (A[3E) : —SQLEFIAT, EXLTXMTE  (computed) JEBHEAIE © HHBMHRE
AE NS B AR T B o

access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

lazy (optional - defaults to false): specifies that this property should be fetched
lazily when the instance variable is first accessed. It requires build-time bytecode
instrumentation.

unique (optional): enables the DDL generation of a unique constraint for the columns.
Also, allow this to be the target of a property-ref.

not-null (optional): enables the DDL generation of a nullability constraint for
the columns.

optimistic-lock (optional - defaults to true): specifies that updates to this property
do or do not require acquisition of the optimistic lock. In other words, it
determines if a version increment should occur when this property is dirty.
generated (optional - defaults to never): specifies that this property value is
actually generated by the database. See the discussion of generated properties

for more information.

typename ] LLEHI T JLFf:

. The name of a Hibernate basic type: integer, string, character, date, timestamp, float,
binary, serializable, object, blob etc.
. The name of a Java class with a default basic type: int, float, char, java.lang.String,

java.util.Date, Jjava.lang.Integer, java.sql.Clob etc.

- AT S JavaR B 4T o

86



Many-to-one

4. The class name of a custom type: com.illflow.type.MyCustomType etc.

If you do not specify a type, Hibernate will use reflection upon the named property
and guess the correct Hibernate type. Hibernate will attempt to interpret the name
of the return class of the property getter using, in order, rules 2, 3, and 4. In
certain cases you will need the type attribute. For example, to distinguish between

Hibernate.DATE and Hibernate.TIMESTAMP, or to specify a custom type.

The access attribute allows you to control how Hibernate accesses the property at
runtime. By default, Hibernate will call the property get/set pair. If you specify
access="field", Hibernate will bypass the get/set pair and access the field directly
using reflection. You can specify your own strategy for property access by naming a

class that implements the interface org.hibernate.property.PropertyAccessor.

A powerful feature is derived properties. These properties are by definition read-
only. The property value is computed at load time. You declare the computation as
an SQL expression. This then translates to a SELECT clause subquery in the SQL query

that loads an instance:

<property name="totalPrice"
formula="( SELECT SUM (li.quantity*p.price) FROM Lineltem li, Product p
WHERE li.productld = p.productld
AND li.customerld = customerld
AND li.orderNumber = orderNumber )"/>

You can reference the entity table by not declaring an alias on a particular column.
This would be customerld in the given example. You can also use the nested <formula>

mapping element if you do not want to use the attribute.

5.1.12. Many-to-one
An ordinary association to another persistent class is declared using a many-to-one

element. The relational model is a many-to-one association; a foreign key in one table

is referencing the primary key column(s) of the target table.

<many-to-one

name="propertyName" 0
column="column_name" 9
class="ClassName" B’
cascade="cascade_style" ﬂ
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/>

® © o o

@
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fetch="join|select" @'
update="true|false" m
insert="true|false" E
property-ref="propertyNameFromAssociatedClass" a
access="field|property|ClassName" E"
unique="truelfalse" B
not-null="true|false" iE"
optimistic-lock="true|false" @
lazy="proxy|no-proxy|false" @
not-found="ignore|exception" ‘E}
entity-name="EntityName" @
formula="arbitrary SQL expression" @

node="element-name|@attribute-name|element/@attribute|.
embed-xml="true|false"

index="index_name"

unique_key="unique_key_id"
foreign-key="foreign_key name"

name: the name of the property.

column (optional): the name of the foreign key column. This can also be specified
by nested <column> element(s) .

class (optional - defaults to the property type determined by reflection): the
name of the associated class.

cascade (optional): specifies which operations should be cascaded from the parent
object to the associated object.

fetch (optional - defaults to select): chooses between outer—join fetching or
sequential select fetching.

update. insert (optional - defaults to true): specifies that the mapped columns should
be included in SQL UPDATE and/or INSERT statements. Setting both to false allows a
pure "derived" association whose value is initialized from another property that
maps to the same column(s), or by a trigger or other application.

property-ref (optional): the name of a property of the associated class that is
joined to this foreign key. If not specified, the primary key of the associated

class is used.
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€ access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

€ unique (optional): enables the DDL generation of a unique constraint for the foreign-
key column. By allowing this to be the target of a property-ref, you can make the
association multiplicity one-to-one.

i notnull (optional): enables the DDL generation of a nullability constraint for
the foreign key columns.

@) optimistic-lock (optional - defaults to true): specifies that updates to this property
do or do not require acquisition of the optimistic lock. In other words, it
determines if a version increment should occur when this property is dirty.

i 1lazy (optional - defaults to proxy): by default, single point associations are
proxied. lazy="no-proxy" specifies that the property should be fetched lazily
when the instance variable is first accessed. This requires build-time bytecode
instrumentation. lazy="false" specifies that the association will always be eagerly
fetched.

{f not-found (optional - defaults to exception): specifies how foreign keys that
reference missing rows will be handled. ignore will treat a missing row as a null
association.

{{» entity-name (optional): the entity name of the associated class.

B formula (AJ3%): SQLFEEF, FTE Lcomputed (GTEHAY) FMNEEAE -

Setting a value of the cascade attribute to any meaningful value other than none will
propagate certain operations to the associated object. The meaningful values are divided
into three categories. First, basic operations, which include: persist, merge, delete,
save-update, evict, replicate, lock and refresh; second, special values: delete-orphan; and
third,all comma-separated combinations of operation names: cascade="persist,merge,evict"
or cascade="all,delete-orphan". See % 10.11 7 “fLIEMHEF A4V (transitive persistence)”
for a full explanation. Note that single valued, many-to-one and one-to-one,

associations do not support orphan delete.

Here is an example of a typical many-to-one declaration:

<many-to-one name="product" class="Product" column="PRODUCT _ID"/>

The property-ref attribute should only be used for mapping legacy data where a foreign
key refers to a unique key of the associated table other than the primary key. This
is a complicated and confusing relational model. For example, if the Product class
had a unique serial number that is not the primary key. The unique attribute controls

Hibernate's DDL generation with the SchemaExport tool.

<property name="serialNumber" unique="true" type="string" column="SERIAL_NUMBER"/>
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A AT T Order Ttem MRS AT HESE:

<many-to-one name="product" property-ref="serialNumber"
column="PRODUCT_SERIAL_NUMBER"/>

This is not encouraged, however.

ARSI HRIME— R R RN 2 BV, IRROZAEA IR A <propertiesfJTTHR  HHBR
SRR REREVE I -

If the referenced unique key is the property of a component, you can specify a property

path:

<many-to-one name="owner" property-ref="identity.ssn" column="OWNER_SSN'"/>

5.1.13. One-to-one

FFAMXS G2 A — R — B K ER K R A& 1 one - to-one JTLE E SLHY ©

<one-to-one
name="propertyName" o
class="ClassName" 9
cascade="cascade_style" 9
constrained="true|false" 9
fetch="join|select" g
property-ref="propertyNameFromAssociatedClass" @
access="field|property|ClassName" B’
formula="any SQL expression" @
lazy="proxy|no-proxy|false" 9
entity-name="EntityName" ‘E

node="element-name|@attribute-name|element/@attribute|."
embed-xml="true|false"
foreign-key="foreign_key_name"

/>
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€ name: the name of the property.

© class (optional - defaults to the property type determined by reflection): the
name of the associated class.

€ cascade (optional): specifies which operations should be cascaded from the parent
object to the associated object.

@ constrained (optional): specifies that a foreign key constraint on the primary key
of the mapped table and references the table of the associated class. This option
affects the order in which save() and delete() are cascaded, and determines whether
the association can be proxied. It is also used by the schema export tool.

© fetch (optional - defaults to select): chooses between outer—join fetching or
sequential select fetching.

© oproperty-ref (optional): the name of a property of the associated class that is
joined to the primary key of this class. If not specified, the primary key of
the associated class is used.

€ access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

€ formula (optional): almost all one-to-one associations map to the primary key of
the owning entity. If this is not the case, you can specify another column, columns
or expression to join on using an SQL formula. See org.hibernate.test.onetooneformula
for an example.

€© 1azy (optional - defaults to proxy): by default, single point associations are
proxied. lazy="no-proxy" specifies that the property should be fetched lazily
when the instance variable is first accessed. It requires build-time bytecode
instrumentation. lazy="false" specifies that the association will always be eagerly
fetched. Note that if constrained="false", proxying is impossible and Hibernate will
eagerly fetch the association.

i entity-name (optional): the entity name of the associated class.

There are two varieties of one-to-one associations:

- FEHESCHK
- ME— A SR

Primary key associations do not need an extra table column. If two rows are related
by the association, then the two table rows share the same primary key value. To
relate two objects by a primary key association, ensure that they are assigned the

same identifier value.

For a primary key association, add the following mappings to Employee and Person

respectively:

<one-to-one name="person" class="Person"/>
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<one-to-one name="employee" class="Employee" constrained="true"/>

Ensure that the primary keys of the related rows in the PERSON and EMPLOYEE tables are

equal. You use a special Hibernate identifier generation strategy called foreign:

<class name="person" table="PERSON">
<id name="id" column="PERSON_ID">
<generator class="foreign">
<param name="property">employee</param>
</generator>
</id>
<one-to-one hame="employee"
class="Employee"
constrained="true"/>
</class>

A newly saved instance of Person is assigned the same primary key value as the Employee
instance referred with the employee property of that Person.

Alternatively, a foreign key with a unique constraint, from Employee to Person, can
be expressed as:

<many-to-one name="person" class="Person" column="PERSON_ID" unique="true"/>

This association can be made bidirectional by adding the following to the Person mapping:

<one-to-one name="employee" class="Employee" property-ref="person"/>

5.1.14. Natural-id

<natural-id mutable="truelfalse"/>
<property ... />
<many-to-one ... />

</natural-id>
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Although we recommend the use of surrogate keys as primary keys, you should try to
identify natural keys for all entities. A natural key is a property or combination of
properties that is unique and non-null. It is also immutable. Map the properties of
the natural key inside the <natural-id> element. Hibernate will generate the necessary
unique key and nullability constraints and, as a result, your mapping will be more

self-documenting.

It is recommended that you implement equals() and hashCode() to compare the natural key

properties of the entity.

This mapping is not intended for use with entities that have natural primary keys.

- mutable (optional - defaults to false): by default, natural identifier properties are

assumed to be immutable (constant).

5.1.15. Component and dynamic—-component

The <component> element maps properties of a child object to columns of the table of
a parent class. Components can, in turn, declare their own properties, components or

collections. See the "Component" examples below:

<component
name="propertyName" ﬁ
class="className" 9
insert="true|false" B’
update="true|false" ﬂ'

access="field|property|ClassName" e
lazy="true|false" B

optimistic-lock="true|false" ﬂ

unigue="true|false" E"
node="element-name|."
>
<property ...../>
<many-to-one .... />
</component>

€ name: the name of the property.

93



5 E WG/ R AREIEFERLS E (Basic O/R ...

© class (optional - defaults to the property type determined by reflection): the name
of the component (child) class.

e) insert: do the mapped columns appear in SQL INSERTs?

@ update: do the mapped columns appear in SQL UPDATEs?

© access (optional - defaults to property): the strategy Hibernate uses for accessing
the property value.

© 1azy (optional - defaults to false): specifies that this component should be fetched
lazily when the instance variable is first accessed. It requires build-time bytecode
instrumentation.

€ optimistic-lock (optional - defaults to true): specifies that updates to this
component either do or do not require acquisition of the optimistic lock. It
determines if a version increment should occur when this property is dirty.

© unique (optional - defaults to false): specifies that a unique constraint exists

upon all mapped columns of the component.
Heproperty>F IR N TR — LB 15 RF B Z ARG -

<component>JLZ& AVFIMA—"><parent>FJLE, TEHMFRNEEHL AT LA — 8 M H AL HI SR T
FAEEIE

The <dynamic-component> element allows a Map to be mapped as a component, where
the property names refer to keys of the map. See % 8.5 77 “BhA4HM  (Dynamic

” . .
components) for more information.

5.1.16. Properties

The <properties> element allows the definition of a named, logical grouping of the
properties of a class. The most important use of the construct is that it allows a
combination of properties to be the target of a property-ref. It is also a convenient

way to define a multi-column unique constraint. For example:

<properties
name="logicalName" o
insert="true|false" ﬂ
update="true|false" 9
optimistic-lock="true|false" ﬂ

unigue="true|false" g

<property ...../>
<many-to-one .... />
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</properties>

€ name: the logical name of the grouping. It is not an actual property name.

© insert: do the mapped columns appear in SQL INSERTs?

€ update: do the mapped columns appear in SQL UPDATEs?

@) optimistic-lock (optional - defaults to true): specifies that updates to these

properties either do or do not require acquisition of the optimistic lock. It
determines if a version increment should occur when these properties are dirty.
© unique (optional - defaults to false): specifies that a unique constraint exists

upon all mapped columns of the component.

4, WERFATE U F<properties>li :

<class name="Person">
<id name="personNumber"/>

<properties name="name"
unigue="true" update="false">
<property name="firstName"/>
<property name="initial"/>
<property name="lastName"/>
</properties>
</class>

You might have some legacy data association that refers to this unique key of the Person

table, instead of to the primary key:

<many-to-one name="person"
class="Person" property-ref="name">
<column name="firstName"/>
<column name="initial"/>
<column name="lastName"/>
</many-to-one>

The use of this outside the context of mapping legacy data is not recommended.

5.1.17. Subclass

Polymorphic persistence requires the declaration of each subclass of the root persistent
class. For the table-per—-class-hierarchy mapping strategy, the <subclass> declaration

is used. For example:

95



5 E WG/ R AREIEFERLS E (Basic O/R ...

<subclass
name="ClassName" 0'
discriminator-value="discriminator_value" 9
proxy="ProxylInterface" E’

lazy="true|false" G
dynamic-update="true|false"
dynamic-insert="true|false"
entity-name="EntityName"
node="element-name"
extends="SuperclassName">

<property .... />

</subclass>

name: the fully qualified class name of the subclass.
discriminator-value (optional - defaults to the class name): a value that
distinguishes individual subclasses.

proxy (optional): specifies a class or interface used for lazy initializing proxies.

oo oo

lazy (optional - defaults to true): setting lazy="false" disables the use of lazy

fetching.

Each subclass declares its own persistent properties and subclasses. <version> and <id>
properties are assumed to be inherited from the root class. Each subclass in a hierarchy
must define a unique discriminator-value. If this is not specified, the fully qualified

Java class name is used.

For information about inheritance mappings see % 9 # Inheritance mapping.

5.1.18. Joined-subclass

Each subclass can also be mapped to its own table. This is called the table-per—-subclass
mapping strategy. An inherited state is retrieved by Jjoining with the table of the

superclass. To do this you use the <joined-subclass> element. For example:

<joined-subclass

name="ClassName" °
table="tablename" ﬂ'
proxy="Proxylnterface" ﬂ
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lazy="true|false" o

dynamic-update="true|false"
dynamic-insert="true|false"
schema="schema"
catalog="catalog"
extends="SuperclassName"
persister="ClassName"
subselect="SQL expression
entity-name="EntityName"
node="element-name">

<key ....>

<property .... />

</joined-subclass>

[ 1]
2]
13

o

name: the fully qualified class name of the subclass.
table: the name of the subclass table.

proxy (optional): specifies a class or

proxies.

interface to use for lazy initializing

lazy (optional, defaults to true): setting lazy="false" disables the use of lazy

fetching.

A discriminator column is not required for this mapping strategy. Each subclass must,

however, declare a table column holding the object identifier using the <key> element.

The mapping at the start of the chapter would then be re-written as:

<?xml version="1.0"?>

<IDOCTYPE hibernate-mapping PUBLIC
"-//Hibernate/Hibernate Mapping DTD//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">

<hibernate-mapping package="eg">

<class name="Cat" table="CATS">
<id name="id" column="uid" type="long">
<generator class="hilo"/>

<fid>

<property name="birthdate" type="date"/>
<property name="color" not-null="true"/>
<property name="sex" not-null="true"/>
<property name="weight"/>
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<many-to-one name="mate"/>
<set name="kittens">
<key column="MOTHER"/>
<one-to-many class="Cat"/>
</set>
<joined-subclass hame="DomesticCat" table="DOMESTIC_CATS">
<key column="CAT"/>
<property name="name" type="string"/>
</joined-subclass>
</class>

<class name="eg.Dog">
<!-- mapping for Dog could go here -->
</class>

</hibernate-mapping>

For information about inheritance mappings see ﬁ@ 9 # Inheritance mapping.

5.1.19. Union-subclass

A third option is to map only the concrete classes of an inheritance hierarchy to
tables. This is called the table-per—concrete-class strategy. Each table defines all
persistent states of the class, including the inherited state. In Hibernate, it is
not necessary to explicitly map such inheritance hierarchies. You can map each class
with a separate <class> declaration. However, if you wish use polymorphic associations
(e.g. an association to the superclass of your hierarchy), you need to use the <union-

subclass> mapping. For example:

<union-subclass

name="ClassName" ﬂ'
table="tablename" 9
proxy="ProxylInterface" E"
lazy="true|false" ﬂ

dynamic-update="true|false"
dynamic-insert="true|false"
schema="schema"
catalog="catalog"
extends="SuperclassName"
abstract="true|false"
persister="ClassName"

98



Join

subselect="SQL expression"
entity-name="EntityName"
node="element-name">

<property .... />

</union-subclass>

name: the fully qualified class name of the subclass.

table: the name of the subclass table.

20 e

proxy (optional): specifies a class or interface to use for lazy initializing
proxies.
@ 1lazy (optional, defaults to true): setting lazy="false" disables the use of lazy
fetching.

XS RIS AN TF B AR E B PR A& (discriminator) FBY o

Yarand

For information about inheritance mappings see g 9 Eﬁ Inheritance mapping.

5.1.20. Join

Using the <join> element, it is possible to map properties of one class to several
tables that have a one-to-one relationship. For example:
<join

table="tablename"

schema="owner"

1
€
catalog="catalog" (3]
fetch="join|select" 4
5
6]

inverse="true|false"

optional="true|false">
<key ... />
<property ... />

</join>

€ table: the name of the joined table.

99



H 5

B ONG/R REAE PR A (Basic O/R ...

schema (optional): overrides the schema name specified by the root <hibernate-
mapping> element.

catalog (optional): overrides the catalog name specified by the root <hibernate-
mapping> element.

fetch (optional - defaults to join): if set to Jjoin, the default, Hibernate will
use an inner Jjoin to retrieve a <join> defined by a class or its superclasses. It
will use an outer Jjoin for a <join> defined by a subclass. If set to select then
Hibernate will use a sequential select for a <join> defined on a subclass. This
will be issued only if a row represents an instance of the subclass. Inner Jjoins
will still be used to retrieve a <join> defined by the class and its superclasses.
inverse (optional - defaults to false): if enabled, Hibernate will not insert or
update the properties defined by this Jjoin.

optional (optional - defaults to false): if enabled, Hibernate will insert a row
only if the properties defined by this join are non-null. It will always use an

outer join to retrieve the properties.

For example, address information for a person can be mapped to a separate table while

preserving value type semantics for all properties:

<class name="Person"
table="PERSON">

<id name="id" column="PERSON_ID">...</id>

<join table="ADDRESS">

<key column="ADDRESS_ID"/>
<property name="address"/>
<property name="zip"/>
<property nhame="country"/>

</join>

This

feature is often only useful for legacy data models. We recommend fewer tables than

classes and a fine-grained domain model. However, it is useful for switching between

inheritance mapping strategies in a single hierarchy, as explained later.

o.1

.21. Key

The <key> element has featured a few times within this guide. It appears anywhere the

parent mapping element defines a Jjoin to a new table that references the primary key

of the original table. It also defines the foreign key in the joined table:

<key
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column="columnname"

on-delete="noaction|cascade"

O0°

property-ref="propertyName"
not-null="true|false" G
update="true|false" 9

unique="true|false"
/>

€® column (optional): the name of the foreign key column. This can also be specified

by nested <column> element(s) .

© on-delete (optional - defaults to noaction): specifies whether the foreign key
constraint has database-level cascade delete enabled.

© oproperty-ref (optional): specifies that the foreign key refers to columns that are
not the primary key of the original table. It is provided for legacy data.

O rotnull (optional): specifies that the foreign key columns are not nullable. This
is implied whenever the foreign key is also part of the primary key.

© update (optional): specifies that the foreign key should never be updated. This is
implied whenever the foreign key is also part of the primary key.

© unique (optional): specifies that the foreign key should have a unique constraint.

This is implied whenever the foreign key is also the primary key.

For systems where delete performance is important, we recommend that all keys should be
defined on-delete="cascade". Hibernate uses a database-level ON CASCADE DELETE constraint,
instead of many individual DELETE statements. Be aware that this feature bypasses

Hibernate's usual optimistic locking strategy for versioned data.

The not-null and update attributes are useful when mapping a unidirectional one-to-many
association. If you map a unidirectional one-to-many association to a non-nullable

foreign key, you must declare the key column using <key not-null="true">.

5.1.22. Column and formula elements

Mapping elements which accept a column attribute will alternatively accept a <column>

subelement. Likewise, <formula> is an alternative to the formula attribute. For example:

<column
name="column_name"
length="N"
precision="N"
scale="N"
not-null="true|false"
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unique="truelfalse"
unique-key="multicolumn_unique_key name"
index="index_name"
sql-type="sql_type_name"

check="SQL expression"

default="SQL expression"/>

<formula>SQL expression</formula>

column and formula attributes can even be combined within the same property or association

mapping to express, for example, exotic join conditions.

<many-to-one name="homeAddress" class="Address"
insert="false" update="false">
<column name="person_id" not-null="true" length="10"/>
<formula>'MAILING'</formula>
</many-to-one>

5.1.23. Import

If your application has two persistent classes with the same name, and you do not
want to specify the fully qualified package name in Hibernate queries, classes can be
"imported" explicitly, rather than relying upon auto-import="true". You can also import

classes and interfaces that are not explicitly mapped:

<import class="java.lang.Object" rename="Universe"/>

<import
class="ClassName" 0
rename="ShortName" 9
/>

€ class: the fully qualified class name of any Java class.
#© rcname (optional - defaults to the unqualified class name): a name that can be

used in the query language.
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5.1.24. Any

There is one more type of property mapping. The <any> mapping element defines a
polymorphic association to classes from multiple tables. This type of mapping requires
more than one column. The first column contains the type of the associated entity.
The remaining columns contain the identifier. It is impossible to specify a foreign
key constraint for this kind of association. This is not the usual way of mapping
polymorphic associations and you should use this only in special cases. For example,

for audit logs, user session data, etc.

The meta-type attribute allows the application to specify a custom type that maps
database column values to persistent classes that have identifier properties of the
type specified by id-type. You must specify the mapping from values of the meta-type

to class names.

<any name="being" id-type="long" meta-type="string">
<meta-value value="TBL_ANIMAL" class="Animal"/>
<meta-value value="TBL_HUMAN" class="Human"/>
<meta-value value="TBL_ALIEN" class="Alien"/>
<column name="table_name"/>
<column name="id"/>

</any>

<any
name="propertyName" ﬂ
id-type="idtypename" 9

meta-type="metatypename" ﬂ
cascade="cascade_style" o
access="field|property|ClassName" 6‘

optimistic-lock="true|false" @

<meta-value ... />
<meta-value ... />
<column .... />
<column .... />

103



5 E WG/ R AREIEFERLS E (Basic O/R ...

name : E/I@%

id-type: PRIRFFHRAY

meta-type (optional - defaults to string): any type that is allowed for a
discriminator mapping.

cascade (A[3%E —BRiASEnone) : KERAYISEY

access (optional - defaults to property): the strategy Hibernate uses for accessing

the property value.

@ 00 o0o0e

optimistic-lock (optional - defaults to true): specifies that updates to this property
either do or do not require acquisition of the optimistic lock. It defines whether

a version increment should occur if this property is dirty.

5.2. Hibernate types

5.2.1. SEZfKR(Entities) fI{E (values)

In relation to the persistence service, Java language-level objects are classified

into two groups:

An entity exists independently of any other objects holding references to the entity.
Contrast this with the usual Java model, where an unreferenced object is garbage
collected. Entities must be explicitly saved and deleted. Saves and deletions, however,
can be cascaded from a parent entity to its children. This is different from the
ODMG model of object persistence by reachability and corresponds more closely to how
application objects are usually used in large systems. Entities support circular and

shared references. They can also be versioned.

An entity's persistent state consists of references to other entities and instances
of value types. Values are primitives: collections (not what is inside a collection),
components and certain immutable objects. Unlike entities, values in particular
collections and components, are persisted and deleted by reachability. Since value
objects and primitives are persisted and deleted along with their containing entity,
they cannot be independently versioned. Values have no independent identity, so they

cannot be shared by two entities or collections.

Until now, we have been using the term "persistent class" to refer to entities. We will
continue to do that. Not all user-defined classes with a persistent state, however,
are entities. A component is a user-defined class with value semantics. A Java property
of type Java.lang.String also has value semantics. Given this definition, all types
(classes) provided by the JDK have value type semantics in Java, while user-defined
types can be mapped with entity or value type semantics. This decision is up to the
application developer. An entity class in a domain model will normally have shared
references to a single instance of that class, while composition or aggregation usually

translates to a value type.

We will revisit both concepts throughout this reference guide.
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The challenge is to map the Java type system, and the developers' definition of entities
and value types, to the SQL/database type system. The bridge between both systems is
provided by Hibernate. For entities, <class>, <subclass> and so on are used. For value
types we use <property>, <component>etc., that usually have a type attribute. The value
of this attribute is the name of a Hibernate mapping type. Hibernate provides a range
of mappings for standard JDK value types out of the box. You can write your own mapping

types and implement your own custom conversion strategies.

With the exception of collections, all built-in Hibernate types support null semantics.

5.2.2. FEAERA

The built-in basic mapping types can be roughly categorized into the following:

integer, long, short, float, double, character, byte, boolean, yes_no, true_false

X LB R RIFNT N Javalt) JR IR R A BE HBERER, SRFFE CRFE] AN SQL FBRA © boolean,
yes_no %ﬂ true_false%ﬁﬁ%Java l:F'boolean Eﬁ?ﬁjava.lang.Booleanﬁgﬁ%ﬁﬁiﬁﬁg°

string

Mava.lang.String 2| VARCHAR (B3 OracleflJ VARCHAR2) FARLEGT o

date, time, timestamp

Mdgava.util.DateFIEH FRFSQLAERIDATE, TIME FATIMESTAMP (BYZEH2KEY) FRLET o

calendar, calendar_date

Mdava.util.Calendar ZSQL ZBFITIMESTAMPAI DATE (BRZE) 2B 7)) FOMLET o

big decimal, big integer
Mgava.math.BigDecimal flljava.math.BigInteger ZJNUMERIC (B{# Oracle HINUMBERZEAY) FoHd

it -

locale, timezone, currency
Mgava.util.Locale, Java.util.TimeZone Flljava.util.Currency %I|VARCHAR (BX# Oracle
FUVARCHAR2ZE ) FIBRES . Localel Currency HYSEFIHEMRGT B THIISOAS  TimeZone H)SEH
WA BRI ©

class
Mgava.lang.Class 2] VARCHAR (BYE Oracle FJVARCHAR2ZEZ) ARLET o ClasstfILET N E YL
FRES °

binary

EFETTEH (byte arrays) BRES AN RIAY SQL 3 KA o

text

K JavaF AT BB L A SQLICLOBEL A TEXTHR B -

serializable
Maps serializable Java types to an appropriate SQL binary type. You can also
indicate the Hibernate type serializable with the name of a serializable Java class

or interface that does not default to a basic type.

105



5 E WG/ R AREIEFERLS E (Basic O/R ...

clob, blob
Type mappings for the JDBC classes java.sql.Clob and java.sql.Blob. These types can be
inconvenient for some applications, since the blob or clob object cannot be reused

outside of a transaction. Driver support is patchy and inconsistent.

imm_date, imm_time, imm_timestamp, imm_calendar, imm_calendar_date, imm_serializable, imm_binary
Type mappings for what are considered mutable Java types. This is where Hibernate
makes certain optimizations appropriate only for immutable Java types, and the
application treats the object as immutable. For example, you should not call
Date.setTime() for an instance mapped as imm_timestamp. To change the value of the
property, and have that change made persistent, the application must assign a new,

nonidentical, object to the property.

Unique identifiers of entities and collections can be of any basic type except binary,

blob and clob. Composite identifiers are also allowed. See below for more information.

Zforg.hibernate.Hibernateqj, ﬁi}ij’%§ﬁﬂ§§ﬂgX?B§E@Typeﬁ§§§ °thﬁﬂ, Hibernate.STRINGTﬁ
%string ;@9__@‘ °

5.2.3. HEXERE

It is relatively easy for developers to create their own value types. For example,
you might want to persist properties of type Jjava.lang.Biglnteger to VARCHAR columns.
Hibernate does not provide a built-in type for this. Custom types are not limited to
mapping a property, or collection element, to a single table column. So, for example, you
might have a Java property getName()/setName() of type Jjava.lang.String that is persisted
to the columns FIRST NAME, INITIAL, SURNAME.

To implement a custom type, implement either org.hibernate.UserType or
org.hibernate.CompositeUserType and declare properties using the fully qualified classname
of the type. View org.hibernate.test.DoubleStringType to see the kind of things that are

possible.

<property name="twoStrings" type="org.hibernate.test.DoubleStringType">
<column name="first_string"/>
<column name="second_string"/>

</property>

FERE F <column>FREERAL— B IEBR S 2 £ 1> F B I

CompositeUserType, EnhancedUserType, UserCollectionType, *ﬂ UserVersionType E%[]ﬁ?ﬁi#?ﬁ%ﬁ@{f

FT5 AR BESFF

You can even supply parameters to a UserType in the mapping file. To do this, your
UserType must implement the org.hibernate.usertype.ParameterizedType interface. To supply

parameters to your custom type, you can use the <type> element in your mapping files.
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<property name="priority">
<type name="com.mycompany.usertypes.DefaultValuelntegerType">
<param name="default">0</param>
</type>
</property>

WAE, UserType A LAMAE ARIPropertiestf G H 155 |default SEUTIE o

If you regularly use a certain UserType, it is useful to define a shorter name for it.
You can do this using the <typedef> element. Typedefs assign a name to a custom type,

and can also contain a list of default parameter values if the type is parameterized.

<typedef class="com.mycompany.usertypes.DefaultValuelntegerType" name="default_zero">
<param name="default">0</param>
</typedef>

<property name="priority" type="default_zero"/>

th ] DURE BAR S8 B PR ) RS 08 22 7E typedef RIS -

Even though Hibernate's rich range of built-in types and support for components means
you will rarely need to use a custom type, it is considered good practice to use
custom types for non-entity classes that occur frequently in your application. For
example, a MonetaryAmount class is a good candidate for a CompositeUserType, even though
it could be mapped as a component. One reason for this is abstraction. With a custom
type, your mapping documents would be protected against changes to the way monetary

values are represented.

5.3. ZIRBSFE—1RK

It is possible to provide more than one mapping for a particular persistent class. In
this case, you must specify an entity name to disambiguate between instances of the two
mapped entities. By default, the entity name is the same as the class name. Hibernate
lets you specify the entity name when working with persistent objects, when writing

queries, or when mapping associations to the named entity.

<class name="Contract" table="Contracts"
entity-name="CurrentContract">

<set name="history" inverse="true"
order-by="effectiveEndDate desc">
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<key column="currentContractld"/>
<one-to-many entity-name="HistoricalContract"/>
</set>
</class>

<class name="Contract" table="ContractHistory"
entity-name="HistoricalContract">

<many-to-one name="currentContract"
column="currentContractld"
entity-name="CurrentContract"/>
</class>

Associations are now specified using entity-name instead of class.

5.4. SQLH 5|56 F I FRIRLAT

You can force Hibernate to quote an identifier in the generated SQL by enclosing the
table or column name in backticks in the mapping document. Hibernate will use the
correct quotation style for the SQL Dialect. This is usually double quotes, but the SQL

Server uses brackets and MySQL uses backticks.

<class nhame="Lineltem" table=""Line Item™>
<id name="id" column=""ltem Id™"/><generator class="assigned"/></id>
<property name="itemNumber" column=""Item #"/>

</class>

5.5. HAtEE (Metadata)

XML does not suit all users so there are some alternative ways to define O/R mapping

metadata in Hibernate.

5.5.1. f#FH XDoclet FRpil

Many Hibernate users prefer to embed mapping information directly in sourcecode using
XDoclet @hibernate.tags. We do not cover this approach in this reference guide since
it is considered part of XDoclet. However, we include the following example of the

Cat class with XDoclet mappings:

package eg;
import java.util.Set;
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import java.util.Date;

/**

* @hibernate.class

* table="CATS"

*/

public class Cat {
private Long id; // identifier
private Date birthdate;
private Cat mother;
private Set kittens
private Color color;
private char sex;
private float weight;

/*

* @hibernate.id

* generator-class="native"

* column="CAT _ID"

*

public Long getld() {
return id;

}

private void setld(Long id) {
this.id=id;

/**

* @hibernate.many-to-one

* column="PARENT_ID"

*/

public Cat getMother() {
return mother;

}

void setMother(Cat mother) {
this.mother = mother;

/**

* @hibernate.property

* column="BIRTH_DATE"

*

public Date getBirthdate() {
return birthdate;
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}
void setBirthdate(Date date) {

birthdate = date;
}

/**

* @hibernate.property

* column="WEIGHT"

*

public float getWeight() {
return weight;

}

void setWeight(float weight) {
this.weight = weight;

/**

* @hibernate.property

* column="COLOR"

* not-null="true"

*/

public Color getColor() {
return color;

}

void setColor(Color color) {
this.color = color;

}

/**

* @hibernate.set

* inverse="true"

* order-by="BIRTH_DATE"

* @hibernate.collection-key

* column="PARENT _ID"

* @hibernate.collection-one-to-many

*/

public Set getKittens() {
return kittens;

}

void setKittens(Set kittens) {
this.kittens = kittens;

}

/l addKitten not needed by Hibernate

public void addKitten(Cat kitten) {
kittens.add(kitten);
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/**

* @hibernate.property

* column="SEX"

* not-null="true"

* update="false"

*/

public char getSex() {
return sex;

}

void setSex(char sex) {
this.sex=sex;

See the Hibernate website for more examples of XDoclet and Hibernate.

5.5.2. f#/H JDK 5.0 HYyEAE (Annotation)

JDK 5.0 introduced XDoclet-style annotations at the language level that are type-safe
and checked at compile time. This mechanism is more powerful than XDoclet annotations
and better supported by tools and IDEs. IntelliJ IDEA, for example, supports auto-
completion and syntax highlighting of JDK 5.0 annotations. The new revision of the EJB
specification (JSR-220) uses JDK 5.0 annotations as the primary metadata mechanism for
entity beans. Hibernate3 implements the EntityManager of JSR-220 (the persistence API).
Support for mapping metadata is available via the Hibernate Annotations package as a

separate download. Both EJB3 (JSR-220) and Hibernate3 metadata is supported.

X MHEMFNEIB entity bean HJPOJOSKHIH]F

@Entity(access = AccessType.FIELD)
public class Customer implements Serializable {

@Id;
Long id;

String firstName;
String lastName;

Date birthday;

@Transient
Integer age;

@Embedded
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private Address homeAddress;
@OneToMany(cascade=CascadeType.ALL)
@JoinColumn(name="CUSTOMER_ID")

Set<Order> orders;

/I Getter/setter and business methods

(3

5.6. Generated properties

Generated properties are properties that have their values generated by the database.
Typically, Hibernate applications needed to refresh objects that contain any properties
for which the database was generating values. Marking properties as generated, however,
lets the application delegate this responsibility to Hibernate. When Hibernate issues an
SQL INSERT or UPDATE for an entity that has defined generated properties, it immediately

issues a select afterwards to retrieve the generated values.

Properties marked as generated must additionally be non-insertable and non-updateable.

Only versions, timestamps, and simple properties, can be marked as generated.
never (the default): the given property value is not generated within the database.

insert: the given property value is generated on insert, but is not regenerated on
subsequent updates. Properties like created-date fall into this category. Even though
version and timestamp properties can be marked as generated, this option 1is not

available.

always: the property value is generated both on insert and on update.

5.7. Auxiliary database obJjects

Auxiliary database objects allow for the CREATE and DROP of arbitrary database objects.
In conjunction with Hibernate's schema evolution tools, they have the ability to fully
define a user schema within the Hibernate mapping files. Although designed specifically
for creating and dropping things like triggers or stored procedures, any SQL command
that can be run via a Jjava.sql.Statement.execute() method is valid (for example, ALTERs,

INSERTS, etc.). There are essentially two modes for defining auxiliary database objects:
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The first mode is to explicitly list the CREATE and DROP commands in the mapping file:

<hibernate-mapping>

<database-object>
<create>CREATE TRIGGER my_trigger ...</create>
<drop>DROP TRIGGER my_trigger</drop>
</database-object>
</hibernate-mapping>

The second mode is to supply a custom class that constructs the CREATE and DROP commands.
This custom class must dimplement the org.hibernate.mapping.AuxiliaryDatabaseObject

interface.

<hibernate-mapping>

<database-object>
<definition class="MyTriggerDefinition"/>

</database-object>

</hibernate-mapping>

Additionally, these database objects can be optionally scoped so that they only apply

when certain dialects are used.

<hibernate-mapping>

<database-object>
<definition class="MyTriggerDefinition"/>
<dialect-scope name="org.hibernate.dialect.Oracle9iDialect"/>
<dialect-scope name="org.hibernate.dialect.Oracle10gDialect"/>
</database-object>
</hibernate-mapping>
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Y

6.1. BB SR (Persistent collections)

Hibernate requires that persistent collection-valued fields be declared as an interface

type. For example:

public class Product {
private String serialNumber;
private Set parts = new HashSet();

public Set getParts() { return parts; }

void setParts(Set parts) { this.parts = parts; }

public String getSerialNumber() { return serialNumber; }
void setSerialNumber(String sn) { serialNumber = sn; }

The actual interface might be Java.util.Set, Java.util.Collection, Jjava.util.List,
Jjava.util.Map, Java.util.SortedSet, Java.util.SortedMap or anything you like
("anything you 1like" means vyou will have to write an implementation of

org.hibernate.usertype.UserCollectionType.)

Notice how the instance variable was initialized with an instance of HashSet. This is
the best way to initialize collection valued properties of newly instantiated (non-
persistent) instances. When you make the instance persistent, by calling persist() for
example, Hibernate will actually replace the HashSet with an instance of Hibernate's

own implementation of Set. Be aware of the following errors:

Cat cat = new DomesticCat();
Cat kitten = new DomesticCat();

Set kittens = new HashSet();

kittens.add(kitten);

cat.setKittens(kittens);

session.persist(cat);

kittens = cat.getKittens(); // Okay, kittens collection is a Set
(HashSet) cat.getKittens(); // Error!

The persistent collections injected by Hibernate behave like HashMap, HashSet, TreeMap,

TreeSet or ArraylList, depending on the interface type.
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Collections instances have the usual behavior of value types. They are automatically
persisted when referenced by a persistent object and are automatically deleted when
unreferenced. If a collection is passed from one persistent object to another, its
elements might be moved from one table to another. Two entities cannot share a reference
to the same collection instance. Due to the underlying relational model, collection-—
valued properties do not support null value semantics. Hibernate does not distinguish

between a null collection reference and an empty collection.

Use persistent collections the same way you use ordinary Java collections. However,
please ensure you understand the semantics of bidirectional associations (these are

discussed later).

6.2. B ML} ( Collection mappings )

There are quite a range of mappings that can be generated for collections

that cover many common relational models. We suggest you experiment with

the schema generation tool so that you understand how various mapping

declarations translate to database tables.

The Hibernate mapping element used for mapping a collection depends upon the type of

interface. For example, a <set> element is used for mapping properties of type Set.

<class name="Product">
<id name="serialNumber" column="productSerialNumber"/>
<set name="parts">
<key column="productSerialNumber" not-null="true"/>
<one-to-many class="Part"/>
</set>
</class>

&%j’<set>,£ﬁ¥§<list>, <map>, <bag>, <array> %ﬂ <primitive-array> E%E#fﬁﬁ% °<map>£i¥§fﬁ§§
P

<map
name="propertyName" ﬁ
table="table_name" 'g
schema="schema_name" B
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lazy="true|extralfalse" ﬂ'
inverse="true|false" 9

cascade:"alllnone|save-update|deletelall—delete—orphan|deletﬂe-orphan"

sort="unsorted|natural|comparatorClass" ﬂ'
order-by="column_name asc|desc" @'
where="arbitrary sql where condition" 9
fetch="join|select|subselect" @
batch-size="N" @
access="field|property|ClassName" @
optimistic-lock="true|false" {E}
mutable="true|false" @

node="element-name|."
embed-xml="true|false"

>
<key .... />
<map-key .... />
<element .... />
</map>

€ name: the collection property name

© table (optional - defaults to property name): the name of the collection table.
It is not used for one-to-many associations.

€ schema (optional): the name of a table schema to override the schema declared on
the root element

O 1lazy (optional - defaults to true): disables lazy fetching and specifies that the
association is always eagerly fetched. It can also be used to enable "extra-lazy"
fetching where most operations do not initialize the collection. This is suitable
for large collections.

© inverse (optional - defaults to false): marks this collection as the "inverse" end
of a bidirectional association.

© cascade (optional - defaults to none): enables operations to cascade to child
entities.

€ sort (optional): specifies a sorted collection with natural sort order or a given

comparator class.
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€ order-by (optional, JDK1.4 only): specifies a table column or columns that define

the iteration order of the Map, Set or bag, together with an optional asc or desc.

<

where (optional): specifies an arbitrary SQL WHERE condition that is used when
retrieving or removing the collection. This is useful if the collection needs to
contain only a subset of the available data.

fetch (optional, defaults to select): chooses between outer—join fetching, fetching
by sequential select, and fetching by sequential subselect.

batch-size (optional, defaults to 1): specifies a "batch size" for lazily fetching
instances of this collection.

access (optional - defaults to property): the strategy Hibernate uses for accessing

the collection property value.

e ® e 6

optimistic-lock (optional - defaults to true): specifies that changes to the state
of the collection results in increments of the owning entity's version. For one-—
to-many associations you may want to disable this setting.

{{» mutable (optional - defaults to true): a value of false specifies that the elements
of the collection never change. This allows for minor performance optimization

in some cases.

6.2.1. EE54ME (Collection foreign keys)

Collection instances are distinguished in the database by the foreign key of the
entity that owns the collection. This foreign key is referred to as the collection
key column, or columns, of the collection table. The collection key column is mapped

by the <key> element.

There can be a nullability constraint on the foreign key column. For most collections,
this is implied. For unidirectional one-to-many associations, the foreign key column

is nullable by default, so you may need to specify not-null="true".
<key column="productSerialNumber" not-null="true"/>
The foreign key constraint can use ON DELETE CASCADE.

<key column="productSerialNumber" on-delete="cascade"/>

Ff<key> TLRMITEEEE X, ESMBIHAIET
6.2.2. 8241 % (Collection elements)

Collections can contain almost any other Hibernate type, including: basic types, custom
types, components and references to other entities. This is an important distinction.
An object in a collection might be handled with "value" semantics (its life cycle fully

depends on the collection owner), or it might be a reference to another entity with
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its own life cycle. In the latter case, only the "link" between the two objects is

considered to be a state held by the collection.

WEBERRIPH N EEITERE (collection element type) ° BATLRIE
fi<e1ement>§2<composite—element>%§§ﬁ, EE%EIiﬁ%S}&K%]ﬁHE@H?ﬂ%, ﬁ%ii<one—to—many> EE<many—
to-many>[pt o B R P T8 PRV LB TCER S R R T AL SE AR SRR

6.2.3. E5|E#E-42K (Indexed collections)

All collection mappings, except those with set and bag semantics, need an index column
in the collection table. An index column is a column that maps to an array index, or
List index, or Map key. The index of a Map may be of any basic type, mapped with <map-
key>. It can be an entity reference mapped with <map-key-many-to-many>, or it can be a
composite type mapped with <composite-map-key>. The index of an array or list is always
of type integer and is mapped using the <list-index> element. The mapped column contains

sequential integers that are numbered from zero by default.

<list-index

column="column_name" ﬁ

base="0|1|..."/>
€ column name (required): the name of the column holding the collection index values.
€ base (optional - defaults to 0): the value of the index column that corresponds

to the first element of the list or array.

<map-key
column="column_name" o

formula="any SQL expression" 9

type="type_name" 9
node="@attribute-name"
length="N"/>

® column (optional): the name of the column holding the collection index values.
© formula (optional): a SQL formula used to evaluate the key of the map.
© type (required): the type of the map keys.

<map-key-many-to-many

column="column_name" o
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formula="any SQL expression" eﬂ
class="ClassName"
/>

© columm (optional): the name of the foreign key column for the collection index
values.

© formula (optional): a SQ formula used to evaluate the foreign key of the map key.

3]

class (required): the entity class used as the map key.

If your table does not have an index column, and you still wish to use List as the
property type, you can map the property as a Hibernate <bag>. A bag does not retain its

order when it is retrieved from the database, but it can be optionally sorted or ordered.

6.2.4. XT—MEEE. FMEH<renen-hRZE ©

Any collection of values or many-to-many associations requires a dedicated collection
table with a foreign key column or columns, collection element column or columns, and

possibly an index column or columns.

For a collection of values use the <element> tag. For example:

<element
column="column_name" 0
formula="any SQL expression" 9
type="typename" E’
length="L"
precision="P"
scale="S"

not-null="true|false"

unique="true|false"

node="element-name"
/>

® column (optional): the name of the column holding the collection element values.
@ formula (optional): an SQL formula used to evaluate the element.

€ type (required): the type of the collection element.

A many-to-many association is specified using the <many-to-many> element.

<many-to-many
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/>

column="column_name" 0'
formula="any SQL expression" 9
class="ClassName" E’
fetch="select|join" G
unique="truelfalse" 9
not-found="ignore|exception" ﬂ
entity-name="EntityName" B

property-ref="propertyNameFromAssociatedClass" @
node="element-name"
embed-xml="true|false"

column (optional): the name of the element foreign key column.

formula (optional): an SQL formula used to evaluate the element foreign key value.
class (required): the name of the associated class.

fetch (optional - defaults to join): enables outer—join or sequential select fetching
for this association. This is a special case:; for full eager fetching in a single
SELECT of an entity and its many-to—-many relationships to other entities, you would
enable join fetching,not only of the collection itself, but also with this attribute
on the <many-to-many> nested element.

unique (optional): enables the DDL generation of a unique constraint for the foreign-
key column. This makes the association multiplicity effectively one-to—many.
not—-found (optional - defaults to exception): specifies how foreign keys that
reference missing rows will be handled: ignore will treat a missing row as a null
association.

entity-name (optional): the entity name of the associated class, as an alternative
to class.

property-ref (optional): the name of a property of the associated class that is
joined to this foreign key. If not specified, the primary key of the associated

class is used.

Here are some examples.

A set of strings:

<set nhame="names" table="person_names">
<key column="person_id"/>
<element column="person_name" type="string"/>
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</set>

A bag containing integers with an iteration order determined by the order-by attribute:

<bag name="sizes"
table="item_sizes"
order-by="size asc">
<key column="item_id"/>
<element column="size" type="integer"/>
</bag>

An array of entities, in this case, a many-to-many association:

<array hame="addresses"
table="PersonAddress"
cascade="persist">
<key column="personld"/>
<list-index column="sortOrder"/>
<many-to-many column="addressld" class="Address"/>
</array>

—MNARRSIE.  (F—FEiR)

<map name="holidays"
table="holidays"
schema="dbo"
order-by="hol_name asc">
<key column="id"/>
<map-key column="hol_name" type="string"/>
<element column="hol_date" type="date"/>
</map>

A list of components (this is discussed in the next chapter):

<list name="carComponents"
table="CarComponents">
<key column="carld"/>
<list-index column="sortOrder"/>
<composite-element class="CarComponent">
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<property name="price"/>
<property nhame="type"/>
<property name="serialNumber" column="serialNum"/>
</composite-element>
</list>

6.2.5. —XfZ REEN SMEER NN BN NI, A FIEEE
%% ° ﬁﬁ%?\*ﬁﬂ%fT—%Java%é\%%X:

A one-to-many association links the tables of two classes via a foreign key with
no intervening collection table. This mapping loses certain semantics of normal Java

collections:

+ An instance of the contained entity class cannot belong to more than one instance
of the collection.
- An instance of the contained entity class cannot appear at more than one value of

the collection index.

An association from Product to Part requires the existence of a foreign key column and
possibly an index column to the Part table. A <one-to-many> tag indicates that this is

a one-to—-many association.

<one-to-many
class="ClassName" °
not-found="ignore|exception" e

entity-name="EntityName"
node="element-name"
embed-xml="true|false"

/>

€ class (required): the name of the associated class.

© rnot-found (optional - defaults to exception): specifies how cached identifiers that
reference missing rows will be handled. ignore will treat a missing row as a null
association.

G) entity-name (optional): the entity name of the associated class, as an alternative

to class.

The <one-to-many> element does not need to declare any columns. Nor is it necessary to

specify the table name anywhere.
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i A
=

If the foreign key column of a <one-to-many> association is declared
NOT NULL, you must declare the <key> mapping not-null="true" or
use a bidirectional association with the collection mapping marked
inverse="true". See the discussion of bidirectional associations later in

this chapter for more information.

The following example shows a map of Part entities by name, where partName is a persistent

property of Part. Notice the use of a formula-based index:

<map name="parts"
cascade="all">
<key column="productld" not-null="true"/>
<map-key formula="partName"/>
<one-to-many class="Part"/>
</map>

6.3. HELILET <Advanced collection mappings)

6.3.1. HFE4 (Sorted collections)

Hibernate Y 5L ] java.util.SortedMapflljava.util.SortedSetfJEE & o VRN INTE LS LR85 E
EENPAN i
(MRS

<set name="aliases"
table="person_aliases"
sort="natural">
<key column="person"/>
<element column="name" type="string"/>
</set>

<map name="holidays" sort="my.custom.HolidayComparator">
<key column="year_id"/>
<map-key column="hol_name" type="string"/>
<element column="hol_date" type="date"/>

</map>

sort)%‘]‘@ﬁ*ﬁi%ﬁ@{ﬁ@fﬁunsorted , natural*ﬂ%/l\ifmTjava .util. Comparatorﬁ@é@ﬁ/\]f&%ff\ °

ﬁ%%éﬂgﬁfﬁ%g@i%dava .util .TreeSetﬁ%“java .util.TreeMap °
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If you want the database itself to order the collection elements, use the order-by
attribute of set, bag or map mappings. This solution is only available under JDK 1.4
or higher and is implemented using LinkedHashSet or LinkedHashMap. This performs the

ordering in the SQL query and not in the memory.

<set name="aliases" table="person_aliases" order-by="lower(name) asc">
<key column="person"/>
<element column="name" type="string"/>

</set>

<map name="holidays" order-by="hol_date, hol_name">
<key column="year_id"/>
<map-key column="hol_name" type="string"/>
<element column="hol_date type="date"/>

</map>

Note

The value of the order-by attribute is an SQL ordering, not an HQL ordering.

Associations can even be sorted by arbitrary criteria at runtime using a collection

filter():

sortedUsers = s.createFilter( group.getUsers(), "order by this.name" ).list();

6.3.2. X\ FEE (Bidirectional associations)

A bidirectional association allows navigation from both "ends" of the association. Two

kinds of bidirectional association are supported:

—%f% (one-to-many)

set or bag valued at one end and single-valued at the other

£Z%t% (many-to-many)

P il A2 se t B bag (B

You can specify a bidirectional many-to-many association by mapping two many-to-many
associations to the same database table and declaring one end as inverse. You cannot

select an indexed collection.

Here is an example of a bidirectional many-to-many association that illustrates how

each category can have many items and each item can be in many categories:
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<class name="Category">
<id name="id" column="CATEGORY_ID"/>

<bag name="items" table="CATEGORY_ITEM">
<key column="CATEGORY_ID"/>
<many-to-many class="Item" column="ITEM_ID"/>
</bag>
</class>

<class name="ltem">
<id name="id" column="ITEM_ID"/>

<l--inverse end -->
<bag name="categories" table="CATEGORY_ITEM" inverse="true">
<key column="ITEM_ID"/>
<many-to-many class="Category" column="CATEGORY_ID"/>
</bag>
</class>

Changes made only to the inverse end of the association are not persisted. This means
that Hibernate has two representations in memory for every bidirectional association:
one link from A to B and another link from B to A. This is easier to understand if you

think about the Java object model and how a many-to-many relationship in Javais created:

category.getltems().add(item); /I The category now "knows" about the relationship
item.getCategories().add(category); // The item now "knows" about the relationship

session.persist(item); /I The relationship won't be saved!
session.persist(category); I/l The relationship will be saved

e S e H THE N AF R RN R SRR A

You can define a bidirectional one-to-many association by mapping a one-to-many
association to the same table column(s) as a many-to-one association and declaring

the many-valued end inverse="true".

<class name="Parent">
<id name="id" column="parent_id"/>
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<set name="children" inverse="true">
<key column="parent_id"/>
<one-to-many class="Child"/>
</set>
</class>

<class name="Child">
<id name="id" column="child_id"/>

<many-to-one name="parent"
class="Parent"
column="parent_id"
not-null="true"/>
</class>

Mapping one end of an association with inverse="true" does not affect the operation of

cascades as these are orthogonal concepts.

6.3.3. WK, WHEEFEER

A bidirectional association where one end is represented as a <list> or <map>, requires
special consideration. If there is a property of the child class that maps to the index

column you can use inverse="true" on the collection mapping:

<class name="Parent">
<id name="id" column="parent_id"/>

<map name="children" inverse="true">
<key column="parent_id"/>
<map-key column="name"
type="string"/>
<one-to-many class="Child"/>
</map>
</class>

<class name="Child">
<id name="id" column="child_id"/>

<property name="name"
not-null="true"/>

<many-to-one name="parent"
class="Parent"
column="parent_id"
not-null="true"/>
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</class>

If there is no such property on the child class, the association cannot be considered
truly bidirectional. That is, there is information available at one end of the
association that is not available at the other end. In this case, you cannot map the

collection inverse="true". Instead, you could use the following mapping:

<class nhame="Parent">
<id name="id" column="parent_id"/>

<map name="children">
<key column="parent_id"
not-null="true"/>
<map-key column="name"
type="string"/>
<one-to-many class="Child"/>
</map>
</class>

<class name="Child">
<id name="id" column="child_id"/>

<many-to-one name="parent"
class="Parent"
column="parent_id"
insert="false"
update="false"
not-null="true"/>
</class>

Note that in this mapping, the collection-valued end of the association is responsible

for updates to the foreign key.

6.3.4. —HEREE (Ternary associations)

There are three possible approaches to mapping a ternary association. One approach is

to use a Map with an association as its index:

<map name="contracts">
<key column="employer_id" not-null="true"/>
<map-key-many-to-many column="employee_id" class="Employee"/>
<one-to-many class="Contract"/>
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</map>

<map name="connections">
<key column="incoming_node_id"/>
<map-key-many-to-many column="outgoing_node_id" class="Node"/>
<many-to-many column="connection_id" class="Connection"/>
</map>

A second approach is to remodel the association as an entity class. This is the most

common approach.

A final alternative is to use composite elements, which will be discussed later.

6 . 8 . 5 . {#ifH<idbag>

The majority of the many-to-many associations and collections of values shown previously
all map to tables with composite keys, even though it has been have suggested that
entities should have synthetic identifiers (surrogate keys). A pure association table
does not seem to benefit much from a surrogate key, although a collection of composite
values might. It is for this reason that Hibernate provides a feature that allows you to

map many—-to-many associations and collections of values to a table with a surrogate key.

The <idbag> element lets you map a List (or Collection) with bag semantics. For example:

<idbag name="lovers" table="LOVERS">
<collection-id column="ID" type="long">
<generator class="sequence"/>
</collection-id>
<key column="PERSON1"/>
<many-to-many column="PERSONZ2" class="Person" fetch="join"/>
</idbag>

An <idbag> has a synthetic id generator, just like an entity class. A different surrogate
key 1is assigned to each collection row. Hibernate does not, however, provide any

mechanism for discovering the surrogate key value of a particular row.

The update performance of an <idbag> supersedes a regular <bag>. Hibernate can locate
individual rows efficiently and update or delete them individually, similar to a list,

map or set.

FEHRTHISERLA, 3B 0E  d dentd e ARIRAT AL Al AR BRI AR AL li<i dbag> R A HIPRIRAT ©
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6.4. LT (Collection example)

This section covers collection examples.

The following class has a collection of Child instances:

package eg;
import java.util.Set;

public class Parent {
private long id;

private Set children;

public long getld() { return id; }
private void setld(long id) { this.id=id; }

private Set getChildren() { return children; }

private void setChildren(Set children) { this.children=children; }

If each child has, at most, one parent,

association:

<hibernate-mapping>

<class name="Parent">
<id name="id">
<generator class="sequence"/>
</id>
<set name="children">
<key column="parent_id"/>
<one-to-many class="Child"/>
</set>
</class>

<class name="Child">
<id name="id">
<generator class="sequence"/>
</id>
<property name="name"/>

the most natural mapping is a one-to-many
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</class>

</hibernate-mapping>

FELL N HIZRRE SCH RO, 13X R 5K AR

create table parent ( id bigint not null primary key )
create table child ( id bigint not null primary key, name varchar(255), parent_id bigint )
alter table child add constraint childfkO (parent_id) references parent

AURALF SRR . AR AR AT LLE FI W [ one~to-many Y KEK T :

<hibernate-mapping>

<class name="Parent">
<id name="id">
<generator class="sequence"/>
</id>
<set name="children" inverse="true">
<key column="parent_id"/>
<one-to-many class="Child"/>
</set>
</class>

<class name="Child">
<id name="id">
<generator class="sequence"/>
<fid>
<property name="name"/>
<many-to-one name="parent" class="Parent" column="parent_id" not-null="true"/>
</class>

</hibernate-mapping>

TEVEENOT NULLIA)ER :

create table parent (id bigint not null primary key )
create table child ( id bigint not null

primary key,

name varchar(255),
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parent_id bigint not null )

alter table child add constraint childfkO (parent_id) references parent

Alternatively, if this association must be unidirectional you can declare the NOT NULL

constraint on the <key> mapping:

<hibernate-mapping>

<class name="Parent">
<id name="id">
<generator class="sequence"/>
</id>
<set name="children">
<key column="parent_id" not-null="true"/>
<one-to-many class="Child"/>
</set>
</class>

<class name="Child">
<id name="id">
<generator class="sequence"/>
</id>
<property name="name"/>
</class>

</hibernate-mapping>

On the other hand, if a child has multiple parents,

appropriate:

<hibernate-mapping>

<class name="Parent">
<id name="id">
<generator class="sequence"/>
</id>
<set name="children" table="childset">
<key column="parent_id"/>
<many-to-many class="Child" column="child_id"/>
</set>
</class>

a many-to-many association

is

132



EAFF (Collection example)

<class name="Child">
<id name="id">
<generator class="sequence"/>
</id>
<property name="name"/>
</class>

</hibernate-mapping>

RN

create table parent ( id bigint not null primary key )
create table child ( id bigint not null primary key, name varchar(255) )
create table childset ( parent_id bigint not null,

child_id bigint not null,

primary key ( parent_id, child_id ) )
alter table childset add constraint childsetfkO (parent_id) references parent
alter table childset add constraint childsetfk1 (child_id) references child

For more examples and a complete explanation of a parent/child relationship mapping,

=z

see ﬁ% 21 = ﬁ%ﬁﬂ: ﬁﬁﬁzjﬁﬁé(ParenL Child Relationships) for more information.

Even more complex association mappings are covered in the next chapter.
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7.1. 4R

Association mappings are often the most difficult thing to implement correctly. In
this section we examine some canonical cases one by one, starting with unidirectional

mappings and then bidirectional cases. We will use Person and Address in all the examples.

Associations will be classified by multiplicity and whether or not they map to an

intervening join table.

Nullable foreign keys are not considered to be good practice in traditional data
modelling, so our examples do not use nullable foreign keys. This is not a requirement

of Hibernate, and the mappings will work if you drop the nullability constraints.
) Y . . . . . ;
7.2. HmxE: (Unidirectional associations)

7.2.1. Many-to-one

i [A]many-to-one KEKE H H WAV REX KR °

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<many-to-one name="address"
column="addressl|d"
not-null="true"/>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
</class>

create table Person ( personld bigint not null primary key, addressld bigint not null )
create table Address ( addressld bigint not null primary key )
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7.2.2. One—-to-one

H T M SRR A B o) — 3% — SRIPOR 88 [7] 2 36— SR LF — Y ME— RO AR 2 B ] — X — K%
BRSO M B B A ME— PR -

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<many-to-one name="address"
column="addressld"
unigue="true"
not-null="true"/>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>

</class>

create table Person ( personld bigint not null primary key, addressld bigint not null unique )
create table Address ( addressld bigint not null primary key )

A unidirectional one-to-one association on a primary key usually uses a special id

generator In this example, however, we have reversed the direction of the association:

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
</class>

<class name="Address">
<id name="id" column="personld">
<generator class="foreign">
<param name="property">person</param>
</generator>
</id>
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<one-to-one name="person" constrained="true"/>
</class>

create table Person ( personld bigint not null primary key )
create table Address ( personld bigint not null primary key )

7.2.3. One-to—many

A unidirectional one-to-many association on a foreign key is an unusual case, and is

not recommended.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<set name="addresses">
<key column="personld"
not-null="true"/>
<one-to-many class="Address"/>
</set>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
</class>

create table Person ( personld bigint not null primary key )
create table Address ( addressld bigint not null primary key, personld bigint not null )

You should instead use a join table for this kind of association.
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7.3. (FHEERHE R LEE (Unidirectional

associations with join tables)

7.3.1. One—-to—many

A unidirectional one-to—many association on a Jjoin table is the preferred option.

Specifying unique="true", changes the multiplicity from many-to-many to one-to-many.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<set name="addresses" table="PersonAddress">
<key column="personld"/>
<many-to-many column="addressld"

unigue="true"
class="Address"/>
</set>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
</class>

create table Person ( personld bigint not null primary key )
create table PersonAddress ( personld not null, addressld bigint not null primary key )
create table Address ( addressld bigint not null primary key )

7.3.2. Many-to-one

A unidirectional many-to-one association on a Jjoin table is common when the association

is optional. For example:

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
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</id>
<join table="PersonAddress"
optional="true">
<key column="personld" unique="true"/>
<many-to-one name="address"
column="addressld"
not-null="true"/>
</join>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
<fid>

</class>

create table Person ( personld bigint not null primary key )
create table PersonAddress ( personld bigint not null primary key, addressld bigint not null )
create table Address (‘addressld bigint not null primary key )

7.3.3. One—-to-one

A unidirectional one-to-one association on a Jjoin table is possible, but extremely

unusual.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<join table="PersonAddress"
optional="true">
<key column="personld"
unigue="true"/>
<many-to-one name="address"
column="addressld"
not-null="true"
unigue="true"/>
</join>
</class>
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<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
<fid>

</class>

create table Person ( personld bigint not null primary key )
create table PersonAddress ( personld bigint not null primary key, addressld bigint not null unique )
create table Address (‘addressld bigint not null primary key )

7.3.4. Many-to—-many

Finally, here is an example of a unidirectional many-to-many association.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<set name="addresses" table="PersonAddress">
<key column="personld"/>
<many-to-many column="addressld"
class="Address"/>
</set>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
</class>

create table Person ( personld bigint not null primary key )

create table PersonAddress ( personld bigint not null, addressld bigint not null, primary key
(personld, addressld) )

create table Address ( addressld bigint not null primary key )
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7.4. Wja]<ELE (Bidirectional associations)

7.4.1. one-to-many / many-to-one

A bidirectional many-to-one association is the most common kind of association. The

following example illustrates the standard parent/child relationship.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<many-to-one name="address"
column="addressl|d"
not-null="true"/>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
<set name="people" inverse="true">
<key column="addressld"/>
<one-to-many class="Person"/>
</set>
</class>

create table Person ( personld bigint not null primary key, addressld bigint not null )
create table Address ( addressld bigint not null primary key )

If you use a List, or other indexed collection, set the key column of the foreign
key to not null. Hibernate will manage the association from the collections side to
maintain the index of each element, making the other side virtually inverse by setting

update="false" and insert="false":

<class name="Person">
<id name="id"/>
<many-to-one name="address"
column="addressld"
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not-null="true"

insert="false"
update="false"/>
</class>

<class name="Address">
<id name="id"/>

<list name="people">
<key column="addressld" not-null="true"/>
<list-index column="peopleldx"/>
<one-to-many class="Person"/>
</list>
</class>

If the underlying foreign key column is NOT NULL, it is important that you define not-
null="true" on the <key> element of the collection mapping. Do not only declare not-

null="true" on a possible nested <column> element, but on the <key> element.

7.4.2. One-to—-one

A bidirectional one-to-one association on a foreign key is common:

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<many-to-one name="address"
column="addressld"

unigue="true"
not-null="true"/>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
<one-to-one name="person"
property-ref="address"/>
</class>
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create table Person ( personld bigint not null primary key, addressld bigint not null unique )
create table Address (. addressld bigint not null primary key )

A bidirectional one-to-one association on a primary key uses the special id generator:

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<one-to-one name="address"/>
</class>

<class name="Address">
<id name="id" column="personld">
<generator class="foreign">
<param name="property">person</param>
</generator>
</id>
<one-to-one name="person"
constrained="true"/>
</class>

create table Person ( personld bigint not null primary key )
create table Address ( personld bigint not null primary key )

7.5. {EFRHEEFERN A KB (Bidirectional associations
with join tables)

7.5.1. one-to-many / many-to-one

The following is an example of a bidirectional one-to-many association on a Jjoin table.
The inverse="true" can go on either end of the association, on the collection, or on

the join.

<class name="Person">
<id name="id" column="personld">
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<generator class="native"/>

<fid>

<set name="addresses"
table="PersonAddress">
<key column="personld"/>
<many-to-many column="addressld"

unigue="true"
class="Address"/>
</set>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
<join table="PersonAddress"
inverse="true"
optional="true">
<key column="addressld"/>
<many-to-one name="person
column="personld"
not-null="true"/>
</join>
</class>

create table Person ( personld bigint not null primary key )
create table PersonAddress ( personld bigint not null, addressld bigint not null primary key )
create table Address ( addressld bigint not null primary key )

7.5.2. —X}— (one to one)

A bidirectional one-to-one association on a Jjoin table is possible, but extremely

unusual.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<join table="PersonAddress"
optional="true">
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<key column="personld"
unigue="true"/>

<many-to-one name="address"
column="addressld"
not-null="true"
unigue="true"/>

</join>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
</id>
<join table="PersonAddress"
optional="true"
inverse="true">
<key column="addressld"
unigue="true"/>
<many-to-one name="person"
column="personld"
not-null="true"
unigue="true"/>
</join>
</class>

create table Person ( personld bigint not null primary key )
create table PersonAddress ( personid bigint not null primary key, addressld bigint not null unique )
create table Address ( addressld bigint not null primary key )

7.5.3. Many-to—many

Here is an example of a bidirectional many-to-many association.

<class name="Person">
<id name="id" column="personld">
<generator class="native"/>
</id>
<set name="addresses" table="PersonAddress">
<key column="personld"/>
<many-to-many column="addressld"
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class="Address"/>
</set>
</class>

<class name="Address">
<id name="id" column="addressld">
<generator class="native"/>
<fid>
<set name="people" inverse="true" table="PersonAddress">
<key column="addressld"/>
<many-to-many column="personld"
class="Person"/>
</set>
</class>

create table Person ( personld bigint not null primary key )

create table PersonAddress ( personld bigint not null, addressld bigint not null, primary key
(personld, addressld) )

create table Address (‘addressld bigint not null primary key )

7.6. B IRAIICERIRS

More complex association Jjoins are extremely rare. Hibernate handles more complex
situations by using SQL fragments embedded in the mapping document. For example, if
a table with historical account information data defines accountNumber, effectiveEndDate

and effectiveStartDatecolumns, it would be mapped as follows:

<properties name="currentAccountKey">
<property name="accountNumber" type="string" not-null="true"/>
<property name="currentAccount" type="boolean">
<formula>case when effectiveEndDate is null then 1 else 0 end</formula>
</property>
</properties>
<property name="effectiveEndDate" type="date"/>
<property name="effectiveStateDate" type="date" not-null="true"/>

You can then map an association to the current instance, the one with null

effectiveEndDate, by using:
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<many-to-one name="currentAccountinfo"
property-ref="currentAccountKey"
class="Accountinfo">
<column name="accountNumber"/>
<formula>'1'</formula>
</many-to-one>

In a more complex example, imagine that the association between Employee and Organization

is maintained in an Employment table full of historical employment data. An association

to the employee's most recent employer, the one with the most recent startDate, could

be mapped in the following way:

<join>
<key column="employeeld"/>
<subselect>
select employeeld, orgld
from Employments
group by orgld
having startDate = max(startDate)
</subselect>
<many-to-one name="mostRecentEmployer"
class="Organization"
column="orgld"/>
</join>

This functionality allows a degree of creativity and

flexibility,

but it is more

practical to handle these kinds of cases using HQL or a criteria query.
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The notion of a component is re-used in several different contexts and purposes

throughout Hibernate.

8.1. {KHfix} % (Dependent objects)

A component is a contained object that is persisted as a value type and not an entity
reference. The term "component" refers to the object-oriented notion of composition and

not to architecture-level components. For example, you can model a person like this:

public class Person {

private java.util.Date birthday;

private Name name;

private String key;

public String getKey() {
return key;

}

private void setKey(String key) {
this.key=key;

}

public java.util.Date getBirthday() {
return birthday;

}

public void setBirthday(java.util.Date birthday) {
this.birthday = birthday;

}

public Name getName() {
return name;

}

public void setName(Name name) {
this.name = name;

public class Name {
char initial;
String first;
String last;
public String getFirst() {
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return first;

}

void setFirst(String first) {
this.first = first;

}

public String getLast() {
return last;

}

void setLast(String last) {
this.last = last;

}

public char getlinitial() {
return initial;

}

void setlnitial(char initial) {
this.initial = initial;

Now Name can be persisted as a component of Person. Name defines getter and setter
methods for its persistent properties, but it does not need to declare any interfaces

or identifier properties.

Our Hibernate mapping would look like this:

<class name="eg.Person" table="person">
<id name="Key" column="pid" type="string">
<generator class="uuid"/>
</id>
<property name="birthday" type="date"/>
<component name="Name" class="eg.Name"> <!-- class attribute optional -->
<property name="initial"/>
<property name="first"/>
<property name="last"/>
</component>
</class>

A5 (Person) FH A FEpid, birthday, initial, firstfll lastZEFEX o

Like value types, components do not support shared references. In other words, two
persons could have the same name, but the two person objects would contain two
independent name objects that were only "the same" by value. The null value semantics

of a component are ad hoc. When reloading the containing object, Hibernate will assume
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that if all component columns are null, then the entire component is null. This is

suitable for most purposes.

The properties of a component can be of any Hibernate type (collections., many-to-one
associations, other components, etc). Nested components should not be considered an

exotic usage. Hibernate is intended to support a fine-grained object model.

<component> JLREILMFH <parent>FILH, ANKFEHHcomponent R — M EHEEIEMEEER
SERIYSI A o

<class name="eg.Person" table="person">
<id name="Key" column="pid" type="string">
<generator class="uuid"/>
</id>
<property name="birthday" type="date"/>
<component name="Name" class="eg.Name" unique="true">
<parent name="namedPerson"/> <!-- reference back to the Person -->
<property name="initial"/>
<property name="first"/>
<property name="last"/>
</component>
</class>

8.2. LT HIAYKEIN S (Collections of dependent
objects)

Collections of components are supported (e.g. an array of type Name). Declare your

component collection by replacing the <element> tag with a <composite-element> tag:

<set name="someNames" table="some_names" lazy="true">
<key column="id"/>
<composite-element class="eg.Name"> <!-- class attribute required -->
<property name="initial"/>
<property name="first"/>
<property name="last"/>
</composite-element>
</set>
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HE

If you define a Set of composite elements, it is important to implement

equals() and hashCode() correctly.

Composite elements can contain components but not collections. If your composite element
contains components, use the <nested-composite-element> tag. This case is a collection
of components which themselves have components. You may want to consider if a one-
to—many association is more appropriate. Remodel the composite element as an entity,
but be aware that even though the Java model is the same, the relational model and

persistence semantics are still slightly different.

A composite element mapping does not support null-able properties if you are using
a <set>. There is no separate primary key column in the composite element table.
Hibernate uses each column's value to identify a record when deleting objects, which
is not possible with null values. You have to either use only not-null properties in

a composite-element or choose a <list>, <map>, <bag> or <idbag>.

A special case of a composite element is a composite element with a nested <many-to-one>
element. This mapping allows you to map extra columns of a many-to-many association
table to the composite element class. The following is a many-to—many association from

Order to Item, where purchaseDate, price and quantity are properties of the association:

<class name="eg.Order" .... >

<set name="purchasedltems" table="purchase_items" lazy="true">
<key column="order_id">
<composite-element class="eg.Purchase">
<property name="purchaseDate"/>
<property name="price"/>
<property name="quantity"/>
<many-to-one name="item" class="eg.ltem"/> <!-- class attribute is optional -->
</composite-element>
</set>
</class>

There cannot be a reference to the purchase on the other side for bidirectional
association navigation. Components are value types and do not allow shared references.
A single Purchase can be in the set of an Order, but it cannot be referenced by the

Item at the same time.

LS AT B XA T LAY R = o
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<class name="eg.Order" .... >

<set name="purchasedltems" table="purchase_items" lazy="true">
<key column="order_id">
<composite-element class="eg.OrderLine">
<many-to-one name="purchaseDetails class="eg.Purchase"/>
<many-to-one name="item" class="eg.Iltem"/>
</composite-element>
</set>
</class>

Composite elements can appear in queries using the same syntax as associations to

other entities.

8.3. HMHAENMaphy&ET| (Components as Map indices )

The <composite-map-key> element allows you to map a component class as the key of a Map.

Ensure that you override hashCode() and equals() correctly on the component class.
A A) > Varan .

8.4. HMHAE NEEEFRESF (Components as composite

identifiers)

You can use a component as an identifier of an entity class. Your component class must

satisfy certain requirements:

- EAAISE java. io.SerializabledE [

+ It must re-implement equals() and hashCode() consistently with the database's notion

of composite key equality.

(3

You cannot use an IdentifierGenerator to generate composite keys. Instead the application

must assign its own identifiers.

Use the <composite-id> tag, with nested <key-property> elements, in place of the usual
<id> declaration. For example, the OrderLine class has a primary key that depends upon

the (composite) primary key of Order.

<class name="OrderLine">
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<composite-id name="id" class="OrderLineld">
<key-property name="lineld"/>
<key-property name="orderld"/>
<key-property name="customerld"/>
</composite-id>

<property name="name"/>

<many-to-one name="order" class="Order"
insert="false" update="false">
<column name="orderld"/>
<column name="customerld"/>
</many-to-one>

</class>

Any foreign keys referencing the OrderLine table are now composite. Declare this in your

mappings for other classes. An association to OrderLine is mapped like this:

<many-to-one name="orderLine" class="OrderLine">
<l-- the "class" attribute is optional, as usual -->
<column name="lineld"/>
<column name="orderld"/>
<column name="customerld"/>
</many-to-one>

s

The column element is an alternative to the column attribute everywhere.
Using the column element just gives more declaration options, which are

mostly useful when utilizing hbm2ddil

FgIA]orderLine ) £ %} £ JCHX {5 FH B A M«

<set name="undeliveredOrderLines">
<key column name="warehouseld"/>
<many-to-many class="OrderLine">
<column name="lineld"/>
<column name="orderld"/>
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(Dynamic components)

<column name="customerld"/>
</many-to-many>
</set>

EOrder ‘:F‘ s OrderLineE/\]%é\m\u%ﬁ*i :

<set name="orderLines" inverse="true">
<key>
<column name="orderld"/>
<column name="customerld"/>
</key>
<one-to-many class="OrderLine"/>
</set>

The <one-to-many> element declares no columns.

B orderLine R EHE — MRS . CHEEHEINE -

<class name="OrderLine">

<list name="deliveryAttempts">

<key> <!-- a collection inherits the composite key type -->
<column name="lineld"/>
<column name="orderld"/>
<column name="customerld"/>

</key>

<list-index column="attemptld" base="1"/>

<composite-element class="DeliveryAttempt">

</composite-element>

</set>
</class>

8.5. BIAHME (Dynamic components)

You can also map a property of type Map:

<dynamic-component name="userAttributes">
<property name="foo" column="FOQ" type="string"/>
<property name="bar" column="BAR" type="integer"/>
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<many-to-one name="baz" class="Baz" column="BAZ_ID"/>
</dynamic-component>

The semantics of a <dynamic-component> mapping are identical to <component>. The advantage
of this kind of mapping is the ability to determine the actual properties of the bean
at deployment time just by editing the mapping document. Runtime manipulation of the
mapping document is also possible, using a DOM parser. You can also access, and change,

Hibernate's configuration-time metamodel via the Configuration object.
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Inheritance mapping

9.1. The three strategies

Hibernate S{HF = PR A LKA BR ST SIS -

- BB R —5K3 (table per class hierarchy)

- table per subclass

- B EARE—5KFE (table per concrete class)

AN, Hibernateid SCHF5H PUMAHA ANFIHY 2 2SR5 SR -

- FBR L2 (implicit polymorphism)

It is possible to use different mapping strategies for different branches of the
same inheritance hierarchy. You can then make use of implicit polymorphism to achieve
polymorphism across the whole hierarchy. However, Hibernate does not support mixing
<subclass>, <joined-subclass> and <union-subclass> mappings under the same root <class>
element. It is possible to mix together the table per hierarchy and table per subclass
strategies under the the same <class> element, by combining the <subclass> and <join>

elements (see below for an example) .

It is possible to define subclass, union-subclass, and joined-subclass mappings in separate
mapping documents directly beneath hibernate-mapping. This allows you to extend a class
hierarchy by adding a new mapping file. You must specify an extends attribute in the
subclass mapping, naming a previously mapped superclass. Previously this feature made
the ordering of the mapping documents important. Since Hibernate3, the ordering of
mapping files is irrelevant when using the extends keyword. The ordering inside a

single mapping file still needs to be defined as superclasses before subclasses.

<hibernate-mapping>
<subclass name="DomesticCat" extends="Cat" discriminator-value="D">
<property name="name" type="string"/>
</subclass>
</hibernate-mapping>

9.1.1. BN ELEN)—5KFE (Table per class hierarchy)

Suppose we have an interface Payment with the implementors CreditCardPayment, CashPayment,

and ChequePayment. The table per hierarchy mapping would display in the following way:

157



# 9 E Inheritance mapping

<class name="Payment" table="PAYMENT">
<id name="id" type="long" column="PAYMENT _ID">
<generator class="native"/>
<fid>
<discriminator column="PAYMENT_TYPE" type="string"/>
<property name="amount" column="AMOUNT"/>

<subclass name="CreditCardPayment" discriminator-value="CREDIT">
<property name="creditCardType" column="CCTYPE"/>

</subclass>
<subclass name="CashPayment" discriminator-value="CASH">

</subclass>
<subclass hame="ChequePayment" discriminator-value="CHEQUE">

</subclass>
</class>

Exactly one table is required. There is a limitation of this mapping strategy: columns

declared by the subclasses, such as CCIYPE, cannot have NOT NULL constraints.

9.1.2. B 1 FE—5Kk% (Table per subclass)

A table per subclass mapping looks like this:

<class name="Payment" table="PAYMENT">
<id name="id" type="long" column="PAYMENT_ID">
<generator class="native"/>
</id>
<property name="amount" column="AMOUNT"/>

<joined-subclass nhame="CreditCardPayment" table="CREDIT_PAYMENT">
<key column="PAYMENT_ID"/>
<property name="creditCardType" column="CCTYPE"/>

</joined-subclass>
<joined-subclass name="CashPayment" table="CASH_PAYMENT">
<key column="PAYMENT_ID"/>

</joined-subclass>
<joined-subclass name="ChequePayment" table="CHEQUE_PAYMENT">
<key column="PAYMENT_ID"/>
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</joined-subclass>
</class>

Four tables are required. The three subclass tables have primary key associations to

the superclass table so the relational model is actually a one-to-one association.

9.1.3. Table per subclass: using a discriminator

Hibernate's implementation of table per subclass does not require a discriminator
column. Other object/relational mappers use a different implementation of table per
subclass that requires a type discriminator column in the superclass table. The approach
taken by Hibernate is much more difficult to implement, but arguably more correct from
a relational point of view. If you want to use a discriminator column with the table

per subclass strategy, you can combine the use of <subclass> and <join>, as follows:

<class name="Payment" table="PAYMENT">
<id name="id" type="long" column="PAYMENT_ID">
<generator class="native"/>
<fid>
<discriminator column="PAYMENT_TYPE" type="string"/>
<property name="amount" column="AMOUNT"/>

<subclass hame="CreditCardPayment" discriminator-value="CREDIT">
<join table="CREDIT_PAYMENT">
<key column="PAYMENT_ID"/>
<property name="creditCardType" column="CCTYPE"/>

</join>
</subclass>
<subclass hame="CashPayment" discriminator-value="CASH">
<join table="CASH_PAYMENT">
<key column="PAYMENT_ID"/>

</join>
</subclass>
<subclass hame="ChequePayment" discriminator-value="CHEQUE">
<join table="CHEQUE_PAYMENT" fetch="select">
<key column="PAYMENT_ID"/>

</join>
</subclass>
</class>
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LR B fetch="select", EHMEfHibernate, FEEHHAIHT, AN FHHMERERE (outer
join) RHMELFFChequePayment FELHE o

9.1.4. BAMEH "BIMRSEEH KK M "B RGKERT

You can even mix the table per hierarchy and table per subclass strategies using the

following approach:

<class name="Payment" table="PAYMENT">
<id name="id" type="long" column="PAYMENT_ID">
<generator class="native"/>
</id>
<discriminator column="PAYMENT_TYPE" type="string"/>
<property name="amount" column="AMOUNT"/>

<subclass hame="CreditCardPayment" discriminator-value="CREDIT">
<join table="CREDIT_PAYMENT">
<property name="creditCardType" column="CCTYPE"/>

</join>
</subclass>
<subclass hame="CashPayment" discriminator-value="CASH">

</subclass>
<subclass name="ChequePayment" discriminator-value="CHEQUE">

</subclass>
</class>

K L stif o] —FRRRAT SRS T =, FRIF IR K ayment i) FREKZ (E F<many-to-one> A THREFHY

<many-to-one name="payment" column="PAYMENT_ID" class="Payment"/>

9.1.5. B EMRR—iK3E (Table per concrete class)

There are two ways we can map the table per concrete class strategy. First, you can

use <union-subclass>.

<class name="Payment">
<id name="id" type="long" column="PAYMENT_ID">
<generator class="sequence"/>
<fid>

160



Table per concrete class using implicit polymorphism

<property name="amount" column="AMOUNT"/>

<union-subclass name="CreditCardPayment" table="CREDIT_PAYMENT">
<property name="creditCardType" column="CCTYPE"/>

</union-subclass>
<union-subclass name="CashPayment" table="CASH_PAYMENT">

</union-subclass>
<union-subclass name="ChequePayment" table="CHEQUE_PAYMENT">

</union-subclass>
</class>

X W R =5KE FRMKRAE - BIRFOANMRNTARYE (BRENERMRRENE) & SCH M
FB o

The limitation of this approach is that if a property is mapped on the superclass, the
column name must be the same on all subclass tables. The identity generator strategy
is not allowed in union subclass inheritance. The primary key seed has to be shared

across all unioned subclasses of a hierarchy.

If your superclass is abstract, map it with abstract="true". If it is not abstract,
an additional table (it defaults to PAYMENT in the example above), is needed to hold

instances of the superclass.
9.1.6. Table per concrete class using implicit polymorphism

H—F A BhERRTIEERARERZ T

<class name="CreditCardPayment" table="CREDIT_PAYMENT">
<id name="id" type="long" column="CREDIT_PAYMENT_ID">
<generator class="native"/>
<fid>
<property name="amount" column="CREDIT_AMOUNT"/>

</class>
<class name="CashPayment" table="CASH_PAYMENT">
<id name="id" type="long" column="CASH_PAYMENT_ID">
<generator class="native"/>

<fid>
<property name="amount" column="CASH_AMOUNT"/>
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</class>

<class name="ChequePayment" table="CHEQUE_PAYMENT">
<id name="id" type="long" column="CHEQUE_PAYMENT_|D">
<generator class="native"/>
</id>
<property name="amount" column="CHEQUE_AMOUNT"/>

</class>

Notice that the Payment interface is not mentioned explicitly.

properties of Payment are mapped in each of the subclasses. If

Also notice that

you want to avoid

duplication, consider using XML entities (for example, [ <!ENTITY allproperties SYSTEM

"allproperties.xml"> ] in the DOCTYPE declaration and &allproperties; in the mapping) .

XMOTIEREETE T, fEHibernatefiT £ A EIHNS (polymorphic queries) JLyEAEAHT  UNIONHY

SQLIEA] °

ST X PR SR RS T 5, B A <any>2RSEIRE] Payment Y 2 AR CERBRET o

<any name="payment" meta-type="string" id-type="long">
<meta-value value="CREDIT" class="CreditCardPayment"/>
<meta-value value="CASH" class="CashPayment"/>
<meta-value value="CHEQUE" class="ChequePayment"/>
<column name="PAYMENT_ CLASS"/>
<column name="PAYMENT _ID"/>

</any>

9.1.7. FRz(Z AN H A LR ARBR SR &

Since the subclasses are each mapped in their own <class> element, and since Payment is

Jjust an interface), each of the subclasses could easily be part of another inheritance

hierarchy. You can still use polymorphic queries against the Payment interface.

<class name="CreditCardPayment" table="CREDIT_PAYMENT">
<id name="id" type="long" column="CREDIT_PAYMENT _ID">
<generator class="native"/>
</id>
<discriminator column="CREDIT_CARD" type="string"/>
<property name="amount" column="CREDIT_AMOUNT"/>

<subclass name="MasterCardPayment" discriminator-value="MDC"/>
<subclass nhame="VisaPayment" discriminator-value="VISA"/>
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</class>

<class name="NonelectronicTransaction" table="NONELECTRONIC_TXN">
<id name="id" type="long" column="TXN_ID">
<generator class="native"/>
</id>

<joined-subclass name="CashPayment" table="CASH_PAYMENT">
<key column="PAYMENT _ID"/>
<property name="amount" column="CASH_AMOUNT"/>

</joined-subclass>

<joined-subclass name="ChequePayment" table="CHEQUE_PAYMENT">
<key column="PAYMENT _ID"/>
<property name="amount" column="CHEQUE_AMOUNT"/>

</joined-subclass>
</class>

Once again, Payment is not mentioned explicitly. If we execute a query against the
Payment interface, for example from Payment, Hibernate automatically returns instances
of CreditCardPayment (and its subclasses, since they also implement Payment), CashPayment

and ChequePayment, but not instances of NonelectronicTransaction.

9.2. PR

There are limitations to the "implicit polymorphism" approach to the table per concrete-
class mapping strategy. There are somewhat less restrictive limitations to <union-

subclass> mappings.

THEFEARFFIH T ibernte “BNAMR—GRE" HUSEIEHIIER 2 THIRS

£ 9.1. PEMLEHEF Y (Features of inheritance mappings)

LV 23x% B~ 2T~ £T% |Polymorpt ETE £F5 R
TR A — R — w % X% load(O/ i i (Outer
(Inherite get () (join)  Join)iE
strategy) Jiivg
4@/[\;'@ <many-— <one-to- | <one-to- | <many- s.get (Paymeironclass, from if%:‘
ﬁj‘)%‘é% to-one> one> many> to-many> | id) Payment Order
o —ak P o Join
& o.payment

p
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VS £25% %5~ (25— | £E8£L  Polymorpt EKE  ED HNERE
R K — o — 2 X% loadO/ i JEZES (Outer
(Inherite get() (join)  Join) Bk
strategy) J:irg
table <many- <one-to- | <one-to- | <many- s.get (Paymdironc lass, from T
per to-one> one> many> to-many> | id) Payment Order
subclass D o join

o.payment

D
/[\ﬁ <many-— <one-to- | <one-to- | <many- s.get (Paymefironclass, from if%:‘
f$% to-one> one> many> to—many> | id) Payment Order
—gKkFE (for p o join
(union— inverse="true" o.payment
subclass) only) p
BHNE <any> AN AN <many- s.createCr ifrmmi a (Paymehtidiass) AddiHestrictions.idEq (id) )
M(;}é_ to-any> Payment
7k (F5 p

XEH)
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S RIH

Hibernate is a full object/relational mapping solution that not only shields the

developer from the details of the underlying database management system, but also offers
state management of objects. This is, contrary to the management of SQL statements in
common JDBC/SQL persistence layers, a natural object-oriented view of persistence in

Java applications.

HA)EYL, (I HibernatefIT 4 3 BOZ SR RIEXN RAPIRTE (state) , AU ESQLIFAJHTIT
XA C 2 ibernate B Z Y, AT R EEIIT RS BE R LRI EA 75 25047 T

10.1. HibernateX[Z IR (object states)

HibernateiE X H 3 #F FHIN SR (state) :

+ Transient - an object is transient if it has just been instantiated using the new
operator, and it is not associated with a Hibernate Session. It has no persistent
representation in the database and no identifier value has been assigned. Transient
instances will be destroyed by the garbage collector if the application does not
hold a reference anymore. Use the Hibernate Session to make an object persistent
(and let Hibernate take care of the SQL statements that need to be executed for

this transition).

+ Persistent - a persistent instance has a representation in the database and an
identifier value. It might just have been saved or loaded, however, it is by definition
in the scope of a Session. Hibernate will detect any changes made to an object in
persistent state and synchronize the state with the database when the unit of work
completes. Developers do not execute manual UPDATE statements, or DELETE statements

when an object should be made transient.

+ Detached - a detached instance is an object that has been persistent, but its
Session has been closed. The reference to the object is still valid, of course, and
the detached instance might even be modified in this state. A detached instance
can be reattached to a new Session at a later point in time, making it (and all
the modifications) persistent again. This feature enables a programming model for
long running units of work that require user think-time. We call them application

transactions, i.e., a unit of work from the point of view of the user.

We will now discuss the states and state transitions (and the Hibernate methods that

trigger a transition) in more detail.

10.2. ESSREFAMN

Hibernatel\ HFFALE (persistent class) FEFI AT GEBERT (Transient) ) o FATA] @S
G BERT (Transient) X2 5session kB MIL T AR F$F A (Persistent) {Y o
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DomesticCat fritz = new DomesticCat();
fritz.setColor(Color.GINGER);
fritz.setSex('M");

fritz.setName("Fritz");

Long generatedld = (Long) sess.save(fritz);

If Cat has a generated identifier, the identifier is generated and assigned to the
cat when save() is called. If Cat has an assigned identifier, or a composite key, the
identifier should be assigned to the cat instance before calling save(). You can also

use persist() instead of save(), with the semantics defined in the EJB3 early draft.

+ persist() makes a transient instance persistent. However, it does not guarantee that
the identifier value will be assigned to the persistent instance immediately, the
assignment might happen at flush time. persist() also guarantees that it will not
execute an INSERT statement if it is called outside of transaction boundaries. This is
useful in long-running conversations with an extended Session/persistence context.

+ save() does guarantee to return an identifier. If an INSERT has to be executed
to get the identifier ( e.g. "identity" generator, not "sequence"), this INSERT
happens immediately, no matter if you are inside or outside of a transaction. This
is problematic in a long-running conversation with an extended Session/persistence

context.

Alternatively, you can assign the identifier using an overloaded version of save().

DomesticCat pk = new DomesticCat();
pk.setColor(Color.TABBY);
pk.setSex('F");

pk.setName("PK");

pk.setKittens( new HashSet() );
pk.addKitten(fritz);

sess.save( pk, new Long(1234) );

If the object you make persistent has associated objects (e.g. the kittens collection
in the previous example), these objects can be made persistent in any order you like
unless you have a NOT NULL constraint upon a foreign key column. There is never a risk
of violating foreign key constraints. However, you might violate a NOT NULL constraint

if you save() the objects in the wrong order.

Usually you do not bother with this detail, as you will normally use Hibernate's
transitive persistence feature to save the associated objects automatically. Then, even
NOT NULL constraint violations do not occur - Hibernate will take care of everything.

Transitive persistence is discussed later in this chapter.
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10.3. ZEFHS

The load() methods of Session provide a way of retrieving a persistent instance if you
know its identifier. 1load() takes a class object and loads the state into a newly

instantiated instance of that class in a persistent state.

Cat fritz = (Cat) sess.load(Cat.class, generatedId);

// you need to wrap primitive identifiers
long id = 1234;
DomesticCat pk = (DomesticCat) sess.load( DomesticCat.class, new Long(id) );

WAL, ARATLASEERE (state) IIEEITEREAIN RG] £ (B R IOZSEFFORAEDR) -

Cat cat = new DomesticCat();

/I load pk's state into cat
sess.load( cat, new Long(pkid) );
Set kittens = cat.getKittens();

Be aware that load() will throw an unrecoverable exception if there is no matching
database row. If the class is mapped with a proxy, load() just returns an uninitialized
proxy and does not actually hit the database until you invoke a method of the proxy.
This is useful if you wish to create an association to an object without actually
loading it from the database. It also allows multiple instances to be loaded as a batch

if batch-size is defined for the class mapping.

If you are not certain that a matching row exists, you should use the get() method which

hits the database immediately and returns null if there is no matching row.

Cat cat = (Cat) sess.get(Cat.class, id);
if (cat==null) {

cat = new Cat();

sess.save(cat, id);

}

return cat;

You can even load an object using an SQL SELECT ... FOR UPDATE, using a LockMode. See

the API documentation for more information.
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Cat cat = (Cat) sess.get(Cat.class, id, LockMode.UPGRADE);

Any associated instances or contained collections will not be selected FOR UPDATE,

unless you decide to specify lock or all as a cascade style for the association.

R AT R ER AT LU i refresh O K HRIBRERT A C B S o WIRIRMEHEGEZE A& 28 D ek
B RAFELEENS, XN HERREMT -

sess.save(cat);
sess.flush(); //force the SQL INSERT
sess.refresh(cat); //re-read the state (after the trigger executes)

How much does Hibernate load from the database and how many SQL SELECTs will it use?
This depends on the fetching strategy. This is explained in 28 19.1 77 “YMHERE

(Fetching strategies)” .

10.4. &4

If you do not know the identifiers of the objects you are looking for, you need a query.
Hibernate supports an easy-to-use but powerful object oriented query language (HQL) . For
programmatic query creation, Hibernate supports a sophisticated Criteria and Example
query feature (QBC and QBE). You can also express your query in the native SQL of your

database, with optional support from Hibernate for result set conversion into objects.

10.4.1. HUTEIA

HQLAIJRASQL (native  SQL) B EE I Norg.hibernate.QueryAJSEFIISRERIA o XM EORMT
SHEUE ~ HRENHLUGETRRERPIAE o IREE T LUET 2 Bl SessionRE—T~QueryXf
5.

List cats = session.createQuery(
"from Cat as cat where cat.birthdate < ?")
.setDate(0, date)
dist();

List mothers = session.createQuery(
"select mother from Cat as cat join cat.mother as mother where cat.name = ?"
.setString(0, name)
dist();

List kittens = session.createQuery(
"from Cat as cat where cat.mother = ?")
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.setEntity(0, pk)
list();

Cat mother = (Cat) session.createQuery(
"select cat.mother from Cat as cat where cat = ?")
.setEntity(0, izi)
.uniqueResult();]]

Query mothersWithKittens = (Cat) session.createQuery(
"select mother from Cat as mother left join fetch mother .kittens");
Set uniqueMothers = new HashSet(mothersWithKittens.list());

A query is usually executed by invoking 1list(). The result of the query will be loaded
completely into a collection in memory. Entity instances retrieved by a query are in a
persistent state. The uniqueResult() method offers a shortcut if you know your query will
only return a single object. Queries that make use of eager fetching of collections
usually return duplicates of the root objects, but with their collections initialized.

You can filter these duplicates through a Set.

10.4.1.1. #EAARIKELE R (Iterating results)

Occasionally, you might be able to achieve better performance by executing the query
using the iterate() method. This will usually be the case if you expect that the actual
entity instances returned by the query will already be in the session or second-level
cache. If they are not already cached, iterate() will be slower than 1list() and might
require many database hits for a simple query, usually 1 for the initial select which

only returns identifiers, and n additional selects to initialize the actual instances.

/I fetch ids
Iterator iter = sess.createQuery("from eg.Qux q order by g.likeliness").iterate();
while (iter.hasNext() ) {
Qux qux = (Qux) iter.next(); // fetch the object
/I something we couldnt express in the query
if ( qux.calculateComplicatedAlgorithm() ) {
/I delete the current instance
iter.remove();
/I dont need to process the rest
break;
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10.4.1.2. R[E]JC4H (tuples) B E 1A

Hibernate queries sometimes return tuples of objects. Each tuple is returned as an array:

Iterator kittensAndMothers = sess.createQuery(
"select kitten, mother from Cat kitten join kitten.mother mother")
Jdist()
.iterator();

while ( kittensAndMothers.hasNext() ) {
Obiject[] tuple = (Object][]) kittensAndMothers.next();
Cat kitten = (Cat) tuple[0];
Cat mother = (Cat) tuple[1];

10.4.1.3. Fp= (Scalar)4h

Queries can specify a property of a class in the select clause. They can even call
SQL aggregate functions. Properties or aggregates are considered "scalar" results and

not entities in persistent state.

Iterator results = sess.createQuery(
"select cat.color, min(cat.birthdate), count(cat) from Cat cat " +
"group by cat.color")
Jdist()
.iterator();

while ( results.hasNext() ) {
Obiject[] row = (Object[]) results.next();
Color type = (Color) row[0];
Date oldest = (Date) row[1];
Integer count = (Integer) row[2];

10.4.1.4. 9PESEL

Methods on Query are provided for binding values to named parameters or JDBC-style ?
parameters. Contrary to JDBC, Hibernate numbers parameters from zero. Named parameters
are identifiers of the form :name in the query string. The advantages of named parameters

are as follows:
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« they can occur multiple times in the same query

CEMNASZ BRI

/Inamed parameter (preferred)

Query g = sess.createQuery("from DomesticCat cat where cat.name = :name");
g.setString("name", "Fritz");

Iterator cats = g.iterate();

//positional parameter

Query g = sess.createQuery("from DomesticCat cat where cat.name = ?");
g.setString(0, "1zi");

Iterator cats = g.iterate();

/Inamed parameter list

List names = new ArrayList();

names.add("1zi");

names.add("Fritz");

Query g = sess.createQuery("from DomesticCat cat where cat.name in (:namesList)");
g.setParameterList("namesList", names);

List cats = q.list();

10.4.1.5. 4T

If you need to specify bounds upon your result set, that is, the maximum number of rows
you want to retrieve and/or the first row you want to retrieve, you can use methods

of the Query interface:

Query g = sess.createQuery("from DomesticCat cat");
g.setFirstResult(20);

g.setMaxResults(10);

List cats = q.list();

Hibernate KB AMMARAX A PRAE 5 1 09 B I FH BRI R 2R R A2 SQL (native SQL) ©
10.4.1.6. A[{&LNI[F (Scrollable iteration)

If your JDBC driver supports scrollable ResultSets, the Query interface can be used to

obtain a ScrollableResults object that allows flexible navigation of the query results.
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Query g = sess.createQuery("select cat.name, cat from DomesticCat cat " +
"order by cat.name");

ScrollableResults cats = g.scroll();

if (cats.first() ) {

/I find the first name on each page of an alphabetical list of cats by name
firstNamesOfPages = new ArrayList();
do {

String name = cats.getString(0);

firstNamesOfPages.add(name);

}
while ( cats.scroll(PAGE_SIZE) );

/l Now get the first page of cats

pageOfCats = new ArrayList();

cats.beforeFirst();

int i=0;

while( (PAGE_SIZE > i++ ) && cats.next() ) pageOfCats.add( cats.get(1) );

}

cats.close()

Note that an open database connection and cursor is required for this functionality.

Use setMaxResult()/setFirstResult() if you need offline pagination functionality.

10.4.1.7. 4B E1H (Externalizing named queries)

You can also define named queries in the mapping document. Remember to use a CDATA

section if your query contains characters that could be interpreted as markup.

<guery name="ByNameAndMaximumWeight"><![CDATA][
from eg.DomesticCat as cat
where cat.name = ?
and cat.weight > ?
11></query>

M

SRS E NPT LLGRFE T2 (programatically) 5EAL:

Query g = sess.getNamedQuery("ByNameAndMaximumWeight");
g.setString(0, name);
g.setint(1, minWeight);
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List cats = q.list();

The actual program code is independent of the query language that is used. You can
also define native SQL queries in metadata, or migrate existing queries to Hibernate

by placing them in mapping files.

Also note that a query declaration inside a <hibernate-mapping> element requires a global
unique name for the query, while a query declaration inside a <class> element is made
unique automatically by prepending the fully qualified name of the class. For example

eg.Cat.ByNameAndMaximumWeight.
N N A
10.4.2. JEES

A collection filter is a special type of query that can be applied to a persistent
collection or array. The query string can refer to this, meaning the current collection

element.

Collection blackKittens = session.createFilter(
pk.getKittens(),
"where this.color = ?"
.setParameter( Color.BLACK, Hibernate.custom(ColorUserType.class) )
dist()

The returned collection is considered a bag that is a copy of the given collection.
The original collection is not modified. This is contrary to the implication of the

name "filter", but consistent with expected behavior.

Observe that filters do not require a from clause, although they can have one if

required. Filters are not limited to returning the collection elements themselves.

Collection blackKittenMates = session.createFilter(
pk.getKittens(),
"select this.mate where this.color = eg.Color.BLACK.intValue")
dist();

Even an empty filter query is useful, e.g. to load a subset of elements in a large

collection:

Collection tenKittens = session.createFilter(
mother.getKittens(), ")
.setFirstResult(0).setMaxResults(10)
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list();

10.4.3. &% 18 (Criteria queries)

HQL is extremely powerful, but some developers prefer to build queries dynamically
using an object-oriented API, rather than building query strings. Hibernate provides

an intuitive Criteria query API for these cases:

Criteria crit = session.createCriteria(Cat.class);
crit.add( Restrictions.eq( "color”, eg.Color.BLACK)) );
crit.setMaxResults(10);

List cats = crit.list();

Criterialbl MAHSRHIRES] (Example) APLIF R FES 15 F Z5/FE I (Criteria Queries) FIEHRIL o

10.4.4. ¥ H R A SQLIY E 1)

You can express a query in SQL, using createSQLQuery() and let Hibernate manage the
mapping from result sets to objects. You can at any time call session.connection() and
use the JDBC Connection directly. If you choose to use the Hibernate API, you must

enclose SQL aliases in braces:

List cats = session.createSQLQuery("SELECT {cat.*} FROM CAT {cat} WHERE ROWNUM<10")
.addEntity("cat", Cat.class)
Jdist();

List cats = session.createSQLQuery(
"SELECT {cat}.ID AS {cat.id}, {cat}.SEX AS {cat.sex}, " +
"{cat}.MATE AS {cat.mate}, {cat}. SUBCLASS AS {cat.class}, ... " +
"FROM CAT {cat} WHERE ROWNUM<10")
.addEntity("cat”, Cat.class)
Jdist()

SQL queries can contain named and positional parameters, just like Hibernate queries.
More information about native SQL queries in Hibernate can be found in 25 16 # Native

SQLE 1] .
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10.5. BHUEFFAR R

Transactional persistent instances (i.e. objects loaded, saved, created or queried

by the Session) can be manipulated by the application, and any changes to persistent

state will be persisted when the Session is flushed. This is discussed later in this

chapter. There is no need to call a particular method (like update(), which has a

different purpose) to make your modifications persistent. The most straightforward way

to update the state of an object is to load() it and then manipulate it directly while

the Session is open:

DomesticCat cat = (DomesticCat) sess.load( Cat.class, new Long(69) );
cat.setName("PK");
sess.flush(); // changes to cat are automatically detected and persisted

Sometimes this programming model is inefficient, as it requires in the same session

both an SQL SELECT to load an object and an SQL UPDATE to persist its updated state.

Hibernate offers an alternate approach by using detached instances.

B

Hibernate does not offer its own APl for direct execution of UPDATE or
DELETE statements. Hibernate is a state management service, you do not
have to think in statements to use it. JDBC is a perfect API for executing
SQL statements, you can get a JDBC Connection at any time by calling
session.connection() . Furthermore, the notion of mass operations conflicts
with object/relational mapping for online transaction processing-oriented

applications. Future versions of Hibernate can, however, provide special

mass operation functions. See Z8 13 E& &7! é77ar 1)#Batch proces

for some possible batch operation tricks.

10.6. BEHARE (Detached) X4

REBRFTEEZNFSTRIN S, KNSR EAAREERE, &EE—FNESR
FERTEIER R R VTR XA IT 20, 8 & 5 A RCAS (5 S RIS R PR
R TR ITZ AR o

Hibernatejfiid HEfitSession. update () BSession.merge () BT BRI A S iR S X AR

o

/l'in the first session
Cat cat = (Cat) firstSession.load(Cat.class, catld);
Cat potentialMate = new Cat();
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firstSession.save(potentialMate);

/l'in a higher layer of the application
cat.setMate(potentialMate);

/I later, in a new session
secondSession.update(cat); // update cat
secondSession.update(mate); // update mate

R EA cat 1dFF AMFRRFCat Z B 228 55 —Session (secondSession) 28 T,  NARTFHITE
KECHRIE (reattach) FIBHES M H — 17

Use update() if you are certain that the session does not contain an already persistent
instance with the same identifier. Use merge() if you want to merge your modifications
at any time without consideration of the state of the session. In other words, update()
is usually the first method you would call in a fresh session, ensuring that the

reattachment of your detached instances is the first operation that is executed.

The application should individually update() detached instances that are reachable from
the given detached instance only if it wants their state to be updated. This can
be automated using transitive persistence. See %5 10.11 7 “{EF#EMFF AL (transitive

persistence)” for more information.

The lock() method also allows an application to reassociate an object with a new session.

However, the detached instance has to be unmodified.

/ljust reassociate:

sess.lock(fritz, LockMode.NONE);

/ldo a version check, then reassociate:

sess.lock(izi, LockMode.READ);

/ldo a version check, using SELECT ... FOR UPDATE, then reassociate:
sess.lock(pk, LockMode.UPGRADE);

Note that lock() can be used with various LockModes. See the API documentation and the
chapter on transaction handling for more information. Reattachment is not the only

usecase for lock().

HH TR B TERTHEBSES 11.3 77 “RUWIHFLEEH Optimistic  concurrency
control)” HIHfip o

10.7. BIPRSKEM

Hibernatef) i %G ok —BE AT H 8043 BeHriF AR (dentifier) fRAFBERT (transient) %f
%, XATEEH/ EH KRB (detached) SEBIAOIE 775 o saveOrUpdate O 5 {ESEEL T iX M IHEE ©
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/' in the first session
Cat cat = (Cat) firstSession.load(Cat.class, catID);

/l'in a higher tier of the application
Cat mate = new Cat();
cat.setMate(mate);

/I later, in a new session
secondSession.saveOrUpdate(cat); // update existing state (cat has a non-null id)
secondSession.saveOrUpdate(mate); // save the new instance (mate has a null id)

saveOrUpdate () FIIEFIVE AT BES T BB R - B oL, HBREE Bl FEHE  sessionHfif
K H 5 —sessionfJSLHl, RELRIZATE B Fupdate ),  saveOrUpdate ), Bmerge() o A LEFE
JF MR X L7772 o

BE NHE RS F Hupdate ) BsaveorUpdate () :

- BEFAEE —Psession FIIERTR

IR R TE R ERIR

CRREET )

RN AR B F) L 558 R

- FEFP I A8 — P sessionfupdate O J7 1EFF A EEELEN

saveOrUpdate O i N TH FUEE

RN RO AR E R session AT, AMEETE

AR T AR sessionRERAIRT G A MRV AMIRA Gdentifier) , Y —FH
CWRF IR B FREAMATIR (Adentifier) B, WIHJHHsave O

- ARG R AR AFRIA (identifier) FTRAH & — B SEBILAINT 5, W HHHsave O

+ if the object is versioned by a <version> or <timestamp>, and the version property

value is the same value assigned to a newly instantiated object, save() it

« Llllupdate O IXFTE

merge () ] JEH AN[A] :

- IR sessionFAFFEMFFF AMARIA (identifier) FISEHI, A 745 HAUXT RAVIRESE 5 IHAEHRY
FFASEA]

- IR sessionAMMBIFRF AL, MIZRX R F IS, BReIEBHRs AL 6l

+ R IR ERZFF AL

- P4 HERX D RIE HOc B Esession b, EMRIHEBE K
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10.8. MERFFAXTR

Session.delete() will remove an object's state from the database. Your application,
however, can still hold a reference to a deleted object. It is best to think of delete()

as making a persistent instance, transient.
sess.delete(cat);

You can delete objects in any order, without risk of foreign key constraint violations.
It is still possible to violate a NOT NULL constraint on a foreign key column by
deleting objects in the wrong order, e.g. if you delete the parent, but forget to

delete the children.

10.9. TERAN[FIERE 22 8] 2 il 5

It is sometimes useful to be able to take a graph of persistent instances and make them

persistent in a different datastore, without regenerating identifier values.

/Iretrieve a cat from one database

Session sessionl = factoryl.openSession();
Transaction tx1 = sessionl.beginTransaction();
Cat cat = sessionl.get(Cat.class, catld);
tx1.commit();

sessionl.close();

/Ireconcile with a second database

Session session2 = factory2.openSession();

Transaction tx2 = session2.beginTransaction();
session2.replicate(cat, ReplicationMode.LATEST VERSION);
tx2.commit();

session2.close();

The ReplicationMode determines how replicate() will deal with conflicts with existing

rows in the database:

* ReplicationMode.IGNORE: ignores the object when there is an existing database row with
the same identifier

* ReplicationMode.OVERWRITE: overwrites any existing database row with the same identifier

* ReplicationMode.EXCEPTION: throws an exception if there is an existing database row
with the same identifier

* ReplicationMode.LATEST_VERSION: overwrites the row if its version number is earlier than

the version number of the object, or ignore the object otherwise
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XANTHRER B EFE SR AREREAREGR E T —2, PR ARNARASEERF R, FR
non-ACIDEESS FHIB 5545 (1%7E, non-ACID, 3
ACID;ACID, Atomic, Consistent, Isolated and Durablef%4EE)

10.10. Sessionfil]H (f1lush)

Sometimes the Session will execute the SQL statements needed to synchronize the JDBC
connection's state with the state of objects held in memory. This process, called

flush, occurs by default at the following points:

- TERLE T Z B
- TV Fforg . hibernate. Transaction. commit () HEAS {5
- 7 FSession. f1ush () FH

The SQL statements are issued in the following order:

1.all entity insertions in the same order the corresponding objects were saved using
Session.save ()

- PR R SRR AT TR )

- TR T A MERATE A

AN R AT RIS, ERECE R AREA

- A TR AT ARTER

.all entity deletions in the same order the corresponding objects were deleted using

o U W N

Session.delete()
An exception is that objects using native ID generation are inserted when they are saved.

Except when you explicitly flush(), there are absolutely no guarantees about when the
Session executes the JDBC calls, only the order in which they are executed. However,
Hibernate does guarantee that the Query.list(..) will never return stale or incorrect

data.

It is possible to change the default behavior so that flush occurs less frequently.
The FlushMode class defines three different modes: only flush at commit time when the
Hibernate Transaction API 1is used, flush automatically using the explained routine,
or never flush unless flush() is called explicitly. The last mode is useful for long

running units of work, where a Session is kept open and disconnected for a long time

(see 5 11.3.2 7 "JRAHIHIsession M HBIRAMNL” ).

sess = sf.openSession();
Transaction tx = sess.beginTransaction();
sess.setFlushMode(FlushMode.COMMIT); // allow queries to return stale state

Cat izi = (Cat) sess.load(Cat.class, id);
izi.setName(iznizi);
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// might return stale data
sess.find("from Cat as cat left outer join cat.kittens kitten");

/I change to izi is not flushed!

tx.commit(); // flush occurs
sess.close();

FRH (F1ush) B8], FTEESYH RH o (BIA0—PDMLERIEE R TAR) S ALY KBRS
HibernateHE&S AT NAVEME, R TRAES 11 = Transactions and Concurrency™idig o

10.11. H¥MHFF 44 (transitive persistence)

KB DR REBEDITRE, MIERSE RERIEL NS A S, TCH TR E Y 2 U SR
HIRF BRI o — D ILRIFITRLTRA « R T HAH ¥

If the children in a parent/child relationship would be value typed (e.g. a collection
of addresses or strings), their life cycle would depend on the parent and no further
action would be required for convenient "cascading" of state changes. When the parent
is saved, the value-typed child objects are saved and when the parent is deleted, the
children will be deleted, etc. This works for operations such as the removal of a
child from the collection. Since value-typed objects cannot have shared references,

Hibernate will detect this and delete the child from the database.

Now consider the same scenario with parent and child objects being entities, not value-
types (e.g. categories and items, or parent and child cats). Entities have their own
life cycle and support shared references. Removing an entity from the collection does
not mean it can be deleted)., and there is by default no cascading of state from one
entity to any other associated entities. Hibernate does not implement persistence by

reachability by default.

B PMHibernate sessionfEEZARHEAE - ®IE persist(), merge(), saveOrUpdate (), delete(), lock(),
refresh(), evict(), replicate ) — HNE X MBI IR XA (cascade style) o 1XELIRER X 4% (cascade

style)ﬁﬂ*ﬁﬁ}%”ﬁﬁéﬁﬂﬂ create, merge, save-update, delete, lock, refresh, evict, replicate ° ﬂﬂ

RARFTE — DIRIEBUE KEK R PIRACHR, VR AEBR S SO X — L B30

<one-to-one name="person" cascade="persist"/>

TR XA (cascade style) BR[ZHEHT:

<one-to-one name="person" cascade="persist,delete,lock"/>

180



i A TR

You can even use cascade="all" to specify that all operations should be cascaded along the

association. The default cascade="none" specifies that no operations are to be cascaded.

BB — MR B X FS (cascade  style) delete-orphan, H N FTone-to-manyX<Ek, 3£
BHdelete OFRIE ROZHIRL A T FrE MR HMIBRETNT 52 o

il

+ It does not usually make sense to enable cascade on a <many-to—one> or <many—-to-many>
association. Cascade is often useful for <one-to-one> and <one-to-many> associations.

- AR FR R IR EESCEN RAIF M 2N, FIEIL 8 E cascade="al1,delete-orphan" K HAE
N EshE B AT R (1ife cycle object) o

- HAEE N, RATRAATFEYHEK (cascade) o (HZAIRIRIAAIR S LT EFAF 55 T [F HEAC
MREGFNG, HHIRFEDITHILF, FLLE B FHcascade="persist,merge,save-update"

AT LA lcascade="al 1 "Hi— MR R (IR EMRIORE, BAM—HAMREY HhiL
AT AR LEEE o IXEERFACKS G 1T save/update/delete (Bl & F R F X S i {Tsave/
update/deleteffE o

Furthermore, a mere reference to a child from a persistent parent will result in
save/update of the child. This metaphor is incomplete, however. A child which becomes
unreferenced by its parent is not automatically deleted, except in the case of a <one-to-
many> association mapped with cascade="delete-orphan". The precise semantics of cascading

operations for a parent/child relationship are as follows:

- WSRACKT G fpersist O, LA FX G EWversist

- WERAK R Himerge O, A FTE T3 Z S Himerge O

- ARAN G tsave O, update O BY saveOrUpdate ), BBAFTE FXF RN & saveortpdate ()

- AERFENFF ARV R G THERS (transient) B s (detached) HIFRS, A4 FHREES
¥ saveOrUpdate ()

S AERACN MR, BB AFTE X R S ffdetete O

« BRAEPATIC Fcascade="delete-orphan" (JHIER “PRIL" B, MRS — AR5 HF
WNEREWMER) . BNFHREELCH R ERTIAN, A 2FBASKE - WRERHERF
2, MARFAET B Hdelete O MIBRFXFH

Finally, note that cascading of operations can be applied to an object graph at call
time or at flush time. All operations, if enabled, are cascaded to associated entities
reachable when the operation is executed. However, save-update and delete-orphan are

transitive for all associated entities reachable during flush of the Session.

10.12. {EHITEHE

Hibernate requires a rich meta-level model of all entity and value types. This model can
be useful to the application itself. For example, the application might use Hibernate's

metadata to implement a "smart" deep-copy algorithm that understands which objects
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should be copied (eg. mutable value types) and which objects that should not (e.g.

immutable value types and, possibly, associated entities).

Hibernate exposes metadata via the ClassMetadata and CollectionMetadata interfaces and
the Type hierarchy. Instances of the metadata interfaces can be obtained from the

SessionFactory.

Catfritz=...... :
ClassMetadata catMeta = sessionfactory.getClassMetadata(Cat.class);

Object[] propertyValues = catMeta.getPropertyValues(fritz);
String[] propertyNames = catMeta.getPropertyNames();
Type[] propertyTypes = catMeta.getPropertyTypes();

/I get a Map of all properties which are not collections or associations
Map namedValues = new HashMap();
for (int i=0; i<propertyNames.length; i++ ) {
if (!propertyTypes]i].isEntityType() && !propertyTypesJi].isCollectionType() ) {
namedValues.put( propertyNames]i], propertyValues]i] );
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Transactions and Concurrency

The most important point about Hibernate and concurrency control is that it is easy to
understand. Hibernate directly uses JDBC connections and JTA resources without adding
any additional locking behavior. It is recommended that you spend some time with the

JDBC, ANSI, and transaction isolation specification of your database management system.

Hibernate does not lock objects in memory. Your application can expect the behavior as
defined by the isolation level of your database transactions. Through Session, which
is also a transaction-scoped cache, Hibernate provides repeatable reads for lookup by

identifier and entity queries and not reporting queries that return scalar values.

In addition to versioning for automatic optimistic concurrency control, Hibernate also
offers, using the SELECT FOR UPDATE syntax, a (minor) API for pessimistic locking of

rows. Optimistic concurrency control and this APl are discussed later in this chapter.

The discussion of concurrency control in Hibernate begins with the granularity of
Configuration, SessionFactory, and Session, as well as database transactions and long

conversations.

11.1. Sessionf1E55V5[F (transaction scope)

A SessionFactory is an expensive-to-create, threadsafe object, intended to be shared
by all application threads. It is created once, usually on application startup, from

a Configuration instance.

A Session is an inexpensive, non—-threadsafe object that should be used once and then
discarded for: a single request, a conversation or a single unit of work. A Session
will not obtain a JDBC Connection, or a Datasource, unless it is needed. It will not

consume any resources until used.

In order to reduce lock contention in the database, a database transaction has to be
as short as possible. Long database transactions will prevent your application from
scaling to a highly concurrent load. It is not recommended that you hold a database

transaction open during user think time until the unit of work is complete.

What is the scope of a unit of work? Can a single Hibernate Session span several database
transactions, or is this a one-to-one relationship of scopes? When should you open and
close a Session and how do you demarcate the database transaction boundaries? These

questions are addressed in the following sections.

11.1.1. #A/EE T (Unit of work)

First, let's define a unit of work. A unit of work is a design pattern described by
Martin Fowler as “ [maintaining]| a list of objects affected by a business transaction

and coordinates the writing out of changes and the resolution of concurrency problems.
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””

[PoEAA] In other words, its a series of operations we wish to carry out against
the database together. Basically, it is a transaction, though fulfilling a unit of
work will often span multiple physical database transactions (see & 11.1.2 77 “
%1% ). So really we are talking about a more abstract notion of a transaction. The

term "business transaction"” is also sometimes used in lieu of unit of work.

Do not use the session-per-operation antipattern: do not open and close a Session
for every simple database call in a single thread. The same is true for database
transactions. Database calls in an application are made using a planned sequence; they
are grouped into atomic units of work. This also means that auto-commit after every
single SQL statement is useless in an application as this mode is intended for ad-hoc SQL
console work. Hibernate disables, or expects the application server to disable, auto-
commit mode immediately. Database transactions are never optional. All communication
with a database has to occur inside a transaction. Auto-commit behavior for reading
data should be avoided, as many small transactions are unlikely to perform better than

one clearly defined unit of work. The latter is also more maintainable and extensible.

The most common pattern in a multi-user client/server application is session-per-—
request. In this model, a request from the client is sent to the server, where the
Hibernate persistence layer runs. A new Hibernate Session is opened, and all database
operations are executed in this unit of work. On completion of the work, and once the
response for the client has been prepared, the session is flushed and closed. Use a
single database transaction to serve the clients request, starting and committing it
when you open and close the Session. The relationship between the two is one-to-one and

this model is a perfect fit for many applications.

The challenge lies in the implementation. Hibernate provides built-in management of the
"current session" to simplify this pattern. Start a transaction when a server request
has to be processed, and end the transaction before the response is sent to the client.
Common solutions are ServletFilter, AOP interceptor with a pointcut on the service
methods, or a proxy/interception container. An EJB container is a standardized way to
implement cross-cutting aspects such as transaction demarcation on EJB session beans,
declaratively with CMT. If you use programmatic transaction demarcation, for ease of

use and code portability use the Hibernate Transaction APl shown later in this chapter.

Your application code can access a "current session" to process the request by calling
sessionFactory.getCurrentSession(). You will always get a Session scoped to the current
database transaction. This has to be configured for either resource-local or JTA

. v - — ““ . ”
environments, see Z 2.5 TJ Contextual sessions

You can extend the scope of a Session and database transaction until the "view has been
rendered". This is especially useful in servlet applications that utilize a separate
rendering phase after the request has been processed. Extending the database transaction
until view rendering, is achieved by implementing your own interceptor. However, this
will be difficult if you rely on EJBs with container-managed transactions. A transaction

will be completed when an EJB method returns, before rendering of any view can start.
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See the Hibernate website and forum for tips and examples relating to this Open Session

in View pattern.

11.1.2. K¥HE

The session—-per-request pattern is not the only way of designing units of work. Many
business processes require a whole series of interactions with the user that are
interleaved with database accesses. In web and enterprise applications, it is not
acceptable for a database transaction to span a user interaction. Consider the following

example:

+ The first screen of a dialog opens. The data seen by the user has been loaded in a

particular Session and database transaction. The user is free to modify the obgjects.

+ The user clicks "Save" after 5 minutes and expects their modifications to be made
persistent. The user also expects that they were the only person editing this

information and that no conflicting modification has occurred.

From the point of view of the user, we call this unit of work a long-running conversation

or application transaction. There are many ways to implement this in your application.

A first naive implementation might keep the Session and database transaction open during
user think time, with locks held in the database to prevent concurrent modification and
to guarantee isolation and atomicity. This is an anti-pattern, since lock contention

would not allow the application to scale with the number of concurrent users.

You have to use several database transactions to implement the conversation. In this
case, maintaining isolation of business processes becomes the partial responsibility of
the application tier. A single conversation usually spans several database transactions.
It will be atomic if only one of these database transactions (the last one) stores
the updated data. All others simply read data (for example, in a wizard-style dialog
spanning several request/response cycles). This is easier to implement than it might

sound, especially if you utilize some of Hibernate's features:

+ Automatic Versioning: Hibernate can perform automatic optimistic concurrency control
for you. It can automatically detect if a concurrent modification occurred during

user think time. Check for this at the end of the conversation.

Detached Objects: if you decide to use the session-per-request pattern, all loaded
instances will be in the detached state during user think time. Hibernate allows
you to reattach the objects and persist the modifications. The pattern is called
session-per-request-with-detached-objects. Automatic versioning is used to isolate

concurrent modifications.

- Extended (or Long) Session: the Hibernate Session can be disconnected from the
underlying JDBC connection after the database transaction has been committed and

reconnected when a new client request occurs. This pattern is known as session-per-
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conversation and makes even reattachment unnecessary. Automatic versioning is used
to isolate concurrent modifications and the Session will not be allowed to be flushed

automatically, but explicitly.

Both session—-per-request-with-detached-objects and session—-per-conversation have
advantages and disadvantages. These disadvantages are discussed later in this chapter

in the context of optimistic concurrency control.

11.1.3. RJFEXNZFRIR (Considering object identity)

An application can concurrently access the same persistent state in two different
Sessions. However, an instance of a persistent class is never shared between two Session

instances. It is for this reason that there are two different notions of identity:

PR R

foo.getId() .equals( bar.getId() )

JVM FRiH

foo==bar

For objects attached to a particular Session (i.e., in the scope of a Session), the
two notions are equivalent and JVM identity for database identity is guaranteed by
Hibernate. While the application might concurrently access the "same" (persistent
identity) business object in two different sessions, the two instances will actually
be "different" (JVM identity). Conflicts are resolved using an optimistic approach and

automatic versioning at flush/commit time.

This approach leaves Hibernate and the database to worry about concurrency. It also
provides the best scalability, since guaranteeing identity in single-threaded units of
work means that it does not need expensive locking or other means of synchronization.
The application does not need to synchronize on any business object, as long as it
maintains a single thread per Session. Within a Session the application can safely use

== to compare objects.

However, an application that uses == outside of a Session might produce unexpected
results. This might occur even in some unexpected places. For example, if you put
two detached instances into the same Set, both might have the same database identity
(i.e., they represent the same row). JVM identity, however, is by definition not
guaranteed for instances in a detached state. The developer has to override the equals()
and hashCode() methods in persistent classes and implement their own notion of obJject
equality. There is one caveat: never use the database identifier to implement equality.
Use a business key that is a combination of unique, usually immutable, attributes.
The database identifier will change if a transient obgject is made persistent. If the
transient instance (usually together with detached instances) is held in a Set, changing
the hashcode breaks the contract of the Set. Attributes for business keys do not have

to be as stable as database primary keys:; you only have to guarantee stability as
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long as the objects are in the same Set. See the Hibernate website for a more thorough
discussion of this issue. Please note that this is not a Hibernate issue, but simply

how Java object identity and equality has to be implemented.
11.1.4. & 0 jnl@

Do not use the anti-patterns session-per-user-session or session-per-application (there
are, however, rare exceptions to this rule). Some of the following issues might also
arise within the recommended patterns, so ensure that you understand the implications

before making a design decision:

+ A Session is not thread-safe. Things that work concurrently, like HTTP requests,
session beans, or Swing workers, will cause race conditions if a Session instance
is shared. If you keep your Hibernate Session in your HttpSession (this is discussed
later in the chapter), you should consider synchronizing access to your Http session.
Otherwise, a user that clicks reload fast enough can use the same Session in two

concurrently running threads.

An exception thrown by Hibernate means you have to rollback your database transaction
and close the Session immediately (this is discussed in more detail later in the
chapter) . If your Session is bound to the application, you have to stop the application.
Rolling back the database transaction does not put your business objects back into the
state they were at the start of the transaction. This means that the database state
and the business objects will be out of sync. Usually this is not a problem, because

exceptions are not recoverable and you will have to start over after rollback anyway.

The Session caches every object that is in a persistent state (watched and checked
for dirty state by Hibernate). If you keep it open for a long time or simply load too
much data, it will grow endlessly until you get an OutOfMemoryException. One solution
is to call clear() and evict() to manage the Session cache, but you should consider
a Stored Procedure if you need mass data operations. Some solutions are shown in
B 13 E af! éFFasicHRiFBRatch processingi/f#. Keeping a Session open for the duration

of a user session also means a higher probability of stale data.

11.2. BIEEFISEM

Database, or system, transaction boundaries are always necessary. No communication
with the database can occur outside of a database transaction (this seems to confuse
many developers who are used to the auto-commit mode). Always use clear transaction
boundaries, even for read-only operations. Depending on your isolation level and
database capabilities this might not be required, but there is no downside if you
always demarcate transactions explicitly. Certainly, a single database transaction is

going to perform better than many small transactions, even for reading data.

A Hibernate application can run in non-managed (i.e., standalone, simple Web- or Swing

applications) and managed J2EE environments. In a non-managed environment, Hibernate
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is usually responsible for its own database connection pool. The application developer
has to manually set transaction boundaries (begin, commit, or rollback database
transactions) themselves. A managed environment usually provides container—-managed
transactions (CMT), with the transaction assembly defined declaratively (in deployment
descriptors of EJB session beans, for example). Programmatic transaction demarcation

is then no longer necessary.

However, it is often desirable to keep your persistence layer portable between non-—
managed resource—local environments, and systems that can rely on JTA but use BMT
instead of CMT. In both cases use programmatic transaction demarcation. Hibernate offers
a wrapper API called Transaction that translates into the native transaction system of
your deployment environment. This API is actually optional, but we strongly encourage

its use unless you are in a CMT session bean.

Ending a Session usually involves four distinct phases:

- [@]#session (flush, | B 2L
RS

- K[#]session

R

We discussed Flushing the session earlier, so we will now have a closer look
at transaction demarcation and exception handling in both managed and non-managed

environments.

11.2.1. JEFEEIAE

If a Hibernate persistence layer runs in a non—managed environment, database connections
are usually handled by simple (i.e., non-DataSource) connection pools from which
Hibernate obtains connections as needed. The session/transaction handling idiom looks

like this:

/I Non-managed environment idiom
Session sess = factory.openSession();
Transaction tx = null;

try {
tx = sess.beginTransaction();

/I do some work

tx.commit();

}

catch (RuntimeException e) {
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if (tx !'= null) tx.rollback();

throw e; // or display error message
}
finally {

sess.close();

You do not have to flush() the Session explicitly: the call to commit() automatically
triggers the synchronization depending on the FlushMode for the session. A call to
close() marks the end of a session. The main implication of close() is that the JDBC
connection will be relinquished by the session. This Java code is portable and runs

in both non-managed and JTA environments.

As outlined earlier, a much more flexible solution is Hibernate's built-in "current

session" context management:

/I Non-managed environment idiom with getCurrentSession()

try {
factory.getCurrentSession().beginTransaction();

/I do some work

factory.getCurrentSession().getTransaction().commit();
}
catch (RuntimeException e) {
factory.getCurrentSession().getTransaction().rollback();
throw e; // or display error message

You will not see these code snippets in a regular application; fatal (system) exceptions
should always be caught at the "top". In other words, the code that executes Hibernate
calls in the persistence layer, and the code that handles RuntimeException (and usually
can only clean up and exit), are in different layers. The current context management by
Hibernate can significantly simplify this design by accessing a SessionFactory. Exception

handling is discussed later in this chapter.

You should select org.hibernate.transaction.JDBCTransactionFactory, which is the default,

and for the second example select "thread" as your hibernate.current session context class.

11.2.2. fFHJITA

If your persistence layer runs in an application server (for example, behind EJB session

beans), every datasource connection obtained by Hibernate will automatically be part
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of the global JTA transaction. You can also install a standalone JTA implementation

and use it without EJB. Hibernate offers two strategies for JTA integration.

If you use bean-managed transactions (BMT), Hibernate will tell the application server
to start and end a BMT transaction if you use the Transaction API. The transaction

management code is identical to the non-managed environment.

/ BMT idiom
Session sess = factory.openSession();
Transaction tx = null;

try {
tx = sess.beginTransaction();

/I do some work

tx.commit();
}
catch (RuntimeException e) {
if (tx !'= null) tx.rollback();
throw e; // or display error message
}
finally {
sess.close();

If you want to use a transaction-bound Session, that 1is, the getCurrentSession()

functionality for easy context propagation, use the JTA UserTransaction API directly:

/I BMT idiom with getCurrentSession()

try {
UserTransaction tx = (UserTransaction)new InitialContext()

lookup("java:comp/UserTransaction");

tx.begin();

/ Do some work on Session bound to transaction
factory.getCurrentSession().load(...);
factory.getCurrentSession().persist(...);

tx.commit();

}

catch (RuntimeException e) {
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tx.rollback();
throw e; // or display error message

With CMT, transaction demarcation is completed in session bean deployment descriptors,

not programmatically. The code is reduced to:

/[l CMT idiom
Session sess = factory.getCurrentSession();

/I do some work

In a CMT/EJB, even rollback happens automatically. An unhandled RuntimeException thrown
by a session bean method tells the container to set the global transaction to rollback.
You do not need to use the Hibernate Transaction API at all with BMT or CMT, and you

get automatic propagation of the "current" Session bound to the transaction.

When configuring Hibernate's transaction factory, choose
org.hibernate.transaction.JTATransactionFactory if you use JTA directly (BMT) ,
and org.hibernate.transaction.CMITransactionFactory in a CMT session bean.
Remember to also set hibernate.transaction.manager lookup class. Ensure that vyour
hibernate.current_session_context class is either unset (backwards compatibility), or is

set to "jta".

The getCurrentSession() operation has one downside in a JTA environment. There is one
caveat to the use of after_ statement connection release mode, which is then used by
default. Due to a limitation of the JTA spec, it is not possible for Hibernate to
automatically clean up any unclosed ScrollableResults or Iterator instances returned
by scroll() or iterate(). You must release the underlying database cursor by calling
ScrollableResults.close() or Hibernate.close(Iterator) explicitly from a finally block. Most

applications can easily avoid using scroll() or iterate() from the JTA or CMT code.)

11.2.3. FHEAHH

If the Session throws an exception, including any SQLException, immediately rollback
the database transaction, call Session.close() and discard the Session instance. Certain
methods of Session will not leave the session in a consistent state. No exception thrown
by Hibernate can be treated as recoverable. Ensure that the Session will be closed by

calling close() in a finally block.

The HibernateException, which wraps most of the errors that can occur in a Hibernate
persistence layer, is an unchecked exception. It was not in older versions of Hibernate.

In our opinion, we should not force the application developer to catch an unrecoverable
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exception at a low layer. In most systems, unchecked and fatal exceptions are handled
in one of the first frames of the method call stack (i.e., in higher layers) and either
an error message is presented to the application user or some other appropriate action
is taken. Note that Hibernate might also throw other unchecked exceptions that are not

a HibernateException. These are not recoverable and appropriate action should be taken.

Hibernate wraps SQLExceptions thrown while interacting with the database in a
JDBCException. In fact, Hibernate will attempt to convert the exception into a more
meaningful subclass of JDBCException. The underlying SQLException is always available
via JDBCException.getCause(). Hibernate converts the SQLException into an appropriate
JDBCException subclass using the SQLExceptionConverter attached to the SessionFactory.
By default, the SQLExceptionConverter is defined by the configured dialect. However,
it is also possible to plug in a custom implementation. See the Jjavadocs for the

SQLExceptionConverterFactory class for details. The standard JDBCException subtypes are:

- JDBCConnectionException: indicates an error with the underlying JDBC communication.

+ SQLGrammarException: indicates a grammar or syntax problem with the issued SQL.

+ ConstraintViolationException: indicates some form of integrity constraint violation.

* LockAcquisitionException: indicates an error acquiring a lock level necessary to perform
the requested operation.

* GenericJDBCException: a generic exception which did not fall into any of the other

categories.

11.2.4. HSSEHS

An important feature provided by a managed environment like EJB, that is never provided
for non-managed code, is transaction timeout. Transaction timeouts ensure that no
misbehaving transaction can indefinitely tie up resources while returning no response
to the user. Outside a managed (JTA) environment, Hibernate cannot fully provide this
functionality. However, Hibernate can at least control data access operations, ensuring
that database level deadlocks and queries with huge result sets are limited by a defined
timeout. In a managed environment, Hibernate can delegate transaction timeout to JTA.

This functionality is abstracted by the Hibernate Transaction object.

Session sess = factory.openSession();
try {
/Iset transaction timeout to 3 seconds
sess.getTransaction().setTimeout(3);
sess.getTransaction().begin();

/I do some work
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sess.getTransaction().commit()
}
catch (RuntimeException e) {
sess.getTransaction().rollback();
throw e; // or display error message
}
finally {
sess.close();

setTimeout () cannot be called in a CMT bean, where transaction timeouts must be defined

declaratively.

11.3. RWHZ#5H] (Optimistic concurrency control)

The only approach that is consistent with high concurrency and high scalability, is
optimistic concurrency control with versioning. Version checking uses version numbers,
or timestamps, to detect conflicting updates and to prevent lost updates. Hibernate
provides three possible approaches to writing application code that uses optimistic
concurrency. The use cases we discuss are in the context of long conversations, but
version checking also has the benefit of preventing lost updates in single database

transactions.

11.3.1. N HEBFRANPIRARE (Application version checking)

In an implementation without much help from Hibernate, each interaction with the database
occurs in a new Session and the developer is responsible for reloading all persistent
instances from the database before manipulating them. The application is forced to
carry out its own version checking to ensure conversation transaction isolation. This
approach is the least efficient in terms of database access. It is the approach most

similar to entity EJBs.

/I foo is an instance loaded by a previous Session
session = factory.openSession();
Transaction t = session.beginTransaction();

int oldVersion = foo.getVersion();

session.load( foo, foo.getKey() ); // load the current state

if ( oldVersion != foo.getVersion() ) throw new StaleObjectStateException();
foo.setProperty("bar");

t.commit();
session.close();
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version JEMEMEA] <version=MRGT, AIRXR EAEEWE, FEFFHRE, Hibernatez HENHEMN
A o

If you are operating in a low-data-concurrency environment, and do not require version
checking, you can use this approach and skip the version check. In this case, last
commit wins is the default strategy for long conversations. Be aware that this might
confuse the users of the application, as they might experience lost updates without

error messages or a chance to merge conflicting changes.

Manual version checking is only feasible in trivial circumstances and not practical
for most applications. Often not only single instances, but complete graphs of modified
objects, have to be checked. Hibernate offers automatic version checking with either

an extended Session or detached instances as the design paradigm.

11.3.2. ¥ EAMIRIsessiontl H B

A single Session instance and its persistent instances that are used for the whole
conversation are known as session-per-conversation. Hibernate checks instance versions
at flush time, throwing an exception if concurrent modification is detected. It is up to
the developer to catch and handle this exception. Common options are the opportunity for

the user to merge changes or to restart the business conversation with non-stale data.

The Session is disconnected from any underlying JDBC connection when waiting for user
interaction. This approach is the most efficient in terms of database access. The
application does not version check or reattach detached instances, nor does it have

to reload instances in every database transaction.

/l foo is an instance loaded earlier by the old session
Transaction t = session.beginTransaction(); // Obtain a new JDBC connection, start transaction

foo.setProperty("bar");

session.flush(); // Only for last transaction in conversation
t.commit(); /I Also return JDBC connection
session.close(); // Only for last transaction in conversation

The foo object knows which Session it was loaded in. Beginning a new database transaction
on an old session obtains a new connection and resumes the session. Committing a
database transaction disconnects a session from the JDBC connection and returns the
connection to the pool. After reconnection, to force a version check on data you are
not updating, you can call Session.lock() with LockMode.READ on any objects that might
have been updated by another transaction. You do not need to lock any data that you
are updating. Usually you would set FlushMode.MANUAL on an extended Session, so that only

the last database transaction cycle is allowed to actually persist all modifications
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made in this conversation. Only this last database transaction will include the flush()

operation, and then close() the session to end the conversation.

This pattern is problematic if the Session is too big to be stored during user think
time (for example, an HttpSession should be kept as small as possible). As the Session
is also the first-level cache and contains all loaded objects, we can probably use

this strategy only for a few request/response cycles. Use a Session only for a single

conversation as it will soon have stale data.

(3

Keep the disconnected Session close to the persistence layer. Use an EJB stateful session
bean to hold the Session in a three-tier environment. Do not transfer it to the web

layer, or even serialize it to a separate tier, to store it in the HttpSession.

The extended session pattern, or session-per—conversation, is more difficult to
implement with automatic current session context management. You need to supply your own

implementation of the CurrentSessionContext for this. See the Hibernate Wiki for examples.

11.3.3. AN 4 (deatched obgect) 1 H B AL,

XY, SREANAENBR S LA EE— D HiHISession™ o SR, [Fl—FF A GEEH]
A UEZ RS EIRERCEFEM o MARFRIRERTREF FPIRE, X E R REF &)
,—%E%—‘/I\Session ':F'ﬁ]\ﬁ/\], %}ﬁ ‘L)%]FH Session.update(), Session.saveOrUpdate(), ﬂ%
Session.merge () FELHTRERIZNT G LA o

// foo is an instance loaded by a previous Session

foo.setProperty("bar");

session = factory.openSession();

Transaction t = session.beginTransaction();

session.saveOrUpdate(foo); // Use merge() if "foo" might have been loaded already
t.commit();

session.close();

Again, Hibernate will check instance versions during flush, throwing an exception if

conflicting updates occurred.

You can also call lock() instead of update(), and use LockMode.READ (performing a version

check and bypassing all caches) if you are sure that the object has not been modified.

195




# 11 ¥ Transactions and Concu...

11.3.4. FEH HBRRANATH

You can disable Hibernate's automatic version increment for particular properties and
collections by setting the optimistic-lock mapping attribute to false. Hibernate will

then no longer increment versions if the property is dirty.

Legacy database schemas are often static and cannot be modified. Or, other applications
might access the same database and will not know how to handle version numbers or
even timestamps. In both cases, versioning cannot rely on a particular column in a
table. To force a version check with a comparison of the state of all fields in a
row but without a version or timestamp property mapping, turn on optimistic-lock="all"
in the <class> mapping. This conceptually only works if Hibernate can compare the old
and the new state (i.e., if you use a single long Session and not session-per-request-—

with-detached-objects) .

Concurrent modification can be permitted in instances where the changes that have
been made do not overlap. If you set optimistic-lock="dirty" when mapping the <class>,

Hibernate will only compare dirty fields during flush.

In both cases, with dedicated version/timestamp columns or with a full/dirty field
comparison, Hibernate uses a single UPDATE statement, with an appropriate WHERE clause,
per entity to execute the version check and update the information. If you use transitive
persistence to cascade reattachment to associated entities, Hibernate may execute
unnecessary updates. This is usually not a problem, but on update triggers in the
database might be executed even when no changes have been made to detached instances.
You can customize this behavior by setting select-before-update="true" in the <class>
mapping, forcing Hibernate to SELECT the instance to ensure that changes did occur

before updating the row.

11.4. Pessimistic locking

It is not intended that users spend much time worrying about locking strategies. It is
usually enough to specify an isolation level for the JDBC connections and then simply
let the database do all the work. However, advanced users may wish to obtain exclusive

pessimistic locks or re-obtain locks at the start of a new transaction.

Hibernate will always use the locking mechanism of the database; it never lock obJjects

in memory.

The LockMode class defines the different lock levels that can be acquired by Hibernate.

A lock is obtained by the following mechanisms:

- YHibernate I BEHA—ITICFRAIN R, BIERT H5Hi% B HLockMode . WRITE ©

+ LockMode .UPGRADE can be acquired upon explicit user request using SELECT ... FOR UPDATE
on databases which support that syntax.

* LockMode .UPGRADE NOWAIT can be acquired upon explicit user request using a SELECT ...
FOR UPDATE NOWAIT under Oracle.
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* LockMode .READ is acquired automatically when Hibernate reads data under Repeatable
Read or Serializable isolation level. It can be re-acquired by explicit user request.

* LockMode .NONE  RETLFFYE © fETransactionZ5RAS,  FrARX RERENZIE X LR - 5
sessiontlFERAYNS G384 JH Fupdate O B #& saveOrUpdate O) i B 1212 o

"SR ARE R OB DU LM Rz — R KR

. Uﬂfﬁ Session.]oad()E@Hﬁﬂ%fﬁiﬁ%ﬁiﬁiﬁfﬁ(LockMode)°
- P FHSession.lock () ©
- A FHQuery. setLockMode () ©

WS AE UPGRADE Y, 35 UPGRADE_NOWAT T RE L7 N 1 Fisession.load(), F HESENAIN 50 A4
sessionEf Ast, FBAFTS SEITSELECT ... FOR UPDATE;XFERUSQLIBAIHEERA o WISN— P35
A 1oad ) FYERT, XN R EEER — MR EEN THEA T, # LHibernateFt 1%
SR 10ck O FIE ©

Session.lock() performs a version number check if the specified lock mode is READ, UPGRADE

or UPGRADE_NOWAIT. In the case of UPGRADE or UPGRADE_NOWAIT, SELECT ... FOR UPDATE is used.

If the requested lock mode is not supported by the database, Hibernate uses an
appropriate alternate mode instead of throwing an exception. This ensures that

applications are portable.

11.5. Connection release modes

One of the 1legacies of Hibernate 2.x JDBC connection management meant that a
Session would obtain a connection when it was first required and then maintain
that connection until the session was closed. Hibernate 3.x introduced the notion
of connection release modes that would instruct a session how to handle its JDBC
connections. The following discussion is pertinent only to connections provided through
a configured ConnectionProvider. User-supplied connections are outside the breadth of
this discussion. The different release modes are identified by the enumerated values

of org.hibernate.ConnectionReleaseMode:

* ON_CLOSE: is the legacy behavior described above. The Hibernate session obtains
a connection when it first needs to perform some JDBC access and maintains that
connection until the session is closed.

+ AFTER_TRANSACTION: releases connections after a org.hibernate.Transaction has been
completed.

+ AFTER_STATEMENT (also referred to as aggressive release): releases connections after
every statement execution. This aggressive releasing is skipped if that statement
leaves open resources associated with the given session. Currently the only situation

where this occurs is through the use of org.hibernate.ScrollableResults.

The configuration parameter hibernate.connection.release mode is used to specify which

release mode to use. The possible values are as follows:
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- auto (the default): this choice delegates to the release mode returned
by the org.hibernate.transaction.TransactionFactory.getDefaultReleaseMode() method. For
JTATransactionFactory, this returns ConnectionReleaseMode.AFTER STATEMENT; for
JDBCTransactionFactory, this returns ConnectionReleaseMode.AFTER TRANSACTION. Do not
change this default behavior as failures due to the value of this setting tend to
indicate bugs and/or invalid assumptions in user code.

+ on_close: uses ConnectionReleaseMode.ON CLOSE. This setting is left for backwards
compatibility, but its use is discouraged.

+ after_transaction: uses  ConnectionReleaseMode.AFTER TRANSACTION. This  setting
should not be used in JTA environments. Also note that with
ConnectionReleaseMode.AFTER TRANSACTION, if a session is considered to be in auto-
commit mode, connections will be released as if the release mode were AFTER STATEMENT.

+ after_statement: uses ConnectionReleaseMode.AFTER STATEMENT. Additionally, the
configured ConnectionProvider is consulted to see if it supports this
setting (supportsAggressiveRelease()). If not, the release mode 1is reset to
ConnectionReleaseMode.AFTER TRANSACTION. This setting is only safe in environments
where we can either re-acquire the same underlying JDBC connection each time you make
a call into ConnectionProvider.getConnection() or in auto-commit environments where it

does not matter if we re—establish the same connection.
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féﬁi%%éﬁggﬂﬁ(Interceptors and
events)

It is useful for the application to react to certain events that occur inside Hibernate.
This allows for the implementation of generic functionality and the extension of

Hibernate functionality.

12.1. 548 (Interceptors)

The Interceptor interface provides callbacks from the session to the application,
allowing the application to inspect and/or manipulate properties of a persistent object
before it is saved, updated, deleted or loaded. One possible use for this is to track
auditing information. For example, the following Interceptor automatically sets the
createTimestamp when an Auditable is created and updates the lastUpdateTimestamp property

when an Auditable is updated.

You can either implement Interceptor directly or extend Emptylnterceptor.

package org.hibernate.test;

import java.io.Serializable;
import java.util.Date;
import java.util.lterator;

import org.hibernate.Emptylnterceptor;
import org.hibernate.Transaction;
import org.hibernate.type.Type;

public class Auditinterceptor extends Emptylnterceptor {

private int updates;
private int creates;
private int loads;

public void onDelete(Object entity,
Serializable id,
Object[] state,
String[] propertyNames,
Type[] types) {
/l do nothing
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public boolean onFlushDirty(Object entity,
Serializable id,
Object|] currentState,
Object[] previousState,
String[] propertyNames,

Typef] types) {

if ( entity instanceof Auditable ) {
updates++;
for (inti=0; i < propertyNames.length; i++ ) {
if ("lastUpdateTimestamp".equals( propertyNamesJi] ) ) {
currentState[i] = new Date();
return true;

}

return false;

public boolean onLoad(Object entity,
Serializable id,
Object]] state,
String[] propertyNames,
Type(] types) {
if ( entity instanceof Auditable ) {
loads++;

}

return false;

public boolean onSave(Object entity,
Serializable id,
Object(] state,
String[] propertyNames,

Type[] types) {

if ( entity instanceof Auditable ) {
creates++;
for (int i=0; i<propertyNames.length; i++ ) {
if ("createTimestamp".equals( propertyNamesi] ) ) {
state[i] = new Date();
return true;
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}

return false;

public void afterTransactionCompletion(Transaction tx) {
if (tx.wasCommitted() ) {
System.out.printin("Creations: " + creates + ", Updates: " + updates, "Loads: " + loads);
}
updates=0;
creates=0;
loads=0;

There are two kinds of inteceptors: Session—-scoped and SessionFactory—scoped.

Y FH E N E # i SessionFactory. openSession ) f# F Interceptor{E NS E R B T FF— > session
HIRHE, BLFRRE T Sessionyis A= AR ©

Session session = sf.openSession( new Auditinterceptor() );

A SessionFactory—scoped interceptor is registered with the Configuration object prior
to building the SessionFactory. Unless a session is opened explicitly specifying the
interceptor to use, the supplied interceptor will be applied to all sessions opened
from that SessionFactory. SessionFactory—scoped interceptors must be thread safe. Ensure
that you do not store session-specific states, since multiple sessions will use this

interceptor potentially concurrently.

new Configuration().setinterceptor( new Auditinterceptor() );

12.2. E/EZA% (Event system)

If you have to react to particular events in your persistence layer, you can also use
the Hibernate3 event architecture. The event system can be used in addition, or as

a replacement, for interceptors.

A1l the methods of the Session interface correlate to an event. You have a LoadEvent, a
FlushEvent, etc. Consult the XML configuration-file DID or the org.hibernate.event package
for the full 1list of defined event types. When a request is made of one of these
methods, the Hibernate Session generates an appropriate event and passes it to the

configured event listeners for that type. Out-of-the-box, these listeners implement
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the same processing in which those methods always resulted. However, you are free
to implement a customization of one of the listener interfaces (i.e., the LoadEvent
is processed by the registered implementation of the LoadEventListener interface), in
which case their implementation would be responsible for processing any load() requests

made of the Session.

The 1listeners should be considered singletons. This means they are shared between

requests, and should not save any state as instance variables.

A custom listener implements the appropriate interface for the event it wants to process
and/or extend one of the convenience base classes (or even the default event listeners
used by Hibernate out-of-the-box as these are declared non-final for this purpose).
Custom listeners can either be registered programmatically through the Configuration
object, or specified in the Hibernate configuration XML. Declarative configuration
through the properties file is not supported. Here is an example of a custom load

event listener:

public class MyLoadListener implements LoadEventListener {
/I this is the single method defined by the LoadEventListener interface
public void onLoad(LoadEvent event, LoadEventListener.LoadType loadType)
throws HibernateException {
if ( IMySecurity.isAuthorized( event.getEntityClassName(), event.getEntityld() ) ) {
throw MySecurityException("Unauthorized access");

IR BB — AL E, Hdiffiibernate, BRTEVUARMEITE, L ZFINEEAEYTAS ©

<hibernate-configuration>
<session-factory>

<event type="load">
<listener class="com.eg.MyLoadListener"/>
<listener class="org.hibernate.event.def.DefaultLoadEventListener"/>
</event>
</session-factory>
</hibernate-configuration>

Instead, you can register it programmatically:

Configuration cfg = new Configuration();
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LoadEventListener[] stack = { new MyLoadListener(), new DefaultLoadEventListener() };
cfg.EventListeners().setLoadEventListeners(stack);

Listeners registered declaratively cannot share instances. If the same class name is
used in multiple <listener/> elements, each reference will result in a separate instance
of that class. If you need to share listener instances between listener types you must

use the programmatic registration approach.

Why implement an interface and define the specific type during configuration? A listener
implementation could implement multiple event listener interfaces. Having the type
additionally defined during registration makes it easier to turn custom listeners on

or off during configuration.

12.3. Hibernatel = Hﬂiﬁ%éﬁﬂlﬁ”

Usually, declarative security in Hibernate applications is managed in a session facade
layer. Hibernate3 allows certain actions to be permissioned via JACC, and authorized via

JAAS. This is an optional functionality that is built on top of the event architecture.

B, RMEREEARFHEITE (event listener) | REHE(EHIASEERZIHITIEE -

<listener type="pre-delete" class="org.hibernate.secure.JACCPreDeleteEventListener"/>
<listener type="pre-update" class="org.hibernate.secure.JACCPreUpdateEventListener"/>
<listener type="pre-insert" class="org.hibernate.secure.JACCPrelnsertEventListener"/>
<listener type="pre-load" class="org.hibernate.secure.JACCPreLoadEventListener"/>

"

Note that <listener type="..." class="..."/> is shorthand for <event type="..."><listener

class="..."/></event> when there is exactly one listener for a particular event type.

Next, while still in hibernate.cfg.xml, bind the permissions to roles:

<grant role="admin" entity-name="User" actions="insert,update,read"/>
<grant role="su" entity-name="User" actions="*"/>

XA BRI FRLE IRRYJACC provider B E LA A BRI Z T ©
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e SHHACFCHHT4FBatch processingily#

A naive approach to inserting 100,000 rows in the database using Hibernate might look

like this:

Session session = sessionFactory.openSession();

Transaction tx = session.beginTransaction();

for (int i=0; i<100000; i++) {
Customer customer = new Customer(.....);
session.save(customer);

}

tx.commit();

session.close();

This would fall over with an OutOfMemoryException somewhere around the 50,000th row. That
is because Hibernate caches all the newly inserted Customer instances in the session-

level cache. In this chapter we will show you how to avoid this problem.

If you are undertaking batch processing you will need to enable the use of JDBC batching.
This is absolutely essential if you want to achieve optimal performance. Set the JDBC

batch size to a reasonable number (10-50, for example):
hibernate.jdbc.batch_size 20

Hibernate disables insert batching at the JDBC level transparently if you use an identity

identifier generator.
You can also do this kind of work in a process where interaction with the second-
level cache is completely disabled:

hibernate.cache.use_second_level_cache false

Btel T4RCLHA  Hef orFa 1Al
SircHRIYRAR &, CefBir-a# ar¥eBlaliFe®dch®CacheModea¥a
3 HA HAOHGO8CYFA-HoHRA Cng HARH
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When making new objects persistent flush() and then clear() the session regularly in

order to control the size of the first-level cache.

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

for (int i=0; i<100000; i++) {
Customer customer = new Customer(.....);
session.save(customer);
if (1% 20 ==0) {//20, same as the JDBC batch size
/[flush a batch of inserts and release memory:
session.flush();
session.clear();

tx.commit();
session.close();

13.2. aF! éFFer «7° 14H#Batch updatesii#

For retrieving and updating data, the same ideas apply. In addition,

you need to use

scroll() to take advantage of server—-side cursors for queries that return many rows

of data.

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

ScrollableResults customers = session.getNamedQuery("GetCustomers")
.setCacheMode(CacheMode.IGNORE)
.scroll(ScroliMode.FORWARD_ONLY);

int count=0;

while ( customers.next() ) {

Customer customer = (Customer) customers.get(0);
customer.updateStuff(...);
if (++count% 20==0){
/fflush a batch of updates and release memory:
session.flush();
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session.clear();

tx.commit();
session.close();

13.3. StatelessSession (a# g#ﬂ&##session)&%¥é%£

Alternatively, Hibernate provides a command-oriented API that can be used for streaming
data to and from the database in the form of detached objects. A StatelessSession has no
persistence context associated with it and does not provide many of the higher-level
life cycle semantics. In particular, a stateless session does not implement a first-—
level cache nor interact with any second-level or query cache. It does not implement
transactional write-behind or automatic dirty checking. Operations performed using a
stateless session never cascade to associated instances. Collections are ignored by a
stateless session. Operations performed via a stateless session bypass Hibernate's event
model and interceptors. Due to the lack of a first-level cache, Stateless sessions are
vulnerable to data aliasing effects. A stateless session is a lower-level abstraction

that is much closer to the underlying JDBC.

StatelessSession session = sessionFactory.openStatelessSession();
Transaction tx = session.beginTransaction();

ScrollableResults customers = session.getNamedQuery("GetCustomers™)
.scroll(ScrollMode.FORWARD_ONLY);

while ( customers.next() ) {
Customer customer = (Customer) customers.get(0);
customer.updateStuff(...);
session.update(customer);

tx.commit();
session.close();

In this code example, the Customer instances returned by the query are immediately

detached. They are never associated with any persistence context.

The insert(), update() and delete() operations defined by the StatelessSession interface
are considered to be direct database row-level operations. They result in the immediate
execution of a SQL INSERT, UPDATE or DELETE respectively. They have different semantics

to the save(), saveOrUpdate() and delete() operations defined by the Session interface.
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13.4. DML (a¥°ar@atrilre ¢ #) é&He Uchtaetralkt (DML-style
operations)

As already discussed, automatic and transparent object/relational mapping is concerned
with the management of the object state. The object state is available in memory. This
means that manipulating data directly in the database (using the SQL Data Manipulation
Language (DML) the statements: INSERT, UPDATE, DELETE) will not affect in-memory state.
However, Hibernate provides methods for bulk SQL-style DML statement execution that is

performed through the Hibernate Query Language (HQL).

The pseudo-syntax for UPDATE and DELETE statements is: ( UPDATE | DELETE ) FROM? EntityName
(WHERE where_conditions)?.

Some points to note:

- a7 "FROMa-#am¥i)#from-clauseii#a , I 4##FROMa
3 $HRA-Har aF eRHGHF

+ There can only be a single entity named in the from-clause. It can, however, be
aliased. If the entity name is aliased, then any property references must be qualified
using that alias. If the entity name is not aliased, then it is illegal for any
property references to be qualified.

* No Jjoins, either implicit or explicit, can be specified in a bulk HQL query. Sub-
queries can be used in the where-clause, where the subqueries themselves may contain
Jjoins.

- &%’ & 8 WHEREa-#aH¥elh af SHicHHARH

As an example, to execute an HQL UPDATE, use the Query.executeUpdate() method. The method

is named for those familiar with JDBC's PreparedStatement.executeUpdate () :

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

String hglUpdate = "update Customer c set c.name = :newName where c.name = :oldName";
/I or String hglUpdate = "update Customer set name = :newName where name = :oldName";
int updatedEntities = s.createQuery( hglUpdate )

.setString( "newName", newName )

.setString( "oldName", oldName )

.executeUpdate();
tx.commit();
session.close();

In keeping with the EJB3 specification, HQL UPDATE statements, by default, do not
effect the version or the timestamp property values for the affected entities. However,

you can force Hibernate to reset the version or timestamp property values through the
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use of a versioned update. This is achieved by adding the VERSIONED keyword after the

UPDATE keyword.

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

String hglVersionedUpdate = "update versioned Customer set name = :newName where name

= :0ldName";

int updatedEntities = s.createQuery( hglUpdate )
.setString( "newName", newName )
.setString( "oldName", oldName )
.executeUpdate();

tx.commit();

session.close();

Custom version types, org.hibernate.usertype.UserVersionType, are not allowed

conjunction with a update versioned statement.

®78ei74 ,74,2HQL DELETEIVFafre 'é%&@#" Query.executeUpdate () &H! @8 #:

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

String hqglDelete = "delete Customer ¢ where c.name = :oldName";
/I or String hqlDelete = "delete Customer where name = :oldName";
int deletedEntities = s.createQuery( hglDelete )

.setString( "oldName", oldName )

.executeUpdate();
tx.commit();
session.close();

in

The int value returned by the Query.executeUpdate() method indicates the number of entities

effected by the operation. This may or may not correlate to the number of rows effected

in the database. An HQL bulk operation might result in multiple actual SQL statements

being executed (for joined-subclass, for example). The returned number indicates the

number of actual entities affected by the statement. Going back to the example of

Jjoined-subclass, a delete against one of the subclasses may actually result in deletes

against not just the table to which that subclass is mapped, but also the "root" table

and potentially Jjoined-subclass tables further down the inheritance hierarchy.

INSERTE a#¥chraldc  Ha# . INSERT INTO EntityName properties list select statement.

SV Hog i S
&\ Fed "efcHRer

- afteH @#FINSERT INTO ... SELECT ...ak¢al#,a, #e# @#7INSERT INTO ... VALUES ...akeal#.
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The properties list is analogous to the column specification in the SQL INSERT statement.
For entities involved in mapped inheritance, only properties directly defined on that
given class—level can be used in the properties list. Superclass properties are not
allowed and subclass properties do not make sense. In other words, INSERT statements

are inherently non-polymorphic.

select _statement can be any valid HQL select query, with the caveat that the return
types must match the types expected by the insert. Currently, this is checked during
query compilation rather than allowing the check to relegate to the database. This
might, however, cause problems between Hibernate Types which are equivalent as opposed
to equal. This might cause issues with mismatches between a property defined as a
org.hibernate.type.DateType and a property defined as a org.hibernate.type.TimestampType,
even though the database might not make a distinction or might be able to handle

the conversion.

For the id property, the insert statement gives you two options. You can either
explicitly specify the id property in the properties 1list, in which case its
value is taken from the corresponding select expression, or omit it from the
properties list, in which case a generated value is used. This latter option is
only available when using id generators that operate in the database; attempting to
use this option with any "in memory" type generators will cause an exception during
parsing. For the purposes of this discussion, in-database generators are considered
to be org.hibernate.id.SequenceGenerator (and its subclasses) and any implementers
of org.hibernate.id.PostlnsertldentifierGenerator. The most notable exception here is
org.hibernate.id.TableHiLoGenerator, which cannot be used because it does not expose a
selectable way to get its values.

- For properties mapped as either version or timestamp, the insert statement gives
you two options. You can either specify the property in the properties list,
in which case its value is taken from the corresponding select expressions, or
omit it from the properties 1list, in which case the seed value defined by the

org.hibernate.type.VersionType is used.

The following is an example of an HQL INSERT statement execution:

Session session = sessionFactory.openSession();
Transaction tx = session.beginTransaction();

String hglinsert = "insert into DelinquentAccount (id, name) select c.id, c.name from Customer c
where ...";
int createdEntities = s.createQuery( hglinsert )
.executeUpdate();
tx.commit();
session.close();
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HQL : Hibernatefﬁﬁ@imEg

Hibernate uses a powerful query language (HQL) that is similar in appearance to SQL.
Compared with SQL, however, HQL is fully object-oriented and understands notions like

inheritance, polymorphism and association.

14.1. R/NEBURE )

With the exception of names of Java classes and properties, queries are case—insensitive.
So SelLeCT is the same as sELEct is the same as SELECT, but org.hibernate.eg.FOO is not

org.hibernate.eg.Foo, and foo.barSet is not foo.BARSET.

This manual uses lowercase HQL keywords. Some users find queries with uppercase keywords

more readable, but this convention is unsuitable for queries embedded in Java code.

14.2. from+H]

Hibernate # iz & LAY E I AR R T
from eg.Cat

This returns all instances of the class eg.Cat. You do not usually need to qualify the

class name, since auto-import is the default. For example:
from Cat

In order to refer to the Cat in other parts of the query, you will need to assign

an alias. For example:

from Cat as cat

This query assigns the alias cat to Cat instances, so you can use that alias later in

the query. The as keyword is optional. You could also write:

from Cat cat

Multiple classes can appear, resulting in a cartesian product or "cross" join.
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from Formula, Parameter

from Formula as form, Parameter as param

It is good practice to name query aliases using an initial lowercase as this is

consistent with Java naming standards for local variables (e.g. domesticCat) .

14.3. ®Ef(Association) 53%%: (Join)

You can also assign aliases to associated entities or to elements of a collection of

values using a join. For example:

from Cat as cat
inner join cat.mate as mate
left outer join cat.kittens as kitten

from Cat as cat left join cat.mate.kittens as kittens

from Formula form full join form.parameter param

The supported join types are borrowed from ANSI SQL:

* inner Jjoin (A3E#E)

- left outer join (ZEIMNEH)

* right outer Jjoin <1§ﬁfﬁ£%§>
Cfull join (38, FFAFH)

=

fgfﬂinner Jjoin, left outer join ELZQ right outer join Efﬂlﬁﬂéﬁ °

from Cat as cat
join cat.mate as mate
left join cat.kittens as kitten

IBITHOLAYwi tho kBT, R AT LR BB doin AR fF

from Cat as cat
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left join cat.kittens as kitten
with kitten.bodyWeight > 10.0

A "fetch" join allows associations or collections of values to be initialized along
with their parent objects using a single select. This is particularly useful in the
case of a collection. It effectively overrides the outer join and lazy declarations of
the mapping file for associations and collections. See %5 19.1 77 “¥MEUTENE (Fetching

strategies)” for more information.

from Cat as cat
inner join fetch cat.mate
left join fetch cat.kittens

A fetch join does not usually need to assign an alias, because the associated objects
should not be used in the where clause (or any other clause). The associated objects
are also not returned directly in the query results. Instead, they may be accessed via
the parent object. The only reason you might need an alias is if you are recursively

join fetching a further collection:

from Cat as cat
inner join fetch cat.mate
left join fetch cat.kittens child
left join fetch child.kittens

The fetch construct cannot be used in queries called using iterate() (though scrol1l()
can be used). Fetch should be used together with setMaxResults() or setFirstResult(), as
these operations are based on the result rows which usually contain duplicates for
eager collection fetching, hence, the number of rows is not what you would expect.
Fetch should also not be used together with impromptu with condition. It is possible
to create a cartesian product by join fetching more than one collection in a query, so
take care in this case. Join fetching multiple collection roles can produce unexpected
results for bag mappings, so user discretion is advised when formulating queries in

this case. Finally, note that full join fetch and right join fetch are not meaningful.

If you are using property-level lazy fetching (with bytecode instrumentation), it is
possible to force Hibernate to fetch the lazy properties in the first query immediately

using fetch all properties.

from Document fetch all properties order by name
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from Document doc fetch all properties where lower(doc.name) like '%cats%'

14.4. join EEMER,
HQLSZ R AR B joinfUFE RS implicit FaE) Sexplicit (B o

The queries shown in the previous section all use the explicit form, that is, where the

join keyword is explicitly used in the from clause. This is the recommended form.

implicit (FA) FEFAFEHjoin KRBT » FKEFH "S5 "KiffT “SIH” ° implicit Joinm] LIFE
{EATHQLFA]H HBR . implicit joinTEHRZMISQLIEA]H Llinner joinfy 7 =CHIER ©

from Cat as cat where cat.mate.name like '%s%'

14.5. Referring to identifier property
There are 2 ways to refer to an entity's identifier property:

+ The special property (lowercase) id may be used to reference the identifier property of
an entity provided that the entity does not define a non-identifier property named id.

+ If the entity defines a named identifier property, you can use that property name.

References to composite identifier properties follow the same naming rules. If the
entity has a non-identifier property named id, the composite identifier property can
only be referenced by its defined named. Otherwise, the special id property can be

used to reference the identifier property.

E:d

Please note that, starting in version 3.2.2, this has changed
significantly. In previous versions, id always referred to the identifier

property regardless of its actual name. A ramification of that decision

was that non-identifier properties named id could never be referenced in

Hibernate queries.

14.6. select+f]

The select clause picks which objects and properties to return in the query result

set. Consider the following:

select mate
from Cat as cat
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inner join cat.mate as mate

The query will select mates of other Cats. You can express this query more compactly as:

select cat.mate from Cat cat

Queries can return properties of any value type including properties of component type:

select cat.name from DomesticCat cat
where cat.name like 'fri%'

select cust.name.firstName from Customer as cust

Queries can return multiple objects and/or properties as an array of type Object|]:

select mother, offspr, mate.name
from DomesticCat as mother
inner join mother.mate as mate
left outer join mother.kittens as offspr

Or as a List:

select new list(mother, offspr, mate.name)
from DomesticCat as mother

inner join mother.mate as mate

left outer join mother.kittens as offspr

Or - assuming that the class Family has an appropriate constructor - as an actual

typesafe Java object:

select new Family(mother, mate, offspr)
from DomesticCat as mother

join mother.mate as mate

left join mother kittens as offspr

You can assign aliases to selected expressions using as:
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select max(bodyWeight) as max, min(bodyWeight) as min, count(*) as n
from Cat cat

XA S T Flselect new map—#EfE FI I & -

select new map( max(bodyWeight) as max, min(bodyWeight) as min, count(*) as n )
from Cat cat

TR T —anflORT R, ARG SRR AR £ T -
14.7. FEEHEL

HQL queries can even return the results of aggregate functions on properties:

select avg(cat.weight), sum(cat.weight), max(cat.weight), count(cat)
from Cat cat

The supported aggregate functions are:

cavg(...), sum(...), min(...), max(...)
+ count (*)

* count(...), count(distinct ...), count(all...)

You can use arithmetic operators, concatenation, and recognized SQL functions in the

select clause:

select cat.weight + sum(kitten.weight)
from Cat cat

join cat.kittens kitten
group by cat.id, cat.weight

select firstName||" ‘|[initial||' '|Jupper(lastName) from Person
The distinct and all keywords can be used and have the same semantics as in SQL.

select distinct cat.name from Cat cat
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select count(distinct cat.name), count(cat) from Cat cat
14.8. ZKEN

— NN EIRIEA)

from Cat as cat

returns instances not only of Cat, but also of subclasses like DomesticCat. Hibernate
queries can name any Java class or interface in the from clause. The query will return
instances of all persistent classes that extend that class or implement the interface.

The following query would return all persistent objects:

from java.lang.Object o

i CNamed 7] BEHE & FREEROFE AL LB
from Named n, Named m where n.name = m.name

These last two queries will require more than one SQL SELECT. This means that the order
by clause does not correctly order the whole result set. It also means you cannot call

these queries using Query.scroll().

14.9. where<H]

The where clause allows you to refine the 1list of instances returned. If no alias

exists, you can refer to properties by name:
from Cat where name="Fritz'

WRIEIR T B4, FEMHEBNENS:

from Cat as cat where cat.name="Fritz'

This returns instances of Cat named 'Fritz'.

The following query:
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select foo
from Foo foo, Bar bar
where foo.startDate = bar.date

returns all instances of Foo with an instance of bar with a date property equal to the
startDate property of the Foo. Compound path expressions make the where clause extremely

powerful. Consider the following:

from Cat cat where cat.mate.name is not null

This query translates to an SQL query with a table (inner) join. For example:

from Foo foo
where foo.bar.baz.customer.address.city is not null

would result in a query that would require four table joins in SQL.

The = operator can be used to compare not only properties, but also instances:

from Cat cat, Cat rival where cat.mate = rival.mate

select cat, mate
from Cat cat, Cat mate
where cat.mate = mate

The special property (lowercase) id can be used to reference the unique identifier of

an object. See & 14.5 1 “Referring to identifier property’ for more information.

from Cat as cat where cat.id = 123

from Cat as cat where cat.mate.id = 69

The second query is efficient and does not require a table join.

Properties of composite identifiers can also be used. Consider the following example

where Person has composite identifiers consisting of country and medicareNumber:
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from bank.Person person
where person.id.country = 'AU'
and person.id.medicareNumber = 123456

from bank.Account account
where account.owner.id.country = 'AU'
and account.owner.id.medicareNumber = 123456

Once again, the second query does not require a table join.

See ﬁi 14.5 ﬁ% “Referring to identifier property’ for more information regarding

referencing identifier properties)

The special property class accesses the discriminator value of an instance in the case
of polymorphic persistence. A Java class name embedded in the where clause will be

translated to its discriminator value.
from Cat cat where cat.class = DomesticCat

You can also use components or composite user types, or properties of said component

types. See i 14.17 T “translator-credits” for more information.

An "any" type has the special properties id and class that allows you to express a join

in the following way (where Auditlog.item is a property mapped with <any>):

from AuditLog log, Payment payment
where log.item.class = 'Payment' and log.item.id = payment.id

The log.item.class and payment.class would refer to the values of completely different

database columns in the above query.

14.10. FELR

Expressions used in the where clause include the following:

- mathematical operators: +, -, *, /
* binary comparison operators: =, >=, <=, <>, !=, like
. E?ﬁiﬁﬁfffand, or, not

+ Parentheses () that indicates grouping
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+ in, not in, between, is null, is not null, is empty, is not empty, member of and not member of

- " EH]" case, case ... when ... then ... else ... end,fl "¥ZE" case, case when
then ... else ... end
C FEREEES.. )., or concat(...,...)

« current_date(), current time(), and current_ timestamp()

- second(...), minute(...), hour(...), day(...), month(...), and vear(...)

- EJB-QL 3.0%E X WM e ek 8/E: substring (), trim(), lower (), upper (), length(), locate().
abs(), sqrt(), bit_length(), mod()

- coalesce() 1 nullif()

- str () BB EE I (B {E R AR 7 A H

ccast(... as ...), EEZNSEGEEHibernateRBIFIZ T, Dl Kextract(... from ...), HE
ANST cast() Fll extract() JEZEEIEZE ¥

*HQL index() ENEL, 1EM T JoinfUHFEERIHH

+ HQL functions that take collection-valued path expressions: size(), minelement(),
maxelement (), minindex(), maxindex(), along with the special elements() and indices
functions that can be quantified using some, all, exists, any, in.

+ Any database-supported SQL scalar function like sign(), trunc(), rtrim(), and sin()

- JDBCRARHIZEE AN 2

+ named parameters :name, :start date, and :xl1

- SQL HEEEH & 'foo', 69, 6.66E+2, '1970-01-01 10:00:01.0'

+ Java public static final ;’éﬂﬂ/‘]ﬁi eg.Color.TABBY

in and between can be used as follows:

from DomesticCat cat where cat.name between 'A’' and 'B'

from DomesticCat cat where cat.name in ( 'Foo’, 'Bar', '‘Baz')

The negated forms can be written as follows:

from DomesticCat cat where cat.name not between 'A' and 'B'

from DomesticCat cat where cat.name not in ( 'Foo', 'Bar’, '‘Baz")

Similarly, is null and is not null can be used to test for null values.

Booleans can be easily used in expressions by declaring HQL query substitutions in

Hibernate configuration:
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<property name="hibernate.query.substitutions">true 1, false 0</property>

AGURZHQUER RO SQLIB AR, X E R TAT 1 A o ok BB T true M false:

from Cat cat where cat.alive = true

You can test the size of a collection with the special property size or the special

size() function.

from Cat cat where cat.kittens.size > 0

from Cat cat where size(cat.kittens) > 0

For indexed collections, you can refer to the minimum and maximum indices using minindex
and maxindex functions. Similarly, you can refer to the minimum and maximum elements of

a collection of basic type using the minelement and maxelement functions. For example:

from Calendar cal where maxelement(cal.holidays) > current_date

from Order order where maxindex(order.items) > 100

from Order order where minelement(order.items) > 10000

The SQL functions any, some, all, exists, in are supported when passed the element or
index set of a collection (elements and indices functions) or the result of a subquery

(see below):

select mother from Cat as mother, Cat as kit
where kit in elements(foo.kittens)

select p from NamelList list, Person p
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where p.name = some elements(list.names)

from Cat cat where exists elements(cat.kittens)

from Player p where 3 > all elements(p.scores)

from Show show where ‘fizard' in indices(show.acts)

Note that these constructs - size, elements, indices, minindex, maxindex, minelement,
maxelement — can only be used in the where clause in Hibernate3.
Elements of indexed collections (arrays, lists, and maps) can be referred to by index

in a where clause only:

from Order order where order.items[0].id = 1234

select person from Person person, Calendar calendar
where calendar.holidays['national day'] = person.birthDay
and person.nationality.calendar = calendar

select item from Item item, Order order
where order.items[ order.delivereditemindices[0] ] = item and order.id = 11

select item from Item item, Order order
where order.items[ maxindex(order.items) ] = item and order.id = 11

The expression inside [] can even be an arithmetic expression:

select item from Item item, Order order
where order.items[ size(order.items) - 1] = item
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HQL also provides the built-in index() function for elements of a one-to-many association

or collection of values.

select item, index(item) from Order order
join order.items item
where index(item) <5

Scalar SQL functions supported by the underlying database can be used:

from DomesticCat cat where upper(cat.name) like 'FRI%'

Consider how much longer and less readable the following query would be in SQL:

select cust
from Product prod,
Store store
inner join store.customers cust
where prod.name = ‘widget'
and store.location.name in ( 'Melbourne’, 'Sydney" )
and prod = all elements(cust.currentOrder.lineltems)

R SBATHIER)

SELECT cust.name, cust.address, cust.phone, cust.id, cust.current_order
FROM customers cust,
stores store,
locations loc,
store_customers sc,
product prod
WHERE prod.name = 'widget'
AND store.loc_id = loc.id
AND loc.name IN ( 'Melbourne’, 'Sydney" )
AND sc.store_id = store.id
AND sc.cust_id = cust.id
AND prod.id = ALL(
SELECT item.prod_id
FROM line_items item, orders o
WHERE item.order_id = o.id
AND cust.current_order = o.id
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14.11. order by—ff]

The 1list returned by a query can be ordered by any property of a returned class or

components:

from DomesticCat cat
order by cat.name asc, cat.weight desc, cat.birthdate

Al e asc Bidesc K HE FHRIT T # M P B P AT HE -

14.12. group by—+H]

A query that returns aggregate values can be grouped by any property of a returned

class or components:

select cat.color, sum(cat.weight), count(cat)
from Cat cat
group by cat.color

select foo.id, avg(name), max(name)
from Foo foo join foo.names name
group by foo.id

having%zfﬂzfizEiﬁZfﬁﬁFﬁﬁﬁﬁ-

select cat.color, sum(cat.weight), count(cat)

from Cat cat

group by cat.color

having cat.color in (eg.Color.TABBY, eg.Color.BLACK)

SQL functions and aggregate functions are allowed in the having and order by clauses if

they are supported by the underlying database (i.e., not in MySQL).

select cat
from Cat cat
join cat.kittens kitten
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group by cat.id, cat.name, cat.other, cat.properties
having avg(kitten.weight) > 100
order by count(kitten) asc, sum(kitten.weight) desc

Neither the group by clause nor the order by clause can contain arithmetic expressions.
Hibernate also does not currently expand a grouped entity, so you cannot write group
by cat if all properties of cat are non-aggregated. You have to list all non-aggregated

properties explicitly.

14.13. F&iH

TP ERREGEE, Hibernate XFHEERF A TEIW o — DT ERLAGIETE S EEE
K (EHESURENHWEGES) - BEEMERBROTERN GIREONTERFRAGHTE
W) BT

from Cat as fatcat
where fatcat.weight > (
select avg(cat.weight) from DomesticCat cat

from DomesticCat as cat
where cat.name = some (
select name.nickName from Name as name

from Cat as cat
where not exists (
from Cat as mate where mate.mate = cat

from DomesticCat as cat
where cat.name not in (
select name.nickName from Name as name

select cat.id, (select max(kit.weight) from cat.kitten kit)
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from Cat as cat

Note that HQL subqueries can occur only in the select or where clauses.

Note that subqueries can also utilize row value constructor syntax. See % 14.18 77 “Row

» . .
value constructor syntax for more information.

14.14. HQL/ =

Hibernate queries can be quite powerful and complex. In fact, the power of the query
language is one of Hibernate's main strengths. The following example queries are similar
to queries that have been used on recent projects. Please note that most queries you

will write will be much simpler than the following examples.

The following query returns the order id, number of items, the given minimum total
value and the total value of the order for all unpaid orders for a particular customer.
The results are ordered by total value. In determining the prices, it uses the current
catalog. The resulting SQL query, against the ORDER, ORDER LINE, PRODUCT, CATALOG and

PRICE tables has four inner Jjoins and an (uncorrelated) subselect.

select order.id, sum(price.amount), count(item)
from Order as order
join order.lineltems as item
join item.product as product,
Catalog as catalog
join catalog.prices as price
where order.paid = false
and order.customer = :customer
and price.product = product
and catalog.effectiveDate < sysdate
and catalog.effectiveDate >= all (
select cat.effectiveDate
from Catalog as cat
where cat.effectiveDate < sysdate
)
group by order
having sum(price.amount) > :minAmount
order by sum(price.amount) desc

RRERZ—MEY ! SEhrL, HEISLEREF, FHANAETTER, U EIREREENRE
[ SEEE

select order.id, sum(price.amount), count(item)
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from Order as order

join order.lineltems as item

join item.product as product,

Catalog as catalog

join catalog.prices as price
where order.paid = false

and order.customer = :customer

and price.product = product

and catalog = :currentCatalog
group by order
having sum(price.amount) > :minAmount
order by sum(price.amount) desc

TH—NMERTTEES MRS TS TREE, BREE L TAAITING APPROVALIRASRISZ A, &
R HEifgH P EE T RSB o ZE WS E A NERE LKL — M H%

BRA e ERSQLE ), %X & 1A A T 3% PAYMENT, PAYMENT STATUS LA PAYMENT STATUS_CHANGE ©

select count(payment), status.name
from Payment as payment
join payment.currentStatus as status
join payment.statusChanges as statusChange
where payment.status.name <> PaymentStatus. AWAITING_APPROVAL
or (
statusChange.timeStamp = (
select max(change.timeStamp)
from PaymentStatusChange change
where change.payment = payment

)

and statusChange.user <> :currentUser
)
group by status.name, status.sortOrder
order by status.sortOrder

If the statusChanges collection was mapped as a list, instead of a set, the query would

have been much simpler to write.

select count(payment), status.name
from Payment as payment
join payment.currentStatus as status
where payment.status.name <> PaymentStatus. AWAITING_ APPROVAL
or payment.statusChanges[ maxindex(payment.statusChanges) ].user <> :currentUser
group by status.name, status.sortOrder
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order by status.sortOrder

THE—PMEWRFEH TMS SQL Serverf isNull () BECH LLRE 4 81 F B AR HANK S L HA
KT AT o BB AL — % FEACCOUNT, PAYMENT, PAYMENT STATUS, ACCOUNT TYPE, ORGANIZATION
LM ORG _USERFFATHI = NESRE, — DIMEEMN — TR EEaIsQLE ) -

select account, payment
from Account as account
left outer join account.payments as payment
where :currentUser in elements(account.holder.users)
and PaymentStatus.UNPAID = isNull(payment.currentStatus.name, PaymentStatus.UNPAID)
order by account.type.sortOrder, account.accountNumber, payment.dueDate

X LAORE, R BB () T -

select account, payment
from Account as account
join account.holder.users as user
left outer join account.payments as payment
where :currentUser = user
and PaymentStatus.UNPAID = isNull(payment.currentStatus.name, PaymentStatus.UNPAID)
order by account.type.sortOrder, account.accountNumber, payment.dueDate

14.15. it =HJUPDATEAIDELETE

e

HQL now supports update, delete and insert ... select ... statements. See & 13.4 77

“DML (a#° eff®atifalie e "7) éffe Ycitertaks (DML-style operations)” for more information.

14.16. /NETH & /NFR[T]

You can count the number of query results without returning them:
( (Integer) session.createQuery("select count(*) from ....").iterate().next() ).intValue()
R — AR/ N RHITHER, AT LUE A0 N RiE )

select usr.id, usr.name
from User as usr
left join usr.messages as msg
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group by usr.id, usr.name
order by count(msg)

ARARAVER S s, R LIEIRA E A where T A 9IEFERI R/ (selection size)

HE— A

from User usr where size(usr.messages) >= 1

If your database does not support subselects, use the following query:

select usr.id, usr.name
from User usr.name

join usr.messages msg
group by usr.id, usr.name
having count(msg) >= 1

As this solution cannot return a User with zero messages because of the inner Jjoin,

the following form is also useful:

select usr.id, usr.name
from User as usr

left join usr.messages as msg
group by usr.id, usr.name
having count(msg) =0

JavaBeanflJJE M Al AR E B — i 24 &1 (named query) FISELL:

Query g = s.createQuery("from foo Foo as foo where foo.name=:name and foo.size=:size");
g.setProperties(fooBean); // fooBean has getName() and getSize()
List foos = q.list();

BIERE OQuery 5 — M idiigds (filter) —#MEH, 54 (Collections) SR LAZ TIHY:

Query g = s.createFilter( collection, " ); // the trivial filter
g.setMaxResults(PAGE_SIZE);
g.setFirstResult(PAGE_SIZE * pageNumber);

List page = q.list();
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Collection elements can be ordered or grouped using a query filter:

Collection orderedCollection = s.filter( collection, "order by this.amount" );
Collection counts = s.filter( collection, "select this.type, count(this) group by this.type" );

AREERIRE, IRBUAT LAFE— A (Collection) BRI

( (Integer) session.createQuery("select count(*) from ....").iterate().next() ).intValue();

14.17. translator-credits

Components can be used similarly to the simple value types that are used in HQL queries.

They can appear in the select clause as follows:

select p.name from Person p

select p.name.first from Person p

where the Person's name property is a component. Components can also be used in the

where clause:

from Person p where p.name = :name

from Person p where p.name.first = :firstName

Components can also be used in the order by clause:

from Person p order by p.name

from Person p order by p.name.first

Another common use of components is in row value constructors.
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14.18. Row value constructor syntax

HQL supports the use of ANSI SQL row value constructor syntax, sometimes referred to
AS tuple syntax, even though the underlying database may not support that notion.
Here, we are generally referring to multi-valued comparisons, typically associated with

components. Consider an entity Person which defines a name component:

from Person p where p.name.first="John' and p.name.last='Jingleheimer-Schmidt'

That is valid syntax although it is a little verbose. You can make this more concise

by using row value constructor syntax:

from Person p where p.name=('John’, 'Jingleheimer-Schmidt')

It can also be useful to specify this in the select clause:

select p.name from Person p

Using row value constructor syntax can also be beneficial when using subqueries that

need to compare against multiple values:

from Cat as cat
where not ( cat.name, cat.color ) in (
select cat.name, cat.color from DomesticCat cat

One thing to consider when deciding if you want to use this syntax, is that the query

will be dependent upon the ordering of the component sub-properties in the metadata.
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M H (Criteria Queries)
BE—1TEUWW ~ AT RSB IRAPLZHHibernate AR ©
15.1. @IJ@—‘/I\Critcria %’fﬁﬂ

org.hibernate.Criteriaﬁ%Di’%i’\‘ﬁ%fﬂéfgj‘:ﬁgéﬁ/\jﬁ/l\ﬁi@ ° Session% Criteria%fﬁﬂﬂ/ﬂlr °

Criteria crit = sess.createCriteria(Cat.class);
crit.setMaxResults(50);
List cats = crit.list();

15.2. [RAIERENE

—/]\$ZEE/\]§1@%4¢%01”&hibernate .criterion.Criterion fl%[:] EI‘ —
fﬁﬂ ° org.hibernate.criterion.Restrictions% TEXTXf?%%%WECriterion%ﬂE@IFﬁ‘]ﬁ °

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.like("name", "Fritz%") )
.add( Restrictions.between("weight", minWeight, maxWeight) )
dist();

Restrictions can be grouped logically.

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.like("name", "Fritz%") )
.add( Restrictions.or(

Restrictions.eq( "age", new Integer(0) ),
Restrictions.isNull("age")

)
list();

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.in( "name", new String[] { "Fritz", "1zi", "Pk" }))
.add( Restrictions.disjunction()
.add( Restrictions.isNull("age™) )
.add( Restrictions.eq("age", new Integer(0) ) )
.add( Restrictions.eq("age", new Integer(1) ) )
.add( Restrictions.eq("age", new Integer(2) ) )

(=
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))
list();

There are a range of built-in criterion types (Restrictions subclasses). One of the most

useful allows you to specify SQL directly.

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.sqlRestriction("lower({alias}.name) like lower(?)", "Fritz%",
Hibernate.STRING) )
dist();

{alias} AL S POEHN B W LARRIZIH 2 o

You can also obtain a criterion from a Property instance. You can create a Property

by calling Property.forName() :

Property age = Property.forName("age");
List cats = sess.createCriteria(Cat.class)
.add( Restrictions.disjunction()
.add( age.isNull() )
.add( age.eq( new Integer(0) ) )
.add( age.eq( new Integer(1) ) )
.add( age.eq( new Integer(2) ) )
))
.add( Property.forName("name").in( new String[] { "Fritz", "Izi", "Pk" }) )
dist();

15.3. ¢EREHF

You can order the results using org.hibernate.criterion.Order.

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.like("name”, "F%")
.addOrder( Order.asc("name") )
.addOrder( Order.desc("age") )
.setMaxResults(50)

Aist();
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List cats = sess.createCriteria(Cat.class)
.add( Property.forName("name").like("F%") )
.addOrder( Property.forName("name").asc() )
.addOrder( Property.forName("age").desc() )
.setMaxResults(50)
dist();

15.4. KB

By navigating associations using createCriteria() you can specify constraints upon

related entities:

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.like("name", "F%") )
.createCriteria("kittens")

.add( Restrictions.like("name", "F%") )
dist();

The second createCriteria() returns a new instance of Criteria that refers to the elements

of the kittens collection.

There is also an alternate form that is useful in certain circumstances:

List cats = sess.createCriteria(Cat.class)
.createAlias("kittens", "kt")
.createAlias("mate", "mt")
.add( Restrictions.eqProperty("kt.name", "mt.name") )
Aist();

(createAlias ) FEABIE—1HTHY CriteriaSLfil o)

The kittens collections held by the Cat instances returned by the previous two queries
are not pre-filtered by the criteria. If you want to retrieve just the kittens that

match the criteria, you must use a ResultTransformer.

List cats = sess.createCriteria(Cat.class)
.createCriteria("kittens", "kt")
.add( Restrictions.eq("name", "F%") )
.setResultTransformer(Criteria.ALIAS_TO_ENTITY_MAP)
dist();
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Iterator iter = cats.iterator();

while (iter.hasNext() ) {
Map map = (Map) iter.next();
Cat cat = (Cat) map.get(Criteria.ROOT_ALIAS);
Cat kitten = (Cat) map.get("kt");

15.5. BRI

You can specify association fetching semantics at runtime using setFetchMode() .

List cats = sess.createCriteria(Cat.class)
.add( Restrictions.like("name", "Fritz%") )
.setFetchMode("mate", FetchMode.EAGER)
.setFetchMode("kittens", FetchMode.EAGER)
dist();

X BV A LGB A ME I Bnate ki ttens © BES 19.1 bl “HIBSERE (Fetching
strategies)” AJLURIBELZEER °

15.6. 1AM

org.hibernate.criterion.Example%@fﬁﬁ:fﬂ?ﬁﬁﬁﬁ\,@ﬁifﬂ *@%*ﬁ%{*ﬁl@ °

Cat cat = new Cat();

cat.setSex('F";

cat.setColor(Color.BLACK);

List results = session.createCriteria(Cat.class)
.add( Example.create(cat) )
ist();

R ~ PRIRFFAIRER B ANE  BOATE L T (B ynul 1S MR HERR -
PRAT LLE AT P B Exampl e 2 HESEA] ©

Example example = Example.create(cat)

.excludeZeroes() /lexclude zero valued properties
.excludeProperty("color") //exclude the property named "“color"
.ignoreCase() /Iperform case insensitive string comparisons
.enableLike(); /luse like for string comparisons

List results = session.createCriteria(Cat.class)
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.add(example)
list();

YREEZ AT LUE F examplesfE REXKH R L AUE F i o

List results = session.createCriteria(Cat.class)
.add( Example.create(cat) )
.createCriteria("mate")

.add( Example.create( cat.getMate() ) )
dist();

15.7. ¥ (Projections) ~ 284 (aggregation) Fl42H
(grouping)

The class org.hibernate.criterion.Projections is a factory for Projection instances. You

can apply a projection to a query by calling setProjection().

List results = session.createCriteria(Cat.class)
.setProjection( Projections.rowCount() )
.add( Restrictions.eq("color", Color.BLACK) )
dist();

List results = session.createCriteria(Cat.class)
.setProjection( Projections.projectionList()
.add( Projections.rowCount() )
.add( Projections.avg("weight") )
.add( Projections.max("weight") )
.add( Projections.groupProperty(“color") )

)
list();

NG TEELERRAFER "group by" o FEH BTG EE N SHIY, b
{148 HIRAESQLAY group by A)H ©

An alias can be assigned to a projection so that the projected value can be referred

to in restrictions or orderings. Here are two different ways to do this:

List results = session.createCriteria(Cat.class)
.setProjection( Projections.alias( Projections.groupProperty(“color"), "colr" ) )
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.addOrder( Order.asc("colr") )
dist();

List results = session.createCriteria(Cat.class)
.setProjection( Projections.groupProperty(“color").as("colr") )
.addOrder( Order.asc("colr") )
dist();

alias () Mlas O FIERIERRF— MR EF R AI—T  HIZHIProjectionSEFIF » WTH Z,
BRI — DB — M ERSIR P RN EfEE— 154

List results = session.createCriteria(Cat.class)

.setProjection( Projections.projectionList()
.add( Projections.rowCount(), "catCountByColor" )
.add( Projections.avg("weight"), "avgWeight" )
.add( Projections.max("weight"), "maxWeight" )
.add( Projections.groupProperty("color"), "color" )

)

.addOrder( Order.desc("catCountByColor") )

.addOrder( Order.desc("avgWeight") )

dist();

List results = session.createCriteria(Domestic.class, "cat")

.createAlias("kittens", "kit")

.setProjection( Projections.projectionList()
.add( Projections.property(“"cat.name"), "catName" )
.add( Projections.property("kit.name"), "kitName" )

)

.addOrder( Order.asc("catName") )

.addOrder( Order.asc("kitName") )

Aist();

YR A] LU(#E F Property . forName () SRR FE «

List results = session.createCriteria(Cat.class)
.setProjection( Property.forName("name") )
.add( Property.forName("color").eq(Color.BLACK) )
list();
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List results = session.createCriteria(Cat.class)

.setProjection( Projections.projectionList()
.add( Projections.rowCount().as("catCountByColor") )
.add( Property.forName("weight").avg().as("avgWeight") )
.add( Property.forName("weight").max().as("maxWeight") )
.add( Property.forName("color").group().as("color" )

)

.addOrder( Order.desc("catCountByColor") )

.addOrder( Order.desc("avgWeight") )

dist();

15.8. B4k (detached) B 1HAIF & 1H

The DetachedCriteria class allows you to create a query outside the scope of a session

and then execute it using an arbitrary Session.

DetachedCriteria query = DetachedCriteria.forClass(Cat.class)
.add( Property.forName("sex").eq('F") );

Session session = ....;

Transaction txn = session.beginTransaction();

List results = query.getExecutableCriteria(session).setMaxResults(100).list();
txn.commit();

session.close();

A DetachedCriteria can also be used to express a subquery. Criterion instances involving

subqueries can be obtained via Subqueries or Property.

DetachedCriteria avgWeight = DetachedCriteria.forClass(Cat.class)
.setProjection( Property.forName("weight").avg() );
session.createCriteria(Cat.class)
.add( Property.forName("weight").gt(avgWeight) )
dist();

DetachedCriteria weights = DetachedCriteria.forClass(Cat.class)
.setProjection( Property.forName("weight") );
session.createCriteria(Cat.class)
.add( Subqueries.geAll("weight", weights) )
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list():
Correlated subqueries are also possible:

DetachedCriteria avgWeightForSex = DetachedCriteria.forClass(Cat.class, "cat2")
.setProjection( Property.forName("weight").avg() )
.add( Property.forName("cat2.sex").eqProperty("cat.sex") );
session.createCriteria(Cat.class, "cat")
.add( Property.forName("weight").gt(avgWeightForSex) )
dist();

15.9. IR¥EEHIRPriRE 1 (Queries by natural identifier)

For most queries, including criteria queries, the query cache is not efficient because
query cache invalidation occurs too frequently. However, there is a special kind of
query where you can optimize the cache invalidation algorithm: lookups by a constant
natural key. In some applications, this kind of query occurs frequently. The criteria

API provides special provision for this use case.

First, map the natural key of your entity using <natural-id> and enable use of the

second-level cache.

<class name="User">
<cache usage="read-write"/>
<id name="id">
<generator class="increment"/>
</id>
<natural-id>
<property nhame="name"/>
<property name="org"/>
</natural-id>
<property name="password"/>
</class>

This functionality is not intended for use with entities with mutable natural keys.

Once you have enabled the Hibernate query cache, the Restrictions.naturalld() allows you

to make use of the more efficient cache algorithm.

session.createCriteria(User.class)
.add( Restrictions.naturalld()
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.set("name”, "gavin")

.set("org", "hb")
).setCacheable(true)
.uniqueResult();
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Native SQLE 1M

You can also express queries in the native SQL dialect of your database. This is useful
if you want to utilize database-specific features such as query hints or the CONNECT
keyword in Oracle. It also provides a clean migration path from a direct SQL/JDBC

based application to Hibernate.

Hibernate3 allows you to specify handwritten SQL, including stored procedures, for all

create, update, delete, and load operations.

16 1. {f}zﬁ SQLQuery

Execution of native SQL queries is controlled via the SQLQuery interface, which is
obtained by calling Session.createSQLQuery(). The following sections describe how to use

this API for querying.
16.1.1. FpEEIE (Scalar queries)

REANSAWEMPZRG—MrE (BE) W% -

sess.createSQLQuery("SELECT * FROM CATS").list();
sess.createSQLQuery("SELECT ID, NAME, BIRTHDATE FROM CATS").list();

These will return a List of Object arrays (Object[]) with scalar values for each column
in the CATS table. Hibernate will use ResultSetMetadata to deduce the actual order and

types of the returned scalar values.

To avoid the overhead of using ResultSetMetadata, or simply to be more explicit in what

is returned, one can use addScalar():

sess.createSQLQuery("SELECT * FROM CATS")
.addScalar("ID", Hibernate.LONG)
.addScalar("NAME", Hibernate.STRING)
.addScalar("BIRTHDATE", Hibernate.DATE)

This query specified:

- SQLE ) F 15 5
- BLUR[EF)F BRI R A

This will return Object arrays, but now it will not use ResultSetMetadata but will instead
explicitly get the ID, NAME and BIRTHDATE column as respectively a Long, String and

a Short from the underlying resultset. This also means that only these three columns
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5

will be returned, even though the query is using and could return more than the

three listed columns.

K Rl B PR B E AN E R E B LAY

sess.createSQLQuery("SELECT * FROM CATS")
.addScalar("ID", Hibernate.LONG)
.addScalar("NAME")

.addScalar("BIRTHDATE")

This is essentially the same query as before, but now ResultSetMetaData is used to
determine the type of NAME and BIRTHDATE, where as the type of ID is explicitly

specified.

How the Jjava.sql.Types returned from ResultSetMetaData is mapped to Hibernate types
is controlled by the Dialect. If a specific type is not mapped, or does not result
in the expected type, it is possible to customize it via calls to registerHibernateType

in the Dialect.

16.1.2. SEfARE1A) (Entity queries)

FEHAEIEE R R EIFREER, LR MresultsetHHRIEIR “BR” 38 - T HERAAE
1 addEntity O Lh R A B )R B SEARNT 52 o

sess.createSQLQuery("SELECT * FROM CATS").addEntity(Cat.class);
sess.createSQLQuery("SELECT ID, NAME, BIRTHDATE FROM CATS").addEntity(Cat.class);

This query specified:

- SQLEIFFTER
« LR [B] ) SE A

TR Cat ¥t M 7E 1D, NAMEFIBIRTHDATE =M FERHY 2R, DL RO ERES R[] — M List, B
TCEERE—CatSLfR o

TR SARTE LT IS — P many-to-one { R BRFE 7] 27 7h—1 24K, FEE RIS 0t R AR N SE AR,
BHE B A A —1"column not found"AIEXHREEEE IR o X LLFFINAY T B AT LIS A * bRyt ok B 5hik
B, (EFATAEL A, BT X A $5 [ DogHImany-to-one {7+

sess.createSQLQuery("SELECT ID, NAME, BIRTHDATE, DOG_ID FROM
CATS").addEntity(Cat.class);

XFfcat.getDog O BLBEIEH BAE
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16.1.3. AMFHEFELFIEE S 2 (Handling associations and

collections)

IR RTMCR Dos B BAR T, TSR A ARt proxy i AR MTH4 2 AT BERY © X2 0E
iFaddJoin O EHATHY, X DITIERT UL RRE SRR B A Btk

sess.createSQLQuery("SELECT c.ID, NAME, BIRTHDATE, DOG_ID, D_ID, D_NAME FROM
CATS c, DOGS d WHERE ¢.DOG_ID =d.D_ID")

.addEntity("cat", Cat.class)

.addJoin("cat.dog");

In this example, the returned Cat's will have their dog property fully initialized
without any extra roundtrip to the database. Notice that you added an alias name ("cat")
to be able to specify the target property path of the join. It is possible to do the

same eager Jjoining for collections, e.g. if the Cat had a one-to-many to Dog instead.

sess.createSQLQuery("SELECT ID, NAME, BIRTHDATE, D_ID, D_NAME, CAT_ID FROM CATS
¢, DOGS d WHERE c.ID = d.CAT_ID")

.addEntity("cat", Cat.class)

.addJoin("cat.dogs");

At this stage you are reaching the limits of what is possible with native queries,
without starting to enhance the sql queries to make them usable in Hibernate. Problems
can arise when returning multiple entities of the same type or when the default alias/

column names are not enough.

16.1.4. R[F]Z5E{K (Returning multiple entities)

Until now, the result set column names are assumed to be the same as the column names
specified in the mapping document. This can be problematic for SQL queries that Jjoin

multiple tables, since the same column names can appear in more than one table.

T ERE PR R TEA S (X AS 2R

sess.createSQLQuery("SELECT c.*, m.* FROM CATS ¢, CATS m WHERE ¢c.MOTHER_ID =
c.ID")

.addEntity("cat", Cat.class)

.addEntity("mother", Cat.class)

The query was intended to return two Cat instances per row: a cat and its mother.

The query will, however, fail because there is a conflict of names; the instances are

245



% 16 E Native SQLEAH

mapped to the same column names. Also, on some databases the returned column aliases
will most likely be on the form "c.ID", "c.NAME", etc. which are not equal to the
columns specified in the mappings ("ID" and "NAME").

THEATUFR TR EE.

sess.createSQLQuery("SELECT {cat.*}, {mother.*} FROM CATS c¢, CATS m WHERE
c.MOTHER_ID =c.ID")

.addEntity("cat", Cat.class)

.addEntity("mother", Cat.class)

This query specified:

- SQLEWIER], HAEE SAFALE bernate 45 B4
+ EHIR [E] Y SE AR

The {cat.*} and {mother.*} notation used above is a shorthand for "all properties".
Alternatively, you can list the columns explicitly, but even in this case Hibernate
injects the SQL column aliases for each property. The placeholder for a column alias
is Jjust the property name qualified by the table alias. In the following example, you
retrieve Cats and their mothers from a different table (catilog) to the one declared

in the mapping metadata. You can even use the property aliases in the where clause.

String sql = "SELECT ID as {c.id}, NAME as {c.name}, " +
"BIRTHDATE as {c.birthDate}, MOTHER_ID as {c.mother}, {mother.*} " +
"FROM CAT_LOG c, CAT_LOG m WHERE {c.mother} = c.ID";

List loggedCats = sess.createSQLQuery(sql)
.addEntity("cat", Cat.class)
.addEntity("mother"”, Cat.class).list()

16.1.4.1. F&MEMHS5]H (Alias and property references)

In most cases the above alias injection is needed. For queries relating to more complex
mappings, like composite properties, inheritance discriminators, collections etc., you

can use specific aliases that allow Hibernate to inject the proper aliases.

The following table shows the different ways you can use the alias injection. Please
note that the alias names in the result are simply examples; each alias will have a

unique and probably different name when used.
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7 16.1. F|&7EST (alias injection names)

EpuD Bk aN /il

T B8 & {[aliasname]. A NAME as {item.name}
[propertyname]

248 EME {[aliasname]. CURRENCY as {item.amount.currency}, VALUE as
[componentname] . {item.amount.value}
[propertyname]}

SEARFER 2§ {[aliasname].class} | DISC as {item.class}

(Discriminator of

an entity)

SCARA T JE T {[aliasname].*} {item.*}

E L (collection {[aliasname].key} ORGID as {coll.key}

key)
£ 414d {[aliasname].id} EMPID as {coll.id}
EBILE {[aliasname].element}XID as {coll.element}

property of the {|aliasname]|.element|.NAME as {coll.element.name}
element in the [propertyname]}

collection

EAETENTEE {[aliasname].element.%}oll.element.™}
63

EEMIE B {[aliasname]."} {coll.*}

16.1.5. R[A]IEZE LK (Returning non-managed entities)

It is possible to apply a ResultTransformer to native SQL queries, allowing it to

return non—-managed entities.

sess.createSQLQuery("SELECT NAME, BIRTHDATE FROM CATS")
.setResultTransformer(Transformers.aliasToBean(CatDTO.class))

This query specified:

- SQLE I F T e
- GERAEMLES (result transformer)

TR G 2R Rl CatDTORF Fe R BESRAL H ELNAMEAB IRTHDAY ) (B 5 AT RZA B o
HERL -
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16.1.6. #bHE4%% (Handling inheritance)

Native SQL queries which query for entities that are mapped as part of an inheritance

must include all properties for the baseclass and all its subclasses.

16.1.7. Z%{ (Parameters)

Native SQL queries support positional as well as named parameters:

Query query = sess.createSQLQuery("SELECT * FROM CATS WHERE NAME
like ?").addEntity(Cat.class);
List pusList = query.setString(0, "Pus%").list();

query = sess.createSQLQuery("SELECT  * FROM CATS WHERE NAME
like :name").addEntity(Cat.class);
List pusList = query.setString("name”, "Pus%").list();

16.2. fi%%SQLE )

Named SQL queries can be defined in the mapping document and called in exactly the same

way as a named HQL query. In this case, you do not need to call addEntity().

<sgl-query name="persons">
<return alias="person" class="eg.Person"/>
SELECT person.NAME AS {person.name},
person.AGE AS {person.age},
person.SEX AS {person.sex}
FROM PERSON person
WHERE person.NAME LIKE :namePattern
</sql-query>

List people = sess.getNamedQuery("persons")
.setString("namePattern”, namePattern)
.setMaxResults(50)
dist();

The <return-join> element is use to join associations and the <load-collection> element

is used to define queries which initialize collections,

<sgl-query name="personsWith">
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<return alias="person" class="eg.Person"/>
<return-join alias="address" property="person.mailingAddress"/>
SELECT person.NAME AS {person.name},

person.AGE AS {person.age},

person.SEX AS {person.sex},

address.STREET AS {address.street},

address.CITY AS {address.city},

address.STATE AS {address.state},

address.ZIP AS {address.zip}
FROM PERSON person
JOIN ADDRESS address

ON person.ID = address.PERSON_ID AND address.TYPE="MAILING'
WHERE person.NAME LIKE :namePattern
</sql-query>

— /M4 B A GES IR Bl — MR RAE AR F<return-scalar>JT 3 KI5 RE F B 71 44
HibernateZS7#Y

<sgl-query name="mySqlQuery">
<return-scalar column="name" type="string"/>
<return-scalar column="age" type="long"/>
SELECT p.NAME AS name,
p.AGE AS age,
FROM PERSON p WHERE p.NAME LIKE 'Hiber%'
</sqgl-query>

You can externalize the resultset mapping information in a <resultset> element which
will allow you to either reuse them across several named queries or through the

setResultSetMapping () API.

<resultset name="personAddress">

<return alias="person" class="eg.Person"/>

<return-join alias="address" property="person.mailingAddress"/>
</resultset>

<sgl-query name="personsWith" resultset-ref="personAddress">
SELECT person.NAME AS {person.name},
person.AGE AS {person.age},
person.SEX AS {person.sex},
address.STREET AS {address.street},
address.CITY AS {address.city},
address.STATE AS {address.state},
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address.ZIP AS {address.zip}
FROM PERSON person
JOIN ADDRESS address
ON person.ID = address.PERSON_ID AND address.TYPE="MAILING'
WHERE person.NAME LIKE :namePattern
</sql-query>

You can, alternatively, use the resultset mapping information in your hbm files directly

in java code.

List cats = sess.createSQLQuery(
"select {cat.*}, {kitten.*} from cats cat, cats kitten where kitten.mother = cat.id"
)
.setResultSetMapping("catAndKitten")
dist();

16.2.1. {f Hreturn-propertykAAHfMITE E F B/ H %

You can explicitly tell Hibernate what column aliases to use with <return-property>,

instead of using the {}-syntax to let Hibernate inject its own aliases.For example:

<sqgl-query name="mySqlQuery">
<return alias="person" class="eg.Person">
<return-property name="name" column="myName"/>
<return-property hame="age" column="myAge"/>
<return-property hame="sex" column="mySex"/>
</return>
SELECT person.NAME AS myName,
person.AGE AS myAge,
person.SEX AS mySex,
FROM PERSON person WHERE person.NAME LIKE :name
</sql-query>

<return-property> also works with multiple columns. This solves a limitation with the

{}-syntax which cannot allow fine grained control of multi-column properties.

<sql-query name="organizationCurrentEmployments">
<return alias="emp" class="Employment">
<return-property name="salary">
<return-column name="VALUE"/>
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<return-column name="CURRENCY"/>
</return-property>
<return-property name="endDate" column="myEndDate"/>
</return>
SELECT EMPLOYEE AS {emp.employee}, EMPLOYER AS {emp.employer},
STARTDATE AS {emp.startDate}, ENDDATE AS {emp.endDate},
REGIONCODE as {emp.regionCode}, EID AS {emp.id}, VALUE, CURRENCY
FROM EMPLOYMENT
WHERE EMPLOYER = :id AND ENDDATE IS NULL
ORDER BY STARTDATE ASC
</sql-query>

In this example <return-property> was used in combination with the {}-syntax for

injection. This allows users to choose how they want to refer column and properties.

TR AR — MRG58 (discriminator) AR Fi<return-discriminator> A5 E IR 78 7B

16.2.2. ff A EFERE I

Hibernate3 provides support for queries via stored procedures and functions. Most of
the following documentation is equivalent for both. The stored procedure/function must
return a resultset as the first out-parameter to be able to work with Hibernate. An

example of such a stored function in Oracle 9 and higher is as follows:

CREATE OR REPLACE FUNCTION selectAllIEmployments
RETURN SYS_REFCURSOR
AS
st_cursor SYS_REFCURSOR;
BEGIN
OPEN st_cursor FOR
SELECT EMPLOYEE, EMPLOYER,
STARTDATE, ENDDATE,
REGIONCODE, EID, VALUE, CURRENCY
FROM EMPLOYMENT;
RETURN st_cursor;
END;

FEHibernate B BB FX &) L (R TR Zodid o % EREUNE

<sqgl-query name="selectAllEmployees_SP" callable="true">
<return alias="emp" class="Employment">
<return-property hame="employee" column="EMPLOYEE"/>
<return-property name="employer" column="EMPLOYER"/>
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<return-property name="startDate" column="STARTDATE"/>
<return-property name="endDate" column="ENDDATE"/>
<return-property name="regionCode" column="REGIONCODE"/>
<return-property hame="id" column="EID"/>
<return-property name="salary">
<return-column name="VALUE"/>
<return-column name="CURRENCY"/>
</return-property>
</return>
{? = call selectAllEmployments() }
</sql-query>

Stored procedures currently only return scalars and entities. <return-join> and <load-

collection> are not supported.

16.2.2.1. {f A7 AR RUURIRR 1

You cannot use stored procedures with Hibernate unless you follow some procedure/
function rules. If they do not follow those rules they are not usable with Hibernate. If
you still want to use these procedures you have to execute them via session.connection().
The rules are different for each database, since database vendors have different stored

procedure semantics/syntax.
Stored procedure queries cannot be paged with setFirstResult()/setMaxResults() .

The recommended call form is standard SQL92: { ? = call functionName(<parameters>) } or

{ ? = call procedureName (<parameters>}. Native call syntax is not supported.

XfFOracteF U0 N HIN:

+ A function must return a result set. The first parameter of a procedure must be an
OUT that returns a result set. This is done by using a SYS REFCURSOR type in Oracle
9 or 10. In Oracle you need to define a REF CURSOR type. See Oracle literature for

further information.

T SybaseBiEMS SQL serverF 41 N HLN :

+ The procedure must return a result set. Note that since these servers can return
multiple result sets and update counts, Hibernate will iterate the results and take
the first result that is a result set as its return value. Everything else will

be discarded.

- WSRARBENSTE A FE L% € SET NOCOUNT ON, X ABESRCRE &, [HXANELTFR
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16.3. TEFHISQLH#create, updateflldelete

Hibernate3BENG{F FH E HIAYSQLIE A K FfTcreate, updateflldelete 2 {E o fEHibernate™®, FFAAL
FIRFEEESE BT —EEH™ERER] (insertsql, deletesql, updatesqlfE%F), XL
By&%‘f*/]t\la <sql-insert>, <sql-delete>, and <sql—update>$§7’ ﬁlk:blg‘/tﬂ °

<class name="Person">
<id name="id">
<generator class="increment"/>
</id>
<property name="name" not-null="true"/>
<sgl-insert>INSERT INTO PERSON (NAME, ID) VALUES ( UPPER(?), ? )</sql-insert>
<sgl-update>UPDATE PERSON SET NAME=UPPER(?) WHERE ID=?</sql-update>
<sgl-delete>DELETE FROM PERSON WHERE ID=?</sql-delete>
</class>

The SQL is directly executed in your database, so you can use any dialect you like.

This will reduce the portability of your mapping if you use database specific SQL.

AR E callable, NIBEWSSIFAEILIE T ©

<class name="Person">

<id name="id">

<generator class="increment"/>

</id>

<property name="name" not-null="true"/>

<sql-insert callable="true">{call createPerson (?, ?)}</sql-insert>

<sql-delete callable="true">{? = call deletePerson (?)}</sql-delete>

<sql-update callable="true">{? = call updatePerson (?, ?)}</sql-update>
</class>

The order of the positional parameters is vital, as they must be in the same sequence

as Hibernate expects them.

You can view the expected order by enabling debug logging for the
org.hibernate.persister.entity level. With this level enabled, Hibernate will print out
the static SQL that is used to create, update, delete etc. entities. To view the
expected sequence, do not include your custom SQL in the mapping files, as this will

override the Hibernate generated static SQL.

The stored procedures are in most cases required to return the number of rows inserted,

updated and deleted, as Hibernate has some runtime checks for the success of the
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statement. Hibernate always registers the first statement parameter as a numeric output

parameter for the CUD operations:

CREATE OR REPLACE FUNCTION updatePerson (uid IN NUMBER, uname IN VARCHAR2)
RETURN NUMBER IS
BEGIN

update PERSON
set

NAME = uname,
where

ID = uid;

return SQL%ROWCOUNT;

END updatePerson;

16.4. EH|ZEESQL

You can also declare your own SQL (or HQL) queries for entity loading:

<sqgl-query name="person">
<return alias="pers" class="Person" lock-mode="upgrade"/>
SELECT NAME AS {pers.name}, ID AS {pers.id}
FROM PERSON
WHERE ID=?
FOR UPDATE
</sql-query>

This is Jjust a named query declaration, as discussed earlier. You can reference this

named query in a class mapping:

<class name="Person">
<id name="id">
<generator class="increment"/>
</id>
<property name="name" not-null="true"/>
<loader query-ref="person"/>
</class>
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XA A LUK FAF i 2

You can even define a query for collection loading:

<set name="employments" inverse="true">
<key/>
<one-to-many class="Employment"/>
<loader query-ref="employments"/>
</set>

<sqgl-query name="employments">
<load-collection alias="emp" role="Person.employments"/>
SELECT {emp.*}
FROM EMPLOYMENT emp
WHERE EMPLOYER = :id
ORDER BY STARTDATE ASC, EMPLOYEE ASC
</sql-query>

You can also define an entity loader that loads a collection by join fetching:

<sqgl-query name="person">
<return alias="pers" class="Person"/>
<return-join alias="emp" property="pers.employments"/>
SELECT NAME AS {pers.*}, {femp.*}
FROM PERSON pers
LEFT OUTER JOIN EMPLOYMENT emp
ON pers.ID = emp.PERSON_ID
WHERE ID=?
</sql-query>
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Hibernate3 provides an innovative new approach to handling data with "visibility"
rules. A Hibernate filter is a global, named, parameterized filter that can be enabled

or disabled for a particular Hibernate session.

17.1. Hibernate 14 JE#s (filters)

Hibernate3 has the ability to pre-define filter criteria and attach those filters at
both a class level and a collection level. A filter criteria allows you to define a
restriction clause similar to the existing "where" attribute available on the class and
various collection elements. These filter conditions, however, can be parameterized.
The application can then decide at runtime whether certain filters should be enabled
and what their parameter values should be. Filters can be used like database views,

but they are parameterized inside the application.

BEMEIES, DATE SRR ARG T SR X o T X —" it i8gs, ZEMFIfL T <hibernate-
mapping/> %,ﬁzmﬂ’f}<filter*def/>jﬁ,ﬁ:

<filter-def name="myFilter">
<filter-param name="myFilterParam" type="string"/>
<ffilter-def>

This filter can then be attached to a class:

<class name="myClass" ...>

<filter name="myFilter" condition=":myFilterParam = MY_FILTERED_COLUMN"/>
</class>

Or, to a collection:

<set...>
<filter name="myFilter" condition=":myFilterParam = MY_FILTERED_COLUMN"/>
</set>

Or, to both or multiples of each at the same time.

The methods on Session are: enableFilter(String filterName), getEnabledFilter (String

filterName), and disableFilter (String filterName). By default, filters are not enabled for
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a given session. Filters must be enabled through use of the Session.enableFilter() method,
which returns an instance of the Filter interface. If you used the simple filter defined

above, it would look like this:

session.enableFilter("myFilter").setParameter("myFilterParam", "some-value");

Methods on the org.hibernate.Filter interface do allow the method-chaining common to

much of Hibernate.

The following is a full example, using temporal data with an effective record date

pattern:

<filter-def name="effectiveDate">
<filter-param name="asOfDate" type="date"/>
<ffilter-def>

<class name="Employee" ...>

<many-to-one name="department" column="dept_id" class="Department"/>
<property name="effectiveStartDate" type="date" column="eff_start_dt"/>
<property name="effectiveEndDate" type="date" column="eff_end_dt"/>

<I--
Note that this assumes non-terminal records have an eff_end_dt set to
a max db date for simplicity-sake
-->
<filter name="effectiveDate"
condition=";asOfDate BETWEEN eff_start_dt and eff_end_dt"/>
</class>

<class name="Department" ...>

<set name="employees" lazy="true">
<key column="dept_id"/>
<one-to-many class="Employee"/>
<filter name="effectiveDate"
condition=":asOfDate BETWEEN eff_start_dt and eff_end_dt"/>
</set>
</class>

In order to ensure that you are provided with currently effective records, enable the

filter on the session prior to retrieving employee data:
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Session session = ...;

session.enableFilter("effectiveDate").setParameter("asOfDate", new Date());

List results = session.createQuery("from Employee as e where e.salary > :targetSalary")
.setLong("targetSalary", new Long(1000000))
dist();

Even though a salary constraint was mentioned explicitly on the results in the above HQL,
because of the enabled filter, the query will return only currently active employees

who have a salary greater than one million dollars.

If you want to use filters with outer Jjoining, either through HQL or load fetching,
be careful of the direction of the condition expression. It is safest to set this
up for left outer Jjoining. Place the parameter first followed by the column name (s)

after the operator.

After being defined, a filter might be attached to multiple entities and/or collections
each with its own condition. This can be problematic when the conditions are the same
each time. Using <filter-def/> allows you to definine a default condition, either as

an attribute or CDATA:

<filter-def name="mygFilter" condition="abc > xyz">...</filter-def>
<filter-def name="myOtherFilter">abc=xyz</filter-def>

This default condition will be used whenever the filter is attached to something without
specifying a condition. This means you can give a specific condition as part of the

attachment of the filter that overrides the default condition in that particular case.
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XML

XML Mapping is an experimental feature in Hibernate 3.0 and is currently under active

development.

18.1. HAXMLEFRH1TITIE

Hibernate allows you to work with persistent XML data in much the same way you work with
persistent POJOs. A parsed XML tree can be thought of as another way of representing

the relational data at the object level, instead of POJOs.

Hibernate 3 5% FH domd 3/ E A #RAEXMLI RYAPT o AR AT LIS — L0 Z i NEHR PR R domd i,
it S AR 8T S R A AT ARTAS AT BT B B[R] 20 IR o AREZ AT DL domd SRMT  — R XMLICHY,
SR G #H FHibernate £ —EABRIER B S AEIRE: persist(), saveOrUpdate(), merge(),
delete(), replicate() (& F#fEmerge O HRIERIH) ©

XA UM AERZ &, BREIES AT, BT INSEHSOAP R AL HEERIUL £ T
XSLTHRE °

A single mapping can be used to simultaneously map properties of a class and nodes
of an XML document to the database, or, if there is no class to map, it can be used

to map just the XML.

18.1.1. F8E[RIFHEEGHXMLAIZR
33X R — A [ I R SR POJ ORI XML 51 T

<class name="Account"
table="ACCOUNTS"
node="account">

<id name="accountld"
column="ACCOUNT_ID"
node="@id"/>

<many-to-one name="customer"
column="CUSTOMER_ID"
node="customer/@id"
embed-xml="false"/>

<property name="balance"
column="BALANCE"
node="balance"/>
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</class>

18.1.2. HE Y XMLt

X ARG POJOR 51l 5:

<class entity-name="Account"
table="ACCOUNTS"
node="account">

<id name="id"

column="ACCOUNT_ID"

node="@id"

type="string"/>
<many-to-one name="customerld"
column="CUSTOMER_ID"
node="customer/@id"
embed-xml="false"
entity-name="Customer"/>

<property name="balance"
column="BALANCE"
node="balance"
type="big_decimal'/>

</class>

This mapping allows you to access the data as a dom4j tree, or as a graph of property
name/value pairs or java Maps. The property names are purely logical constructs that

can be referred to in HQL queries.

18.2. XMLELE TTEIE

A range of Hibernate mapping elements accept the node attribute. This lets you specify
the name of an XML attribute or element that holds the property or entity data. The

format of the node attribute must be one of the following:

+ "element-name": map to the named XML element

+ "@attribute-name": map to the named XML attribute
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".": map to the parent element

+ "element-name/@attribute—name": map to the named attribute of the named element

For collections and single valued associations, there is an additional embed-xml
attribute. If embed-xml="true", the default, the XML tree for the associated entity (or
collection of value type) will be embedded directly in the XML tree for the entity
that owns the association. Otherwise, if embed-xml="false", then only the referenced
identifier value will appear in the XML for single point associations and collections

will not appear at all.

Do not leave embed-xml="true" for too many associations, since XML does not deal well

with circularity.

<class name="Customer"
table="CUSTOMER"
node="customer">

<id name="id"
column="CUST_ID"
node="@id"/>

<map name="accounts"
node="."
embed-xml="true">
<key column="CUSTOMER_ID"
not-null="true"/>
<map-key column="SHORT_DESC"
node="@short-desc"
type="string"/>
<one-to-many entity-name="Account
embed-xml="false"
node="account"/>

</map>

<component name="name"
node="name">
<property name="firstName
node="first-name"/>
<property nhame="initial"
node="initial"/>
<property name="lastName"
node="last-name"/>
</component>
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</class>

In this case, the collection of account ids is embedded, but not the actual account

data. The following HQL query:
from Customer c left join fetch c.accounts where c.lastName like :lastName

would return datasets such as this:

<customer id="123456789">
<account short-desc="Savings">987632567</account>
<account short-desc="Credit Card">985612323</account>
<name>
<first-name>Gavin</first-name>
<initial>A</initial>
<last-name>King</last-name>
</name>

</customer>

AIRARIE —*F 2 BBt <one-to-many>fJembed-xm1 J& M4 B )9 B (embed-xml="true") ,
[ SEYES

<customer id="123456789">

<account id="987632567" short-desc="Savings">
<customer id="123456789"/>
<balance>100.29</balance>

</account>

<account id="985612323" short-desc="Credit Card">
<customer id="123456789"/>
<balance>-2370.34</balance>

</account>

<name>
<first-name>Gavin</first-name>
<initial>A</initial>
<last-name>King</last-name>

</name>

N#HEE EEB
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</customer>

18.3. FE/EXMLEPE

You can also re-read and update XML documents in the application. You can do this by

obtaining a dom4j session:

Document doc = ....;

Session session = factory.openSession();
Session dom4jSession = session.getSession(EntityMode.DOM4J);
Transaction tx = session.beginTransaction();

List results = dom4jSession
.createQuery("from Customer c left join fetch c.accounts where c.lastName like :lastName")
dist();
for (int i=0; i<results.size(); i++) {
/ladd the customer data to the XML document
Element customer = (Element) results.get(i);
doc.add(customer);

tx.commit();
session.close();

Session session = factory.openSession();
Session dom4jSession = session.getSession(EntityMode.DOMA4J);
Transaction tx = session.beginTransaction();

Element cust = (Element) dom4jSession.get("Customer”, customerld);
for (int i=0; i<results.size(); i++) {
Element customer = (Element) results.get(i);
/lchange the customer name in the XML and database
Element name = customer.element("name");
name.element("first-name").setText(firstName);
name.element(“initial").setText(initial);
name.element("last-name").setText(lastName);

tx.commit();
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session.close();

When implementing XML-based data import/export, it is useful to combine this feature

with Hibernate's replicate() operation.
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9.1. JNEEERS (Fetching strategies)

Hibernate uses a fetching strategy to retrieve associated objects if the application

needs to navigate the association. Fetch strategies can be declared in the O/R mapping

metadata, or over-ridden by a particular HQL or Criteria query.

Hibernate3 & T 1N JLFHHIERRS:

- Join fetching: Hibernate retrieves the associated instance or collection in the same

SELECT, using an OUTER JOIN.

- Select fetching: a second SELECT is used to retrieve the associated entity or

collection. Unless you explicitly disable lazy fetching by specifying lazy="false",

this second select will only be executed when you access the association.

Subselect fetching: a second SELECT is used to retrieve the associated collections for
all entities retrieved in a previous query or fetch. Unless you explicitly disable
lazy fetching by specifying lazy="false", this second select will only be executed

when you access the association.

Batch fetching: an optimization strategy for select fetching. Hibernate retrieves
a batch of entity instances or collections in a single SELECT by specifying a list

of primary or foreign keys.

Hibernate4: [X 4 F 5| & i .

Immediate fetching: an association, collection or attribute is fetched immediately

when the owner is loaded.

Lazy collection fetching: a collection is fetched when the application invokes an

operation upon that collection. This is the default for collections.

"Extra-lazy" collection fetching: individual elements of the collection are accessed
from the database as needed. Hibernate tries not to fetch the whole collection into

memory unless absolutely needed. It is suitable for large collections.

Proxy fetching: a single-valued association is fetched when a method other than the

identifier getter is invoked upon the associated object.

"No-proxy" fetching: a single-valued association is fetched when the instance variable
is accessed. Compared to proxy fetching, this approach is less lazy: the association

is fetched even when only the identifier is accessed. It is also more transparent,
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since no proxy 1is visible to the application. This approach requires buildtime

bytecode instrumentation and is rarely necessary.

+ Lazy attribute fetching: an attribute or single valued association is fetched
when the instance variable is accessed. This approach requires buildtime bytecode

instrumentation and is rarely necessary.

We have two orthogonal notions here: when is the association fetched and how is it
fetched. It is important that you do not confuse them. We use fetch to tune performance.
We can use lazy to define a contract for what data is always available in any detached

instance of a particular class.

19.1.1. #R{ERERNERIRER

By default, Hibernate3 uses lazy select fetching for collections and lazy proxy fetching
for single-valued associations. These defaults make sense for most associations in the

majority of applications.

If you set hibernate.default batch fetch size, Hibernate will use the batch fetch
optimization for lazy fetching. This optimization can also be enabled at a more granular

level.

Please be aware that access to a lazy association outside of the context of an open

Hibernate session will result in an exception. For example:

S = sessions.openSession();
Transaction tx = s.beginTransaction();

User u = (User) s.createQuery("from User u where u.name=:userName")
.setString("userName", userName).uniqueResult();
Map permissions = u.getPermissions();

tx.commit();
s.close();

Integer accessLevel = (Integer) permissions.get("accounts"); // Error!

Since the permissions collection was not initialized when the Session was closed,
the collection will not be able to load its state. Hibernate does not support lazy
initialization for detached objects. This can be fixed by moving the code that reads

from the collection to just before the transaction is committed.

Alternatively, you can use a non—-lazy collection or association, by specifying
lazy="false" for the association mapping. However, it 1is intended that lazy

initialization be used for almost all collections and associations. If you define
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too many non-lazy associations in your object model, Hibernate will fetch the entire

database into memory in every transaction.

On the other hand, you can use Jjoin fetching, which is non-lazy by nature, instead
of select fetching in a particular transaction. We will now explain how to customize
the fetching strategy. In Hibernate3, the mechanisms for choosing a fetch strategy are

identical for single-valued associations and collections.
19.1.2. FEPEEES (Tuning fetch strategies)

EITEL (BOARD) FENHIZIRRE I T S50, R 682 B RAE ML SO o 8 UAE
FFE B

<set hame="permissions"
fetch="join">
<key column="userld"/>
<one-to-many class="Permission"/>
</set

<many-to-one name="mother" class="Cat" fetch="join"/>

TR SCR AP R SCROATBOCR ISR 200f LR B3R 4% H 7= A #2M:

- 3BT get O Biload O FiEBUSEIRE ©

- G TERBEZ AT SARS, A 2B BUSEUR -
- MW

* fHEF T subselectfVHLIHQL

Irrespective of the fetching strategy you use, the defined non-lazy graph is guaranteed
to be loaded into memory. This might, however, result in several immediate selects

being used to execute a particular HQL query.

Usually, the mapping document is not used to customize fetching. Instead, we keep the
default behavior, and override it for a particular transaction, using left join fetch in
HQL. This tells Hibernate to fetch the association eagerly in the first select, using

an outer join. In the Criteria query API, you would use setFetchMode (FetchMode.JOIN) .

If you want to change the fetching strategy used by get() or load(), you can use a

Criteria query. For example:

User user = (User) session.createCriteria(User.class)
.setFetchMode("permissions", FetchMode.JOIN)
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.add( Restrictions.idEq(userld) )
.uniqueResult();

This is Hibernate's equivalent of what some ORM solutions call a "fetch plan".

A completely different approach to problems with N+1 selects is to use the second-

level cache.

19.1.3. EIFHFEMCH (Single-ended association proxies)

Lazy fetching for collections is implemented using Hibernate's own implementation of
persistent collections. However, a different mechanism is needed for lazy behavior
in single-ended associations. The target entity of the association must be proxied.
Hibernate implements lazy initializing proxies for persistent objects using runtime

bytecode enhancement which is accessed via the CGLIB library.

At startup, Hibernate3 generates proxies by default for all persistent classes and uses

them to enable lazy fetching of many-to-one and one-to-one associations.

The mapping file may declare an interface to use as the proxy interface for that class,
with the proxy attribute. By default, Hibernate uses a subclass of the class. The
proxied class must implement a default constructor with at least package visibility.

This constructor is recommended for all persistent classes.

There are potential problems to note when extending this approach to polymorphic

classes.For example:

<class name="Cat" proxy="Cat">

</subclass>
</class>

B, CatSEfFl K zmAN AT AR SR | 5 e ADomesticCat, BRI E A & 5 & DomesticCat SLAf o

Cat cat = (Cat) session.load(Cat.class, id); // instantiate a proxy (does not hit the db)
if ( cat.isDomesticCat() ) { /I hit the db to initialize the proxy
DomesticCat dc = (DomesticCat) cat; /I Error!

Secondly, it is possible to break proxy ==:
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Cat cat = (Cat) session.load(Cat.class, id); [/l instantiate a Cat proxy
DomesticCat dc =

(DomesticCat) session.load(DomesticCat.class, id); // acquire new DomesticCat proxy!
System.out.printin(cat==dc); /I false

BIRNB, (ERPRERFREE LRI LEEE - RARTNTMEGHARGIH, 2558 AZH
PDARPCEEN S, EEFRE, HIRZERIZER— DL 2.

cat.setWeight(11.0); // hit the db to initialize the proxy
System.out.printin( dc.getWeight() ); // 11.0

Third, you cannot use a CGLIB proxy for a final class or a class with any final methods.

Finally, if your persistent object acquires any resources upon instantiation (e.g. in
initializers or default constructor), then those resources will also be acquired by

the proxy. The proxy class is an actual subclass of the persistent class.

These problems are all due to fundamental limitations in Java's single inheritance model.
To avoid these problems your persistent classes must each implement an interface that
declares its business methods. You should specify these interfaces in the mapping file
where Catlmpl implements the interface Cat and DomesticCatImpl implements the interface

DomesticCat. For example:

<class name="Catlmpl" proxy="Cat">

</subclass>
</class>

Then proxies for instances of Cat and DomesticCat can be returned by load() or iterate().

Cat cat = (Cat) session.load(Catlmpl.class, catid);
Iterator iter = session.createQuery("from Catlmpl as cat where cat.name="fritz").iterate();
Cat fritz = (Cat) iter.next();
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Note

list() does not usually return proxies.

XH, WHRZERRAMHGIEREA o ZMBEWE, (REOZRETEE P cat, TAZCatinpl ©

Certain operations do not require proxy initialization:

+equals(): if the persistent class does not override equals()

* hashCode () : if the persistent class does not override hashCode ()

- FrEff R getter HiE ©
Hibernatedf iR BN HHBRLE B T equals O ~ BihashCode O FIERIHF AL o

By choosing lazy="no-proxy" instead of the default lazy="proxy", you can avoid problems
associated with typecasting. However, buildtime bytecode instrumentation is required,

and all operations will result in immediate proxy initialization.

19.1.4. SEF{LEASFICHE (Initializing collections and

proxies)

A LazylnitializationException will be thrown by Hibernate if an uninitialized collection
or proxy is accessed outside of the scope of the Session, i.e., when the entity owning

the collection or having the reference to the proxy is in the detached state.

Sometimes a proxy or collection needs to be initialized before closing the Session. You
can force initialization by calling cat.getSex() or cat.getKittens().size(), for example.
However, this can be confusing to readers of the code and it is not convenient for

generic code.

The static methods Hibernate.initialize() and Hibernate.isInitialized(), provide the
application with a convenient way of working with lazily initialized collections or
proxies. Hibernate.initialize(cat) will force the initialization of a proxy, cat, as long
as its Session is still open. Hibernate.initialize( cat.getKittens() ) has a similar effect

for the collection of kittens.

Another option is to keep the Session open until all required collections and proxies
have been loaded. In some application architectures, particularly where the code that
accesses data using Hibernate, and the code that uses it are in different application
layers or different physical processes, it can be a problem to ensure that the Session is

open when a collection is initialized. There are two basic ways to deal with this issue:

- In a web-based application, a servlet filter can be used to close the Session only
at the end of a user request, once the rendering of the view is complete (the Open

Session in View pattern). Of course, this places heavy demands on the correctness of
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the exception handling of your application infrastructure. It is vitally important
that the Session is closed and the transaction ended before returning to the user,
even when an exception occurs during rendering of the view. See the Hibernate Wiki

for examples of this "Open Session in View" pattern.

- In an application with a separate business tier, the business logic must "prepare"
all collections that the web tier needs before returning. This means that the business
tier should load all the data and return all the data already initialized to the
presentation/web tier that is required for a particular use case. Usually, the
application calls Hibernate.initialize() for each collection that will be needed in
the web tier (this call must occur before the session is closed) or retrieves the
collection eagerly using a Hibernate query with a FETCH clause or a FetchMode.JOIN
in Criteria. This is usually easier if you adopt the Command pattern instead of a

Session Facade.

* You can also attach a previously loaded object to a new Session with merge() or lock()
before accessing uninitialized collections or other proxies. Hibernate does not,
and certainly should not, do this automatically since it would introduce impromptu

transaction semantics.

Sometimes you do not want to initialize a large collection, but still need some

information about it, like its size, for example, or a subset of the data.

IRATAGE SR A B A BB B AR, A LSEFIL BN R A

( (Integer) s.createFilter( collection, "select count(*)" ).list().get(0) ).intValue()

X E fcreateFilter O J7{A Al UG HIRA AN EB AHIER WA, MEAFLILE M ES.

s.createFilter( lazyCollection, "").setFirstResult(0).setMaxResults(10).list();

19.1.5. FH#EIME (Using batch fetching)

Using batch fetching, Hibernate can load several uninitialized proxies if one proxy is
accessed. Batch fetching is an optimization of the lazy select fetching strategy. There
are two ways you can configure batch fetching: on the class level and the collection

level.

Batch fetching for classes/entities is easier to understand. Consider the following
example: at runtime you have 25 Cat instances loaded in a Session, and each Cat has a
reference to its owner, a Person. The Person class is mapped with a proxy, lazy="true".
If you now iterate through all cats and call getOwner() on each, Hibernate will, by
default, execute 25 SELECT statements to retrieve the proxied owners. You can tune this

behavior by specifying a batch-size in the mapping of Person:
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<class name="Person" batch-size="10">...</class>

Hibernate will now execute only three queries: the pattern is 10, 10, 5.

You can also enable batch fetching of collections. For example, if each Person has a
lazy collection of Cats, and 10 persons are currently loaded in the Session, iterating
through all persons will generate 10 SELECTs, one for every call to getCats(). If you
enable batch fetching for the cats collection in the mapping of Person, Hibernate can

pre-fetch collections:

<class name="Person">
<set name="cats" batch-size="3">

</set>
</class>
WRFEA fvatch-size£3 (B1R? ) , FAHibernatef£: 43 TUIRHIATSELECTE 1], Bt

3~ 33 IR/ BIEALERE - X BB RBARIEE 8L B AT 4 Bl Session FARSEFIML

BEAWI -

Batch fetching of collections is particularly useful if you have a nested tree of items,
i.e. the typical bill-of-materials pattern. However, a nested set or a materialized

path might be a better option for read-mostly trees.

19.1.6. FHFEIHEINEL (Using subselect fetching)

If one lazy collection or single-valued proxy has to be fetched, Hibernate will load
all of them, re-running the original query in a subselect. This works in the same way

as batch-fetching but without the piecemeal loading.

19.1.7. FHMERBEMSINE (Using lazy property fetching)

Hibernate3 supports the lazy fetching of dindividual properties. This optimization
technique is also known as fetch groups. Please note that this is mostly a marketing
feature; optimizing row reads is much more important than optimization of column reads.
However, only loading some properties of a class could be useful in extreme cases.
For example, when legacy tables have hundreds of columns and the data model cannot

be improved.

A DR SO R e R B P I B azy, B SOZBMEONIEREA -

<class name="Document">
<id name="id">
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<generator class="native"/>
</id>
<property name="name" not-null="true" length="50"/>
<property name="summary" not-null="true" length="200" lazy="true"/>
<property name="text" not-null="true" length="2000" lazy="true"/>
</class>

Lazy property loading requires buildtime bytecode instrumentation. If your persistent
classes are not enhanced, Hibernate will ignore lazy property settings and return to

immediate fetching.

IRAT LAt i Task A, #EATAA R E L, XMFFARMEMA "t filfas 7

<target name="instrument" depends="compile">
<taskdef name="instrument" classname="org.hibernate.tool.instrument.InstrumentTask">
<classpath path="${jar.path}"/>
<classpath path="${classes.dir}"/>
<classpath refid="lib.class.path"/>
</taskdef>

<instrument verbose="true">
<fileset dir="${testclasses.dir}/org/hibernate/auction/model">
<include name="*.class"/>
<ffileset>
</instrument>
</target>

A different way of avoiding unnecessary column reads, at least for read-only
transactions, is to use the projection features of HQL or Criteria queries. This avoids

the need for buildtime bytecode processing and is certainly a preferred solution.

You can force the usual eager fetching of properties using fetch all properties in HQL.

19.2. —2f%%4F (The Second Level Cache)

A Hibernate Session is a transaction-level cache of persistent data. It is possible to
configure a cluster or JVM-level (SessionFactory-level) cache on a class-by-class and
collection-by-collection basis. You can even plug in a clustered cache. Be aware that
caches are not aware of changes made to the persistent store by another application.

They can, however, be configured to regularly expire cached data.

You have the option to tell Hibernate which caching implementation to use by specifying
the name of a class that implements org.hibernate.cache.CacheProvider using the property

hibernate.cache.provider class. Hibernate is bundled with a number of built-in integrations
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with the open-source cache providers that are listed below. You can also implement
your own and plug it in as outlined above. Note that versions prior to 3.2 use EhCache

as the default cache provider.

F* 19.1. BAFHEMSIRMH (Cache Providers)

Cache Provider class Type Cluster Query
Safe Cache
Supported
Hashtable org.hibernate.cache.HashtableCacheProvideremory yes
(not
intended
for
production
use)
EHCache org.hibernate.cache.EhCacheProvider memory, yes
disk
0OSCache org.hibernate.cache.0SCacheProvider memory, yes
disk
SwarmCache org.hibernate.cache.SwarmCacheProvider | clustered yes
(ip (clustered
multicast) | invalidation)
JBoss org.hibernate.cache.TreeCacheProvider clustered yes ves (clock
Cache 1.x (ip (replicationkync req.)
multicast),
transactional
JBoss org.hibernate.cache. jbc2.JBossCacheRegiontfhusteyed yes ves (clock
Cache 2 (ip (replicationsync req.)
multicast),| or
transactionalinvalidation)

19.2.1. ZZfFHLE} (Cache mappings)

REEREMITHY “<cache>TTE”™ A LA FHIE

<cache

usage="transactional|read-write|nonstrict-read-write|read-only" o

2

region="RegionName"

include="all|non-lazy"

/>

3
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© usage (',[Z\Zﬁ) U‘E%T%ﬁﬁ/\]%ﬂ% transactional > read-write > nonstrict—read—writeﬁi read-
only °

© rcgion (optional: defaults to the class or collection role name): specifies the
name of the second level cache region

€ include (optional: defaults to all) non-lazy: specifies that properties of the entity
mapped with lazy="true" cannot be cached when attribute-level 1lazy fetching is
enabled

Alternatively, you can specify <class-cache> and <collection-cache> elements in

hibernate.cfg.xml.

X HfJusage [BIEFEHE T H A% (cache concurrency strategy) o
19.2.2. KB HiEZ%%fF (Strategy: read only)

If your application needs to read, but not modify, instances of a persistent class,
a read-only cache can be used. This is the simplest and optimal performing strategy.

It is even safe for use in a cluster.

<class name="eg.Immutable" mutable="false">
<cache usage="read-only"/>

</class>

19.2.3. HE%: 1L/ 5% 4% (Strategy: read/write)

If the application needs to update data, a read-write cache might be appropriate. This
cache strategy should never be used if serializable transaction isolation level is
required. If the cache is used in a JTA environment, you must specify the property
hibernate.transaction.manager_ lookup class and naming a strategy for obtaining the JTA
TransactionManager. In other environments, you should ensure that the transaction is
completed when Session.close() or Session.disconnect() is called. If you want to use this
strategy in a cluster, you should ensure that the underlying cache implementation

supports locking. The built-in cache providers do not support locking.

<class name="eg.Cat" .... >
<cache usage="read-write"/>

<set name="kittens" ... >
<cache usage="read-write"/>

</set>
</class>
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19.2.4. K& JE/™H#81L/E %1% (Strategy: nonstrict read/

write)

If the application only occasionally needs to update data (i.e. if it is extremely
unlikely that two transactions would try to update the same item simultaneously),
and strict transaction isolation is not required, a nonstrict-read-write cache might
be appropriate. If the cache is used in a JTA environment, you must specify
hibernate.transaction.manager lookup class. In other environments, you should ensure that

the transaction is completed when Session.close() or Session.disconnect() is called.

19.2.5. RBE:HF55%F (transactional)

The transactional cache strategy provides support for fully transactional cache providers
such as JBoss TreeCache. Such a cache can only be used in a JTA environment and you

must specify hibernate.transaction.manager lookup class.

19.2.6. Cache-provider/concurrency-strategy compatibility

[/ HE

None of the cache providers support all of the cache concurrency

strategies.

The following table shows which providers are compatible with which concurrency

strategies.

FO19.2.  BMRARBE N RAAIF L RKIGHSCFFEOL (Cache  Concurrency

Strategy Support)

Cache read-only nonstrict-read- read-write transactional
write
Hashtable (not yes yes yes

intended for

production use)

EHCache yes yes yes

0SCache yes yes yes

SwarmCache yes yes

JBoss Cache 1.x | yes yes
JBoss Cache 2 yes yes
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19.3. EHLZELF (Managing the caches)

Whenever you pass an object to save(), update() or saveOrUpdate(), and whenever you
retrieve an object using load(), get(), 1list(), iterate() or scroll(), that object is

added to the internal cache of the Session.

When flush() is subsequently called, the state of that object will be synchronized with
the database. If you do not want this synchronization to occur, or if you are processing
a huge number of objects and need to manage memory efficiently, the evict() method can

be used to remove the object and its collections from the first-level cache.

ScrollableResult cats = sess.createQuery("from Cat as cat").scroll(); //a huge result set
while ( cats.next() ) {

Cat cat = (Cat) cats.get(0);

doSomethingWithACat(cat);

sess.evict(cat);

SessioniffE M T —Peontains O 7%, HRFIBT RN LHIEE LT H HisessionfIZk 7

To evict all objects from the session cache, call Session.clear ()

X JURAEH, {ESessionfactory PR L T HET7 L, TIREIESG] - B - B4 0
A -

sessionFactory.evict(Cat.class, catld); //evict a particular Cat
sessionFactory.evict(Cat.class); //evict all Cats
sessionFactory.evictCollection("Cat.kittens", catld); //evict a particular collection of kittens
sessionFactory.evictCollection("Cat.kittens"); //evict all kitten collections

The CacheMode controls how a particular session interacts with the second-level cache:

+ CacheMode .NORMAL: will read items from and write items to the second-level cache

+ CacheMode.GET: will read items from the second-level cache. Do not write to the second-

level cache except when updating data

+ CacheMode.PUT: will write items to the second-level cache. Do not read from the second-

level cache

+ CacheMode .REFRESH: will write items to the second-level cache. Do not read from the
second-level cache. Bypass the effect of hibernate.cache.use minimal puts forcing a

refresh of the second-level cache for all items read from the database

WEHREE “REFRERERFXIENE, IRATUEMST (Statistics) APLe
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Map cacheEntries = sessionFactory.getStatistics()
.getSecondLevelCacheStatistics(regionName)
.getEntries();

You will need to enable statistics and, optionally, force Hibernate to keep the cache

entries in a more readable format:

hibernate.generate_statistics true
hibernate.cache.use_structured_entries true

19.4. BHZELF (The Query Cache)

Query result sets can also be cached. This is only useful for queries that are run

frequently with the same parameters. You will first need to enable the query cache:
hibernate.cache.use_query_cache true

This setting creates two new cache regions: one holding cached query result sets
(org.hibernate.cache.StandardQueryCache), the other holding timestamps of the most recent
updates to queryable tables (org.hibernate.cache.UpdateTimestampsCache). Note that the
query cache does not cache the state of the actual entities in the result set; it
caches only identifier values and results of value type. The query cache should always

be used in conjunction with the second-level cache.

Most queries do not benefit from caching, so by default, queries are not cached. To
enable caching, call Query.setCacheable(true). This call allows the query to look for

existing cache results or add its results to the cache when it is executed.

If you require fine-grained control over query cache expiration policies, you can

specify a named cache region for a particular query by calling Query.setCacheRegion().

List blogs = sess.createQuery("from Blog blog where blog.blogger = :blogger")
.setEntity("blogger", blogger)
.setMaxResults(15)
.setCacheable(true)
.setCacheRegion("frontpages")
dist();

WMRE AT ERITR HERRAXE, I LIRNIZE
FHQuery. setCacheMode (CacheMode . REFRESH) /51 o XA E AR PR ERGE (Fl,
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iEidHibernateEEEdR) |, BN TE AR E R E B NG REMNIFOURIEHN - X
X SessionFactory.evictQueries O BB NEMAVE TR, FFER] LIERREIRZR X o

19.5. HEE S EE (Understanding Collection

performance)

In the previous sections we have covered collections and their applications. In this

section we explore some more issues in relation to collections at runtime.
19.5.1. 432K (Taxonomy)
HibernatefE X T = FEARR ARG

EEOREA
- one—-to—many associations

- many-to—many associations

XN REX D TARRIRMIMERRER, HECHAE SN RARMEFTENE - Hie
BRANIR R R A MR R, T TR 18 M T Hibernate B HTEUMRE ST 8RR
BEAVLERD” o IR T AN K.

- BEFEAE
- 8B4 (sets)
- £ (bags)

All indexed collections (maps, lists, and arrays) have a primary key consisting of the
<key> and <index> columns. In this case, collection updates are extremely efficient. The
primary key can be efficiently indexed and a particular row can be efficiently located

when Hibernate tries to update or delete it.

Sets have a primary key consisting of <key> and element columns. This can be less
efficient for some types of collection element, particularly composite elements or
large text or binary fields, as the database may not be able to index a complex primary
key as efficiently. However, for one-to—many or many-to—-many associations, particularly
in the case of synthetic identifiers, it is 1likely to be Jjust as efficient. If you
want SchemaExport to actually create the primary key of a <set>, you must declare all

columns as not-null="true".

<idbag> mappings define a surrogate key, so they are efficient to update. In fact,

they are the best case.

Bags are the worst case since they permit duplicate element values and, as they have
no index column, no primary key can be defined. Hibernate has no way of distinguishing
between duplicate rows. Hibernate resolves this problem by completely removing in a

single DELETE and recreating the collection whenever it changes. This can be inefficient.
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For a one-to-many association, the "primary key" may not be the physical primary key
of the database table. Even in this case, the above classification is still useful. It

reflects how Hibernate "locates" individual rows of the collection.

19.5.2. Lists, maps FlsetsH T HHB R &S

From the discussion above, it should be clear that indexed collections and sets allow

the most efficient operation in terms of adding, removing and updating elements.

There is, arguably, one more advantage that indexed collections have over sets for
many-to—-many associations or collections of values. Because of the structure of a Set,
Hibernate does not UPDATE a row when an element is "changed". Changes to a Set always
work via INSERT and DELETE of individual rows. Once again, this consideration does not

apply to one-to—-many associations.

After observing that arrays cannot be lazy, you can conclude that lists, maps and idbags
are the most performant (non-inverse) collection types, with sets not far behind. You
can expect sets to be the most common kind of collection in Hibernate applications.

This is because the "set" semantics are most natural in the relational model.

However, in well-designed Hibernate domain models, most collections are in fact one-
to-many associations with inverse="true". For these associations, the update is handled
by the many-to-one end of the association, and so considerations of collection update

performance simply do not apply.

19.5.3. Bagflllistig X MIEEERFRE KR

There is a particular case, however, in which bags, and also lists, are much more
performant than sets. For a collection with inverse="true", the standard bidirectional
one-to-many relationship idiom, for example, we can add elements to a bag or list
without needing to initialize (fetch) the bag elements. This is because, unlike a set,
Collection.add() or Collection.addA11() must always return true for a bag or List. This

can make the following common code much faster:

Parent p = (Parent) sess.load(Parent.class, id);

Child ¢ = new Child();

c.setParent(p);

p.getChildren().add(c); //no need to fetch the collection!
sess.flush();

19.5.4. —IREMIER (One shot delete)

Deleting collection elements one by one can sometimes be extremely inefficient.
Hibernate knows not to do that in the case of an newly-empty collection (if you called

list.clear(), for example). In this case, Hibernate will issue a single DELETE.
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Suppose you added a single element to a collection of size twenty and then remove two
elements. Hibernate will issue one INSERT statement and two DELETE statements, unless

the collection is a bag. This is certainly desirable.

B, Boxdf MR 7180 8dE, RFT2A, RIEEgst o WA MR

—HIMHERIX 18 R, ARG =1

- remove the whole collection in one SQL DELETE and insert all five current elements

one by one

Hibernate cannot know that the second option is probably quicker. It would probably be
undesirable for Hibernate to be that intuitive as such behavior might confuse database

triggers, etc.

Fortunately, you can force this behavior (i.e. the second strategy) at any time
by discarding (i.e. dereferencing) the original collection and returning a newly

instantiated collection with all the current elements.

One-shot-delete does not apply to collections mapped inverse="true".
N N 3 . . )
19.6. WS4 gE (Monitoring performance)

BB W AERES RO HFAT L R ZE TR L o Hibernate N E ANFRIER ML T — RIFIRE
AT LA BE1~SessionFactoryINENH ST IHEE

19.6.1. '"SSessionFactory

YRE] LU PR TT S IA]SessionFactoryAUEHRICL SR, SB—MEl2 H C B AH
sessionFactory.getStatistics ) FVEEL ~ B RGiHEEE -

Hibernate can also use JMX to publish metrics if you enable the StatisticsService MBean.
You can enable a single MBean for all your SessionFactory or one per factory. See the

following code for minimalistic configuration examples:

/I MBean service registration for a specific SessionFactory

Hashtable tb = new Hashtable();

tb.put("type", "statistics");

tb.put("sessionFactory”, "myFinancialApp");

ObjectName on = new ObjectName("hibernate"”, tb); // MBean object name

StatisticsService stats = new StatisticsService(); // MBean implementation
stats.setSessionFactory(sessionFactory); // Bind the stats to a SessionFactory
server.registerMBean(stats, on); // Register the Mbean on the server
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/l MBean service registration for all SessionFactory's
Hashtable tb = new Hashtable();

tb.put("type", "statistics");

tb.put("sessionFactory”, "all");

ObjectName on = new ObjectName("hibernate", tb); // MBean object name

StatisticsService stats = new StatisticsService(); // MBean implementation
server.registerMBean(stats, on); // Register the MBean on the server

You can activate and deactivate the monitoring for a SessionFactory:

. %Eﬁaiiﬁﬂﬂﬂ, 4%hibernate.generateistatisticsﬁi%iﬁﬂtrueﬁifalse;

. %Eié%fﬁﬂﬂﬂ, AT LART LU T st . getStatistics () . setStatisticsEnabled (true)
BfhibernateStatsBean.setStatisticsEnabled (true)

Statistics can be reset programmatically using the clear() method. A summary can be

sent to a logger (info level) using the logSummary() method.

19.6.2. #EIdx (Metrics)

Hibernate provides a number of metrics, from basic information to more specialized
information that is only relevant in certain scenarios. All available counters are

described in the Statistics interface API, in three categories:

+ fE i session B BEAIRICT, FIANFTITHISessionf) ML ~ BUSHIDBCHIE HEEISE

« Metrics related to the entities, collections, queries, and caches as a whole (aka

global metrics).
- FIEARSEE ~ B4 ~ Bl ~ A RIIEREERCFE

For example, you can check the cache hit, miss, and put ratio of entities, collections
and queries, and the average time a query needs. Be aware that the number of milliseconds
is subject to approximation in Java. Hibernate is tied to the JVM precision and on some

platforms this might only be accurate to 10 seconds.

Simple getters are used to access the global metrics (i.e. not tied to a particular
entity, collection, cache region, etc.). You can access the metrics of a particular
entity, collection or cache region through its name, and through its HQL or
SQL representation for queries. Please refer to the Statistics, EntityStatistics,
CollectionStatistics, SecondLevelCacheStatistics, and QueryStatistics API Javadoc for more

information. The following code is a simple example:
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Statistics stats = HibernateUtil.sessionFactory.getStatistics();

double queryCacheHitCount = stats.getQueryCacheHitCount();
double queryCacheMissCount = stats.getQueryCacheMissCount();
double queryCacheHitRatio =

queryCacheHitCount / (queryCacheHitCount + queryCacheMissCount);

log.info("Query Hit ratio:" + queryCacheHitRatio);

EntityStatistics entityStats =
stats.getEntityStatistics( Cat.class.getName() );
long changes =
entityStats.getinsertCount()
+ entityStats.getUpdateCount()
+ entityStats.getDeleteCount();
log.info(Cat.class.getName() + " changed " + changes + "times" );

You can work on all entities, collections, queries and region caches, by retrieving
the 1list of names of entities, collections, queries and region caches using
the following methods: getQueries(), getEntityNames(), getCollectionRoleNames(), and

getSecondLevelCacheRegionNames () .
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Roundtrip engineering with Hibernate is possible using a set of Eclipse plugins,

commandline tools, and Ant tasks.

Hibernate Tools currently include plugins for the Eclipse IDE as well as Ant tasks for

reverse engineering of existing databases:

+ Mapping Editor: an editor for Hibernate XML mapping files that supports auto-
completion and syntax highlighting. It also supports semantic auto-completion for
class names and property/field names, making it more versatile than a normal XML

editor.

Console: the console is a new view in Eclipse. In addition to a tree overview of
your console configurations, you are also provided with an interactive view of your
persistent classes and their relationships. The console allows you to execute HQL

queries against your database and browse the result directly in Eclipse.

+ Development Wizards: several wizards are provided with the Hibernate Eclipse tools.
You can use a wizard to quickly generate Hibernate configuration (cfg.xml) files, or
to reverse engineer an existing database schema into POJO source files and Hibernate

mapping files. The reverse engineering wizard supports customizable templates.

Please refer to the Hibernate Tools package documentation for more information.

However, the Hibernate main package comes bundled with an integrated tool : SchemaExport

aka hbm2ddl.It can even be used from "inside" Hibernate.

20.1. SchemaHZENERL (Automatic schema generation)

DDL can be generated from your mapping files by a Hibernate utility. The generated
schema includes referential integrity constraints, primary and foreign keys, for entity
and collection tables. Tables and sequences are also created for mapped identifier

generators.

You must specify a SQL Dialect via the hibernate.dialect property when using this tool,
as DDL is highly vendor-specific.

First, you must customize your mapping files to improve the generated schema. The next

section covers schema customization.

20.1.1. %fschemaiEf|{¥, (Customizing the schema)

Many Hibernate mapping elements define optional attributes named length, precision and

scale. You can set the length, precision and scale of a column with this attribute.
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<property name="zip" length="5"/>

<property name="balance" precision="12" scale="2"/>

Some tags also accept a not-null attribute for generating a NOT NULL constraint on table

columns, and a unique attribute for generating UNIQUE constraint on table columns.

<many-to-one name="bar" column="barld" not-null="true"/>

<element column="serialNumber" type="long" not-null="true" unique="true"/>

A unique-key attribute can be used to group columns in a single, unique key constraint.
Currently, the specified value of the unique-key attribute is not used to name the

constraint in the generated DDL. It is only used to group the columns in the mapping file.

<many-to-one name="org" column="orgld" unique-key="OrgEmployeeld"/>
<property name="employeeld" unique-key="OrgEmployee"/>

An index attribute specifies the name of an index that will be created using the mapped
column or columns. Multiple columns can be grouped into the same index by simply

specifying the same index name.

<property name="lastName" index="CustName"/>
<property name="firstName" index="CustName"/>

A foreign-key attribute can be used to override the name of any generated foreign key

constraint.

<many-to-one name="bar" column="barld" foreign-key="FKFooBar"/>

IRZ MR LRI S <column>TTL R  IXAERE LS 7 BUAY R B RF A A

<property name="name" type="my.customtypes.Name"/>
<column name="last" not-null="true" index="bar_idx" length="30"/>
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<column name="first" not-null="true" index="bar_idx" length="20"/>
<column name="initial"/>
</property>

The default attribute allows you to specify a default value for a column.You should
assign the same value to the mapped property before saving a new instance of the

mapped class.

<property name="credits" type="integer" insert="false">
<column name="credits" default="10"/>
</property>

<version name="version" type="integer" insert="false">
<column name="version" default="0"/>
</property>

sql-typel@& P A VF AP 8 FER VAR bernate A B SQLEHR IS TY H R

<property name="balance" type="float">
<column name="balance" sql-type="decimal(13,3)"/>
</property>

checkJ@ M L 1F I HRE — MYRIGE

<property name="foo" type="integer">
<column name="foo" check="foo > 10"/>
</property>

<class name="Fo0" table="foos" check="bar < 100.0">

<property name="bar" type="float"/>
</class>

The following table summarizes these optional attributes.
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% 20.1. Summary

B (Attribute) {H (Values) BB (Interpretation)

length S FERKE

precision F F5E (decimal precision)

scale B N AT (decimal scale)

not-null true|false specifies that the column should be non-
nullable

unique truel|false SR E R IZTFERE AR —AR

index index_name IA— (ZFE) WZES| (index) BZF

unique-key

unique_key name

EIAZ FRME—LARNAT (0 LR

foreign-key

foreign_key name

specifies the name of the foreign key
constraint generated for an association, for
a <one-to—one>, <many-to-one>, <key>, Or <many-to-—
many> mapping element. Note that inverse="true"

sides will not be considered by SchemaExport.

sql-type SQL FEFRA overrides the default column type (attribute
of <column> element only)

default SQL expression NFERIEEBIME

check SQL expression $FFE B N ASQLAI RIS

<comment>JTE A] LLLEARTE AL AlH schema R A JERE ©

<class name="Customer" table="CurCust">

<comment>Current customers only</comment>

</class>

<property name="balance">
<column name="bal">
<comment>Balance in USD</comment>

</column>
</property>

This results in a comment on table or comment on column statement in the generated DDL

where supported.

20.1.2.

ZATIZ LR

SchemaExport T ELHEDDLIIA G B FrufEfi i, [FIRS /243 $U4TDDLIEA] -
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The following table displays the SchemaExport command line options

Jjava —cp hibernate classpaths org.hibernate.tool.hbm2ddl.SchemaExport options mapping files

i'% 20.2. SchemaExportﬁ—Eé\ﬁ?j\ﬁl_ﬁIﬁ

BETH Description

-—quiet do not output the script to stdout
——drop H##FTdrop tablesfi 5

——create /D\@'J%i%

-—text do not export to the database
-—output=my_schema.dd1 04 H B dd 1 AR By HS 21— S0
——naming=eg.MyNamingStrategy select a NamingStrategy
--config=hibernate.cfg.xml MXMLIC A2 A Hibernate it &
—--properties=hibernate.properties read database properties from a file
~—format TR A R SQLIE A 57 ASEAL
—delimiter=; AR EAT G RAT

You can even embed SchemaExport in your application:

Configuration cfg = ....;
new SchemaExport(cfg).create(false, true);

20.1.3. E@ (Properties)

Database properties can be specified:

- JBiT-D<property>RFSEL
. i’{hibernate.propertiesjt'ﬁ:‘:f:‘
TP HEELFHpropertiesIEH ARG —-propertiesS TR E

i1

F 20.3. SchemaExport JEFEE T

B4 Description
hibernate.connection.driver_class Jjdbc driver class
hibernate.connection.url Jjdbc url
hibernate.connection.username database user
hibernate.connection.password user password
hibernate.dialect = (dialect)
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20.1.4. {fHAnt (Using Ant)

/f/ﬁ(ﬂ DIZEARBIAnt buildflZR 51 B SchemaExport :

<target name="schemaexport">
<taskdef name="schemaexport"
classname="org.hibernate.tool.hbm2ddl.SchemaExportTask
classpathref="class.path"/>

<schemaexport
properties="hibernate.properties"
quiet="no"
text="no"
drop="no"
delimiter=";"
output="schema-export.sql">
<fileset dir="src">

<include name="**/* hbm.xml"/>

<[fileset>

</schemaexport>

</target>

20.1.5. %fschemaf 3 & 5 ¥ (Incremental schema updates)

The SchemaUpdate tool will update an existing schema with "incremental" changes. The
SchemalUpdate depends upon the JDBC metadata API and, as such, will not work with all
JDBC drivers.

Jjava —cp hibernate classpaths org.hibernate.tool.hbm2ddl.SchemaUpdate options mapping files

%E 20.4. SchemaUpdateﬁ—E/ﬁ\ﬁjﬂJ‘iIﬁ

S| Description

-—quiet do not output the script to stdout
--text do not export the script to the database
——naming=eg.MyNamingStrategy select a NamingStrategy
--properties=hibernate.properties read database properties from a file
--config=hibernate.cfg.xml specify a .cfg.xml file

You can embed SchemaUpdate in your application:

Configuration cfg = ....;
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new SchemaUpdate(cfg).execute(false);

20.1.6. FHAntEHE & 5 Frschema (Using Ant for incremental

schema updates)

ﬁ(ﬂ DUAEAnt I AR I F SchemaUpdate:

<target name="schemaupdate">
<taskdef name="schemaupdate"
classname="org.hibernate.tool.hbm2ddl.SchemaUpdateTask"
classpathref="class.path"/>

<schemaupdate
properties="hibernate.properties"
quiet="no">
<fileset dir="src">

<include name="**/* hbm.xml"/>

<[fileset>

</schemaupdate>

</target>

20.1.7. Schema 55

The SchemaValidator tool will validate that the existing database schema "matches" your
mapping documents. The SchemaValidator depends heavily upon the JDBC metadata API and,

as such, will not work with all JDBC drivers. This tool is extremely useful for testing.

Jjava -cp hibernate classpaths org.hibernate.tool.hbm2ddl.SchemaValidator options

mapping files

%% 20.5. Schema\’alidatorﬁ—ﬁé’\ff— #‘ﬁ

N

T Description
—-—-naming=eg.MyNamingStrategy select a NamingStrategy
——properties=hibernate.properties read database properties from a file
--config=hibernate.cfg.xml specify a .cfg.xml file

You can embed SchemaValidator in your application:

Configuration cfg = ....;
new SchemaValidator(cfg).validate();
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20.1.8. f#HAntHFTschematils;

Vﬁﬂ L)LEAntH%UK ‘:F' UﬁﬁHSchemaVal idator:

<target name="schemavalidate">
<taskdef name="schemavalidator"
classname="org.hibernate.tool.hbm2ddl.SchemaValidatorTask

classpathref="class.path"/>

<schemavalidator
properties="hibernate.properties">
<fileset dir="src">
<include name="**/* hbm.xml"/>
<[fileset>
</schemavalidator>
</target>
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M. AF I & (Parent Child
Relationships)

One of the first things that new users want to do with Hibernate is to model a
parent/child type relationship. There are two different approaches to this. The most
convenient approach, especially for new users, is to model both Parent and Child as
entity classes with a <one-to-many> association from Parent to Child. The alternative
approach is to declare the Child as a <composite-element>. The default semantics of a
one-to—many association in Hibernate are much less close to the usual semantics of a
parent/child relationship than those of a composite element mapping. We will explain
how to use a bidirectional one-to-many association with cascades to model a parent/

child relationship efficiently and elegantly.

21.1. FTcollectionsFTEEFER— 4

Hibernate collections are considered to be a logical part of their owning entity and
not of the contained entities. Be aware that this is a critical distinction that has

the following consequences:

- When vyou remove/add an object from/to a collection, the version number of the

collection owner is incremented.

- If an object that was removed from a collection is an instance of a value type (e.g.
a composite element), that object will cease to be persistent and its state will be
completely removed from the database. Likewise, adding a value type instance to the

collection will cause its state to be immediately persistent.

- Conversely, if an entity is removed from a collection (a one-to-many or many-to-—
many association), it will not be deleted by default. This behavior is completely
consistent; a change to the internal state of another entity should not cause the
associated entity to vanish. Likewise, adding an entity to a collection does not

cause that entity to become persistent, by default.

Adding an entity to a collection, by default, merely creates a link between the two
entities. Removing the entity will remove the link. This is appropriate for all sorts
of cases. However, it is not appropriate in the case of a parent/child relationship.

In this case, the life of the child is bound to the life cycle of the parent.

21.2. WEH)—X} £ % % (Bidirectional one-to-many)

B FATEL LI — 4 LAY M Parent E|Chi 1dffj<one-to-many>KEk o

<set name="children">
<key column="parent_id"/>
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<one-to-many class="Child"/>
</set>

If we were to execute the following code:

Parentp = ..... ;

Child ¢ = new Child();
p.getChildren().add(c);
session.save(c);
session.flush();

Hibernate4: =4 W £5SQLIEA]:

- —ZKINSERTIEA], NcflfE—FKitx
- —Z5UPDATEIEA], OI% MpB|cHYTERE

This is not only inefficient, but also violates any NOT NULL constraint on the parent id
column. You can fix the nullability constraint violation by specifying not-null="true"

in the collection mapping:

<set name="children">
<key column="parent_id" not-null="true"/>
<one-to-many class="Child"/>

</set>

IR, X IR IERERIARRTTIE -

The underlying cause of this behavior is that the link (the foreign key parent_id) from
p to ¢ is not considered part of the state of the Child object and is therefore not

created in the INSERT. The solution is to make the link part of the Child mapping.

<many-to-one name="parent" column="parent_id" not-null="true"/>

You also need to add the parent property to the Child class.

Now that the Child entity is managing the state of the 1link, we tell the collection not
to update the link. We use the inverse attribute to do this:

<set name="children" inverse="true">
<key column="parent_id"/>
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<one-to-many class="Child"/>
</set>

The following code would be used to add a new Child:

Parent p = (Parent) session.load(Parent.class, pid);
Child ¢ = new Child();

c.setParent(p);

p.getChildren().add(c);

session.save(c);

session.flush();

Only one SQL INSERT would now be issued.

You could also create an addChild() method of Parent.

public void addChild(Child c) {
c.setParent(this);
children.add(c);

The code to add a Child looks like this:

Parent p = (Parent) session.load(Parent.class, pid);
Child ¢ = new Child();

p.addChild(c);

session.save(c);

session.flush();

21.3. KEEAEATEH (Cascading life cycle)

You can address the frustrations of the explicit call to save() by using cascades.

<set name="children" inverse="true" cascade="all">
<key column="parent_id"/>
<one-to-many class="Child"/>

</set>

This simplifies the code above to:
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Parent p = (Parent) session.load(Parent.class, pid);
Child ¢ = new Child();

p.addChild(c);

session.flush();

Similarly, we do not need to iterate over the children when saving or deleting a Parent.

The following removes p and all its children from the database.

Parent p = (Parent) session.load(Parent.class, pid);
session.delete(p);
session.flush();

However, the following code:

Parent p = (Parent) session.load(Parent.class, pid);
Child ¢ = (Child) p.getChildren().iterator().next();
p.getChildren().remove(c);

c.setParent(null);

session.flush();

will not remove c from the database. In this case, it will only remove the link to p

and cause a NOT NULL constraint violation. You need to explicitly delete() the Child.

Parent p = (Parent) session.load(Parent.class, pid);
Child ¢ = (Child) p.getChildren().iterator().next();
p.getChildren().remove(c);

session.delete(c);

session.flush();

In our case, a Child cannot exist without its parent. So if we remove a Child from
the collection, we do want it to be deleted. To do this, we must use cascade="all-

delete-orphan".

<set name="children" inverse="true" cascade="all-delete-orphan">
<key column="parent_id"/>
<one-to-many class="Child"/>

</set>
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Even though the collection mapping specifies inverse="true", cascades are still processed
by iterating the collection elements. If you need an object be saved, deleted or
updated by cascade, you must add it to the collection. It is not enough to simply

call setParent().

21.4. é&ﬁ%—%;ﬁg&ﬁﬁ <Cascades and unsa\ed*\alue)

Suppose we loaded up a Parent in one Session, made some changes in a Ul action and wanted
to persist these changes in a new session by calling update(). The Parent will contain
a collection of children and, since the cascading update is enabled, Hibernate needs
to know which children are newly instantiated and which represent existing rows in
the database. We will also assume that both Parent and Child have generated identifier
properties of type Long. Hibernate will use the identifier and version/timestamp property
value to determine which of the children are new. (See & 10.7 7 “HTPRESRM” )

In Hibernate3, it is no longer necessary to specify an unsaved-value explicitly.

The following code will update parent and child and insert newChild:

/Iparent and child were both loaded in a previous session
parent.addChild(child);

Child newChild = new Child();
parent.addChild(newChild);

session.update(parent);

session.flush();

This may be suitable for the case of a generated identifier, but what about assigned
identifiers and composite identifiers? This is more difficult, since Hibernate cannot
use the identifier property to distinguish between a newly instantiated object, with
an identifier assigned by the user, and an object loaded in a previous session. In this
case, Hibernate will either use the timestamp or version property, or will actually

query the second-level cache or, worst case, the database, to see if the row exists.
:I:\
21.5. 58

The sections we have Jjust covered can be a bit confusing. However, in practice, it
all works out nicely. Most Hibernate applications use the parent/child pattern in

many places.

We mentioned an alternative in the first paragraph. None of the above issues exist in
the case of <composite-element> mappings, which have exactly the semantics of a parent/
child relationship. Unfortunately, there are two big limitations with composite element
classes: composite elements cannot own collections and they should not be the child

of any entity other than the unique parent.
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il Weblog N FIFERE

22.1. FFAME

The persistent classes here represent a weblog and an item posted in a weblog. They

are to be modelled as a standard parent/child relationship, but we will use an ordered

bag, instead of a set:

package eg;

import java.util.List;

public class Blog {
private Long _id;
private String _name;
private List _items;

public Long getld() {
return _id;

}

public List getltems() {
return _items;

}

public String getName() {
return _name;

}

public void setld(Long long1) {
_id =long1;

}

public void setltems(List list) {
_items = list;

}

public void setName(String string) {
_hame = string;

package eg;

import java.text.DateFormat;
import java.util.Calendar;
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public class Blogltem {
private Long _id;
private Calendar _datetime;
private String _text;
private String _title;
private Blog _blog;

public Blog getBlog() {
return _blog;

}

public Calendar getDatetime() {
return _datetime;

}

public Long getld() {
return _id;

}

public String getText() {
return _text;

}

public String getTitle() {
return _title;

}

public void setBlog(Blog blog) {
_blog = blog;

}

public void setDatetime(Calendar calendar) {
_datetime = calendar;

}

public void setld(Long long1) {
_id = long1;

}

public void setText(String string) {
_text = string;

}

public void setTitle(String string) {
_title = string;

}

22.2. Hibernate EQ%#

The XML mappings are now straightforward. For example:
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<?xml version="1.0"?>

<IDOCTYPE hibernate-mapping PUBLIC
"-//Hibernate/Hibernate Mapping DTD 3.0/EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">

<hibernate-mapping package="eg">

<class
name="Blog"
table="BLOGS">

<id
name="id"
column="BLOG_ID">

<generator class="native"/>

<fid>

<property
name="name"
column="NAME"
not-null="true"
unigue="true"/>

<bag
name="items"
inverse="true"
order-by="DATE_TIME"

cascade="all">

<key column="BLOG_ID"/>
<one-to-many class="Blogltem"/>

</bag>

</class>

</hibernate-mapping>

<?xml version="1.0"?>
<IDOCTYPE hibernate-mapping PUBLIC
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"-//Hibernate/Hibernate Mapping DTD 3.0//EN"
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">

<hibernate-mapping package="eg">

<class
name="Blogltem"
table="BLOG_ITEMS"
dynamic-update="true">

<id
name="id"
column="BLOG_ITEM_ID">

<generator class="native"/>

<fid>

<property
name="title"
column="TITLE"
not-null="true"/>

<property
name="text"
column="TEXT"
not-null="true"/>

<property
name="datetime"
column="DATE_TIME"
not-null="true"/>

<many-to-one
name="blog"
column="BLOG_|D"
not-null="true"/>

</class>

</hibernate-mapping>
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22.3. Hibernate U5

The following class demonstrates some of the kinds of things we can do with these

classes using Hibernate:

package eg;

import java.util. ArrayList;
import java.util.Calendar;
import java.util.lterator;
import java.util.List;

import org.hibernate.HibernateException;

import org.hibernate.Query;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.Transaction;

import org.hibernate.cfg.Configuration;

import org.hibernate.tool.hbm2ddl.SchemaExport;

public class BlogMain {

private SessionFactory _sessions;

public void configure() throws HibernateException {
_sessions = new Configuration()
.addClass(Blog.class)
.addClass(Blogltem.class)
.buildSessionFactory();

public void exportTables() throws HibernateException {
Configuration cfg = new Configuration()
.addClass(Blog.class)
.addClass(Blogltem.class);
new SchemaExport(cfg).create(true, true);

public Blog createBlog(String name) throws HibernateException {

Blog blog = new Blog();

blog.setName(name);
blog.setltems( new ArrayList() );
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Session session = _sessions.openSession();
Transaction tx = null;
try {
tx = session.beginTransaction();
session.persist(blog);
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
}
finally {
session.close();

}

return blog;

public Blogltem createBlogltem(Blog blog, String title, String text)
throws HibernateException {

Blogltem item = new Blogltem();
item.setTitle(title);

item.setText(text);

item.setBlog(blog);

item.setDatetime( Calendar.getinstance() );
blog.getltems().add(item);

Session session = _sessions.openSession();
Transaction tx = null;
try {
tx = session.beginTransaction();
session.update(blog);
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
}
finally {
session.close();

}

return item;
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public Blogltem createBlogltem(Long blogid, String title, String text)
throws HibernateException {

Blogltem item = new Blogltem();
item.setTitle(title);

item.setText(text);

item.setDatetime( Calendar.getinstance() );

Session session = _sessions.openSession();
Transaction tx = null;
try {
tx = session.beginTransaction();
Blog blog = (Blog) session.load(Blog.class, blogid);
item.setBlog(blog);
blog.getltems().add(item);
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
}
finally {
session.close();

}

return item;

public void updateBlogltem(Blogltem item, String text)
throws HibernateException {

item.setText(text);

Session session = _sessions.openSession();
Transaction tx = null;
try {
tx = session.beginTransaction();
session.update(item);
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
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finally {
session.close();

public void updateBlogltem(Long itemid, String text)
throws HibernateException {

Session session = _sessions.openSession();
Transaction tx = null;
try {
tx = session.beginTransaction();
Blogltem item = (Blogltem) session.load(Blogltem.class, itemid);
item.setText(text);
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
}
finally {
session.close();

public List listAllIBlogNamesAndltemCounts(int max)
throws HibernateException {

Session session = _sessions.openSession();
Transaction tx = null;
List result = null;
try {
tx = session.beginTransaction();
Query g = session.createQuery(
"select blog.id, blog.name, count(blogltem) " +
"from Blog as blog " +
"left outer join blog.items as blogltem " +
"group by blog.name, blog.id " +
"order by max(blogltem.datetime)"
)i
g.setMaxResults(max);
result = g.list();
tx.commit();
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catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;

}

finally {
session.close();

}

return result;

public Blog getBlogAndAllltems(Long blogid)
throws HibernateException {

Session session = _sessions.openSession();
Transaction tx = null;
Blog blog = null;
try {
tx = session.beginTransaction();
Query g = session.createQuery(
"from Blog as blog " +
"left outer join fetch blog.items " +
"where blog.id = :blogid"
)i
g.setParameter("blogid”, blogid);
blog = (Blog) g.uniqueResult();
tx.commit();
}
catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;
}
finally {
session.close();

}

return blog;

public List listBlogsAndRecentltems() throws HibernateException {

Session session = _sessions.openSession();
Transaction tx = null;
List result = null;

try {
tx = session.beginTransaction();
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Query g = session.createQuery(
"from Blog as blog " +
"inner join blog.items as blogltem " +
"where blogltem.datetime > :minDate"

);

Calendar cal = Calendar.getinstance();
cal.roll(Calendar. MONTH, false);
g.setCalendar("minDate", cal);

result = g.list();
tx.commit();

}

catch (HibernateException he) {
if (tx!=null) tx.rollback();
throw he;

}

finally {
session.close();

}

return result;
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This chapters explores some more complex association mappings.

23.1. Employer (J&=F)/Employee (&)

The following model of the relationship between Employer and Employee uses an entity
class (Employment) to represent the association. You can do this when there might be
more than one period of employment for the same two parties. Components are used to

model monetary values and employee names.

Here is a possible mapping document:

<hibernate-mapping>

<class name="Employer" table="employers">
<id name="id">
<generator class="sequence">
<param name="sequence">employer_id_seqg</param>
</generator>
</id>
<property name="name"/>
</class>

<class name="Employment" table="employment_periods">

<id name="id">
<generator class="sequence">
<param name="sequence">employment_id_seq</param>
</generator>
</id>
<property name="startDate" column="start_date"/>
<property name="endDate" column="end_date"/>

<component name="hourlyRate" class="MonetaryAmount">
<property name="amount">
<column name="hourly_rate" sql-type="NUMERIC(12, 2)"/>
</property>
<property name="currency" length="12"/>
</component>

<many-to-one name="employer" column="employer_id" not-null="true"/>
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<many-to-one name="employee" column="employee_id" not-null="true"/>
</class>

<class name="Employee" table="employees">
<id name="id">
<generator class="sequence">
<param name="sequence">employee id_seq</param>
</generator>
</id>
<property name="taxfileNumber"/>
<component name="name" class="Name">
<property name="firstName"/>
<property name="initial"/>
<property name="lastName"/>
</component>
</class>

</hibernate-mapping>

Here is the table schema generated by SchemaExport.

create table employers (
id BIGINT not null,
name VARCHAR(255),
primary key (id)

create table employment_periods (
id BIGINT not null,
hourly_rate NUMERIC(12, 2),
currency VARCHAR(12),
employee_id BIGINT not null,
employer_id BIGINT not null,
end_date TIMESTAMP,
start_date TIMESTAMP,
primary key (id)

create table employees (
id BIGINT not null,
firstName VARCHAR(255),
initial CHAR(2),
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lastName VARCHAR(255),
taxfileNumber VARCHAR(255),
primary key (id)

alter table employment_periods

add constraint employment_periodsFKO foreign key (employer_id) references employers
alter table employment_periods

add constraint employment_periodsFK1 foreign key (employee_id) references employees
create sequence employee_id_seq
create sequence employment_id_seq
create sequence employer_id_seq

23.2. Author ({EZK) /Work (/EY)

Consider the following model of the relationships between Work, Author and Person. In
the example, the relationship between Work and Author is represented as a many-to-many
association and the relationship between Author and Person is represented as one—-to-one

association. Another possibility would be to have Author extend Person.

N BB SO IE BRI TIX R R

<hibernate-mapping>
<class name="Work" table="works" discriminator-value="W">

<id name="id" column="id">
<generator class="native"/>
</id>
<discriminator column="type" type="character"/>

<property name="title"/>
<set name="authors" table="author_work">

<key column name="work_id"/>

<many-to-many class="Author" column name="author_id"/>
</set>

<subclass name="Book" discriminator-value="B">
<property name="text"/>

</subclass>

<subclass hame="Song" discriminator-value="S">
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<property name="tempo"/>
<property name="genre"/>
</subclass>

</class>

<class name="Author" table="authors">

<id name="id" column="id">
<!-- The Author must have the same identifier as the Person -->
<generator class="assigned"/>

</id>

<property name="alias"/>
<one-to-one name="person" constrained="true"/>

<set name="works" table="author_work" inverse="true">
<key column="author_id"/>
<many-to-many class="Work" column="work_id"/>
</set>

</class>

<class name="Person" table="persons">
<id name="id" column="id">
<generator class="native"/>
</id>
<property nhame="name"/>
</class>

</hibernate-mapping>

There are four tables in this mapping: works, authors and persons hold work, author and
person data respectively. author work is an association table linking authors to works.

Here is the table schema, as generated by SchemaExport:

create table works (
id BIGINT not null generated by default as identity,
tempo FLOAT,
genre VARCHAR(255),
text INTEGER,
title VARCHAR(255),
type CHAR(1) not null,
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primary key (id)

create table author_work (
author_id BIGINT not null,
work_id BIGINT not null,
primary key (work_id, author_id)

create table authors (
id BIGINT not null generated by default as identity,
alias VARCHAR(255),
primary key (id)

create table persons (
id BIGINT not null generated by default as identity,
name VARCHAR(255),
primary key (id)

alter table authors

add constraint authorsFKO foreign key (id) references persons
alter table author_work

add constraint author_workFKO foreign key (author_id) references authors
alter table author_work

add constraint author_workFK1 foreign key (work_id) references works

23.3. Customer (&) /Order (1] B.) /Product (= i}

In this section we consider a model of the relationships between Customer, Order, Line
Item and Product. There is a one-to—-many association between Customer and Order, but how
can you represent Order / Lineltem / Product? In the example, Lineltem is mapped as an
association class representing the many-to-many association between Order and Product.

In Hibernate this is called a composite element.

The mapping document will look like this:

<hibernate-mapping>

<class name="Customer" table="customers">
<id name="id">
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<generator class="native"/>

</id>

<property name="name"/>

<set name="orders" inverse="true">
<key column="customer_id"/>
<one-to-many class="Order"/>

</set>

</class>

<class name="Order" table="orders">
<id name="id">
<generator class="native"/>
</id>
<property name="date"/>
<many-to-one name="customer" column="customer_id"/>
<list name="lineltems" table="line_items">
<key column="order_id"/>
<list-index column="line_number"/>
<composite-element class="Lineltem">
<property name="quantity"/>
<many-to-one name="product" column="product_id"/>
</composite-element>
</list>
</class>

<class name="Product" table="products">
<id name="id">
<generator class="native"/>
</id>
<property name="serialNumber"/>
</class>

</hibernate-mapping>

customers, orders, line items Fll products 4 H|fFfE&E customer, order, order line item FlI

productfJ%83E o line itemstifFEJiEEiorders Fll productsfykELFE o

create table customers (
id BIGINT not null generated by default as identity,
name VARCHAR(255),
primary key (id)
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create table orders (
id BIGINT not null generated by default as identity,
customer_id BIGINT,
date TIMESTAMP,
primary key (id)

create table line_items (
line_number INTEGER not null,
order_id BIGINT not null,
product_id BIGINT,
quantity INTEGER,
primary key (order_id, line_number)

create table products (
id BIGINT not null generated by default as identity,
serialNumber VARCHAR(255),
primary key (id)

alter table orders

add constraint ordersFKO foreign key (customer_id) references customers
alter table line_items

add constraint line_itemsFKO foreign key (product_id) references products
alter table line_items

add constraint line_itemsFK1 foreign key (order_id) references orders

23.4. Zf

These examples are available from the Hibernate test suite. You will find many
other useful example mappings there by searching in the test folder of the Hibernate

distribution.

23.4.1. "Typed" one-to-one association

<class name="Person">
<id name="name"/>
<one-to-one name="address"
cascade="all">
<formula>name</formula>
<formula>'HOME'</formula>
</one-to-one>
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<one-to-one name="mailingAddress"
cascade="all">
<formula>name</formula>
<formula>'MAILING'</formula>
</one-to-one>
</class>

<class name="Address" batch-size="2"
check="addressType in (MAILING', ' HOME', 'BUSINESS')">
<composite-id>
<key-many-to-one name="person"
column="personName"/>
<key-property name="type"
column="addressType"/>
</composite-id>
<property name="street" type="text"/>
<property name="state"/>
<property name="zip"/>
</class>

23.4.2. Composite key example

<class name="Customer">

<id name="customerld"
length="10">
<generator class="assigned"/>
</id>

<property name="name" not-null="true" length="100"/>
<property name="address" not-null="true" length="200"/>

<list name="orders"
inverse="true"
cascade="save-update">
<key column="customerld"/>
<index column="orderNumber"/>
<one-to-many class="Order"/>
</list>

</class>

<class name="Order" table="CustomerOrder" lazy="true">
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<synchronize table="Lineltem"/>
<synchronize table="Product"/>

<composite-id name="id"
class="Order$ld">
<key-property name="customerld" length="10"/>
<key-property name="orderNumber"/>
</composite-id>

<property name="orderDate"
type="calendar_date"
not-null="true"/>

<property hame="total">
<formula>
( select sum(li.quantity*p.price)
from Lineltem li, Product p
where li.productld = p.productid
and li.customerld = customerld
and li.orderNumber = orderNumber )
</formula>
</property>

<many-to-one name="customer"
column="customerld"
insert="false"
update="false"
not-null="true"/>

<bag name="lineltems"
fetch="join"
inverse="true"
cascade="save-update">
<key>
<column name="customerld"/>
<column name="orderNumber"/>
</key>
<one-to-many class="Lineltem"/>
</bag>

</class>

<class name="Lineltem">
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<composite-id name="id"
class="Lineltem$Id">
<key-property name="customerld" length="10"/>
<key-property name="orderNumber"/>
<key-property name="productld" length="10"/>
</composite-id>

<property name="quantity"/>

<many-to-one name="order"
insert="false"
update="false"
not-null="true">
<column name="customerld"/>
<column name="orderNumber"/>
</many-to-one>

<many-to-one name="product"
insert="false"
update="false"
not-null="true"
column="productld"/>

</class>

<class name="Product">
<synchronize table="Lineltem"/>

<id name="productld"
length="10">
<generator class="assigned"/>
</id>

<property nhame="description"
not-null="true"
length="200"/>
<property name="price" length="3"/>
<property name="numberAvailable"/>

<property name="numberOrdered">
<formula>
( select sum(li.quantity)
from Lineltem li
where li.productld = productld )
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</formula>
</property>

</class>

23.4.3. EHEHEBEMRIZ X% Many-to-many with shared

composite key attribute)

<class name="User" table=""User™">
<composite-id>
<key-property name="name"/>
<key-property name="org"/>
</composite-id>
<set name="groups" table="UserGroup">
<key>
<column name="userName"/>
<column name="org"/>
</key>
<many-to-many class="Group">
<column name="groupName"/>
<formula>org</formula>
</many-to-many>
</set>
</class>

<class name="Group" table=""Group™">
<composite-id>
<key-property name="name"/>
<key-property name="org"/>
</composite-id>
<property name="description"/>
<set name="users" table="UserGroup" inverse="true">
<key>
<column name="groupName"/>
<column name="org"/>
</key>
<many-to-many class="User">
<column name="userName"/>
<formula>org</formula>
</many-to-many>
</set>
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</class>

23.4.4. Content based discrimination

<class name="Person"
discriminator-value="p">

<id name="id"
column="person_id"
unsaved-value="0">
<generator class="native"/>
</id>

<discriminator
type="character">
<formula>
case
when title is not null then 'E’
when salesperson is not null then 'C'
else 'P’
end
</formula>
</discriminator>

<property name="name"
not-null="true"
length="80"/>

<property name="sex"
not-null="true"
update="false"/>

<component name="address">
<property name="address"/>
<property name="zip"/>
<property name="country"/>
</component>

<subclass nhame="Employee"
discriminator-value="E">
<property name="title"
length="20"/>
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<property name="salary"/>
<many-to-one name="manager"/>
</subclass>

<subclass name="Customer"
discriminator-value="C">
<property name="comments"/>
<many-to-one name="salesperson"/>
</subclass>

</class>

23.4.5. Associations on alternate

<class name="Person">

<id name="id">
<generator class="hilo"/>
</id>

<property name="name" length="100"/>

<one-to-one name="address"
property-ref="person"
cascade="all"
fetch="join"/>

<set name="accounts"
inverse="true">
<key column="userld"
property-ref="userld"/>
<one-to-many class="Account"/>
</set>

<property name="userld" length="8"/>
</class>
<class name="Address">

<id name="id">

<generator class="hilo"/>
</id>

keys
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<property name="address" length="300"/>

<property name="zip" length="5"/>

<property name="country" length="25"/>

<many-to-one name="person" unique="true" not-null="true"/>

</class>
<class name="Account">
<id name="accountld" length="32">
<generator class="uuid"/>
</id>
<many-to-one name="user"
column="userld"
property-ref="userld"/>

<property name="type" not-null="true"/>

</class>
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Write fine-grained classes and map them using <component>:
R — 1 AddressFEA RRHEILE street, suburb, state, postcode. JXFFA FF LIS E FHAIRE L
RAIGEF (refactoring) Y LAIE ©

Declare identifier properties on persistent classes:
Hibernate makes identifier properties optional. There are a range of reasons why you
should use them. We recommend that identifiers be 'synthetic', that is, generated

with no business meaning.

Identify natural keys:
XA SARE MR B RS, F<natural-id>#4TLSS o SEHequals O FllhashCode O, FEHH
FAAR R B SRS B M dE AT LU -

Place each class mapping in its own file:
Do not use a single monolithic mapping document. Map com.eg.Foo in the file com/eg/

Foo.hbm.xml. This makes sense, particularly in a team environment.

Load mappings as resources:

TR SRR AT AR S R — AT AR -

Consider externalizing query strings:
This is recommended if your queries call non-ANSI-standard SQL functions.
Externalizing the query strings to mapping files will make the application more

portable.

EHRELE
As in JDBC, always replace non-constant values by "?". Do not use string manipulation
to bind a non-constant value in a query. You should also consider using named

parameters in queries.

Do not manage your own JDBC connections:
Hibernate allows the application to manage JDBC connections, but his
approach should be considered a 1last-resort. If vyou cannot use the built-
in connection providers, <consider providing your own implementation of

org.hibernate.connection.ConnectionProvider.

Consider using a custom type:
Suppose you have a Java type from a library that needs to be persisted but does
not provide the accessors needed to map it as a component. You should consider
implementing org.hibernate.UserType. This approach frees the application code from

implementing transformations to/from a Hibernate type.

Use hand-coded JDBC in bottlenecks:
In performance-critical areas of the system, some kinds of operations might benefit

from direct JDBC. Do not assume, however, that JDBC is necessarily faster. Please
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wait until you know something is a bottleneck. If you need to use direct JDBC, you
can open a Hibernate Session and usingfile:///usr/share/doc/HIML/en-US/index.html
that JDBC connection. This way you can still use the same transaction strategy and

underlying connection provider.

Understand Session flushing:
Sometimes the Session synchronizes 1its persistent state with the database.
Performance will be affected if this process occurs too often. You can sometimes
minimize unnecessary flushing by disabling automatic flushing, or even by changing

the order of queries and other operations within a particular transaction.

In a three tiered architecture, consider using detached objects:
When using a servlet/session bean architecture, you can pass persistent objects
loaded in the session bean to and from the servlet/JSP layer. Use a new session
to service each request. Use Session.merge() or Session.saveOrUpdate() to synchronize

objects with the database.

In a two tiered architecture, consider using long persistence contexts:
Database Transactions have to be as short as possible for best scalability. However,
it is often necessary to implement long running application transactions, a single
unit-of-work from the point of view of a user. An application transaction might
span several client request/response cycles. It is common to use detached objects
to implement application transactions. An appropriate alternative in a two tiered
architecture, is to maintain a single open persistence contact session for the
whole 1life cycle of the application transaction. Then simply disconnect from the
JDBC connection at the end of each request and reconnect at the beginning of the
subsequent request. Never share a single session across more than one application

transaction or you will be working with stale data.

Do not treat exceptions as recoverable:
This is more of a necessary practice than a "best" practice. When an exception
occurs, roll back the Transaction and close the Session. If you do not do this,
Hibernate cannot guarantee that in—-memory state accurately represents the persistent
state. For example, do not use Session.load() to determine if an instance with the

given identifier exists on the database; use Session.get() or a query instead.

Prefer lazy fetching for associations:
Use eager fetching sparingly. Use proxies and lazy collections for most associations
to classes that are not likely to be completely held in the second-level cache. For
associations to cached classes, where there is an a extremely high probability of a
cache hit, explicitly disable eager fetching using lazy="false". When join fetching

is appropriate to a particular use case, use a query with a left join fetch.

Use the open session in view pattern, or a disciplined assembly phase to avoid problems
with unfetched data:
Hibernate frees the developer from writing tedious Data Transfer Objects (DTO). In a

traditional EJB architecture, DIOs serve dual purposes: first, they work around the
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problem that entity beans are not serializable; second, they implicitly define an
assembly phase where all data to be used by the view is fetched and marshalled into
the DTOs before returning control to the presentation tier. Hibernate eliminates the
first purpose. Unless you are prepared to hold the persistence context (the session)
open across the view rendering process, you will still need an assembly phase.
Think of your business methods as having a strict contract with the presentation
tier about what data is available in the detached objects. This is not a limitation

of Hibernate. It is a fundamental requirement of safe transactional data access.

Consider abstracting your business logic from Hibernate:
Hide Hibernate data-access code behind an interface. Combine the DAO and Thread
Local Session patterns. You can even have some classes persisted by handcoded
JDBC associated to Hibernate via a UserType. This advice is, however, intended for
"sufficiently large" applications. It is not appropriate for an application with

five tables.

Do not use exotic association mappings:
Practical test cases for real many-to-many associations are rare. Most of the time
you need additional information stored in the "link table". In this case, it is
much better to use two one-to—many associations to an intermediate 1link class.
In fact, most associations are one-to-many and many-to-one. For this reason, you

should proceed cautiously when using any other association style.

Prefer bidirectional associations:

B[ SRECE DT  FERBN A, LA R SRBCL L 2R A] LU S
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Database Portability Considerations

25.1. Portability Basics

One of the selling points of Hibernate (and really Object/Relational Mapping as a whole)
is the notion of database portability. This could mean an internal IT user migrating from
one database vendor to another, or it could mean a framework or deployable application
consuming Hibernate to simultaneously target multiple database products by their users.
Regardless of the exact scenario, the basic idea is that you want Hibernate to help you
run against any number of databases without changes to your code, and ideally without

any changes to the mapping metadata.

25.2. Dialect

The first line of portability for Hibernate is the dialect, which is a specialization of
the org.hibernate.dialect.Dialect contract. A dialect encapsulates all the differences in
how Hibernate must communicate with a particular database to accomplish some task like
getting a sequence value or structuring a SELECT query. Hibernate bundles a wide range
of dialects for many of the most popular databases. If you find that your particular

database is not among them, it is not terribly difficult to write your own.

25.3. Dialect resolution

Originally, Hibernate would always require that users specify which dialect to use. In
the case of users looking to simultaneously target multiple databases with their build
that was problematic. Generally this required their users to configure the Hibernate

dialect or defining their own method of setting that value.

Starting with version 3.2, Hibernate introduced the notion of automatically detecting
the dialect to use based on the java.sql.DatabaseMetaData obtained from a java.sql.Connection
to that database. This was much better, expect that this resolution was limited
to databases Hibernate know about ahead of time and was in no way configurable or

overrideable.

Starting with version 3.3, Hibernate has a fare more powerful way to automatically
determine which dialect to should be used by relying on a series of delegates which
implement the org.hibernate.dialect.resolver.DialectResolver which defines only a single

method:
public Dialect resolveDialect(DatabaseMetaData metaData) throws JDBCConnectionException

The basic contract here 1is that if the resolver ‘'understands' the given

database metadata then it returns the corresponding Dialect; if not it returns
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null and the process continues to the next resolver. The signature also
identifies org.hibernate.exception.JDBCConnectionException as possibly being thrown. A
JDBCConnectionException here is interpreted to imply a "non transient" (aka non-
recoverable) connection problem and is used to indicate an immediate stop to resolution
attempts. All other exceptions result in a warning and continuing on to the next

resolver.

The cool part about these resolvers is that users can also register their own custom
resolvers which will be processed ahead of the built-in Hibernate ones. This might
be useful in a number of different situations: it allows easy integration for auto-
detection of dialects beyond those shipped with Hlbernate itself; it allows you to
specify to use a custom dialect when a particular database is recognized: etc. To
register one or more resolvers, simply specify them (seperated by commas, tabs or spaces)
using the 'hibernate.dialect resolvers' configuration setting (see the DIALECT RESOLVERS

constant on org.hibernate.cfg. Environment) .

25.4. Identifier generation

When considering portability between databases, another important decision is selecting
the identifier generation stratagy you want to use. Originally Hibernate provided the
native generator for this purpose, which was intended to select between a sequence,
identity, or table strategy depending on the capability of the underlying database.
However, an insidious implication of this approach comes about when targtetting some
databases which support identity generation and some which do not. identity generation
relies on the SQL definition of an IDENTITY (or auto—increment) column to manage the
identifier value; it is what is known as a post-insert generation strategy becauase the
insert must actually happen before we can know the identifier value. Because Hibernate
relies on this identifier value to uniquely reference entities within a persistence
context it must then issue the insert immediately when the users requests the entitiy be

associated with the session (like via save() e.g.) regardless of current transactional

semantics.

(3

The underlying issue is that the actual semanctics of the application itself changes

in these cases.

Starting with version 3.2.3, Hibernate comes with a set of enhanced [http://
in.relation.to/2082.1lace] identifier generators targetting portability in a much

different way.
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There are specifically 2 bundled enhancedgenerators:

* org.hibernate.id.enhanced.SequenceStyleGenerator

* org.hibernate.id.enhanced.TableGenerator

The idea behind these generators is to port the actual semantics of the
identifer value generation to the different databases. For example, the
org.hibernate.id.enhanced.SequenceStyleGenerator mimics the behavior of a sequence on

databases which do not support sequences by using a table.

25.5. Database functions

152,
=

This is an area in Hibernate in need of improvement. In terms of portability
concerns, this function handling currently works pretty well from HQL;

however, it is quite lacking in all other aspects.

SQL functions can be referenced in many ways by users. However, not all databases
support the same set of functions. Hibernate, provides a means of mapping a logical
function name to a a delegate which knows how to render that particular function,

perhaps even using a totally different physical function call.

BE

Technically this function registration 1is handled through the
org.hibernate.dialect.function.SQLFunctionRegistry class which is intended to
allow users to provide custom function definitions without having to

provide a custom dialect. This specific behavior is not fully completed

as of yet.

It is sort of implemented such that users can programatically register
functions with the org.hibernate.cfg.Configuration and those functions will

be recognized for HQL.

25.6. Type mappings

This section scheduled for completion at a later date...
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